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Introduction

About This Manual

This manual is a guide to the win[DEA environment.

It covers following topics:

For hardware specific topics refer to the hardware manual.

The development environment — workspace and window handling

The integrated editor

Debug features

FLASH programming features
The integrated build manager

The integrated script language
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Integrated Development Environment

The winIDEA application is an integrated development environment that
encompasses all phases of program development in a single, easy to use yet
powerful environment.

e  winIDEA runs on Windows NT, 2000, XP and Vista platforms

e  The integrated multi-file editor serves as an area for both writing and
debugging your program source.

e  All other windows can be docked to a fixed position, thus eliminating
the need for rearrangement after tile, cascade or resize operations.

e  The Build Manager can be configured to support any third party
command line driven compiler toolset, featuring background
compilation, multiple build targets, file level compiler settings and
much more.

e  The hardware interface allows attachment to any debugger that supports
the iIOPEN interface.

e The extensive context-sensitive help covers all aspects of winIDEA.
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Installation

System Requirements

Hardware
e PC with a Pentium or better CPU
e 128 MB or more memory

e 200 MB or more hard disk space.

Software
winIDEA supports Windows NT 4, 2000, XP, Vista or higher.

Note: In case the on-line help does not work, this could be solved by reinstalling
the Microsoft Internet Explorer or by installing win[DEA onto a local hard disk.

Software User's Guide winlDEA Installation ¢ 9



Software Installation

e Insert the distribution CD-ROM disk in the CD-ROM drive. Master
setup will start automatically.
Select the “Install winIDEA” option.

e Follow the installation wizard

Note: on Windows NT you must have administrator privilege to successfully
install the communication driver.

Installing the winlDEA Update

Updates to winIDEA are published regularly on the internet. To update
winlDEA:

e  Get an update link if published on the web site or if it is given to you by
support and download it

e Run the update

e Follow the installation wizard

winIDEA Command Line Options

There are a number of command line options availabe when starting winIDEA.
The options are:

/DEMO run in demo mode

/LOG:<domain> generate a log of activities for <domain>. Available
domains and their numbers are visible in Help/Support/Log dialog

/DOWNLOAD start download immediately after loading the project
/DOWNLOAD:<file name> download the specified file

<file name>.jrf load the specified workspace
<file name>.isl execute the specified script file after loading the
workspace

10 o Installation Software User's Guide winlDEA



Development Environment

Workspaces

winIDEA organizes project development in workspaces. Each workspace
contains the information on how the files necessary for a successful build of your
project are related to each other, along with information on other features that aid
development, such as bookmarks, breakpoints, desktop layout etc.
The workspace file is the mother of Virtually all of the workspace information (except some user
your workspace. She will be very  preferences, like color and keyboard settings) is stored in a
happy if her children (project files, workspace file (.XJRF and .JRF extension). Ideally you will
etc.) are kept in her directory or its organize your project in a new directory where the workspace file
sub-directories. will be located. This is considered to be your working directory.
You are free to create sub-directories and place your source files
there. All file path information in a workspace is stored relative to
the workspace file location, so you will be able to move and copy
the workspace to any other directory without disturbing its
functionality.

Path Specifications

At various places in winIDEA, especially when configuring project settings, you
will need to enter file paths. To assure maximum workspace moveability,
winlDEA recognizes and internally maintains three different path specifications:

e  Paths to files in the directory or sub-directory of the workspace file.
These are stored and displayed in relative form.

e  Paths to files that can be stored in relative form to the compiler toolset
directory (see "General page" on page 244).
These are stored in relative form to the compiler toolset path, but
displayed in absolute form.

e Paths that can not be stored in relative form to either of above
referential directories. These are stored and displayed in absolute form.

Working with Workspaces

There is not much you can do in winIDEA without having a workspace open. To
get you there, you will either open an existing workspace (one you have created
previously or an example workspace shipped with the installation files) or create
a new one from scratch.

Opening an Existing Workspace

e Select the ‘Open Workspace...” command from the ‘File’ menu
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e  Browse for the workspace file
e  Click the ‘Open’ button after selecting the desired workspace file

Alternatively you can select a previously opened workspace from the workspace
file pick list in the ‘File’ menu.

e Open the ‘File’ menu

e  Four most recently used workspaces are listed on shortcuts 5 through 8.
Select the workspace of your choice.

Note: winIDEA can read (but not write) workspace files created by earlier
winIDEA versions (.IRF extension).

After changes have been made, winIDEA will save the new workspace
information in a .XJRF and .JRF file.

XML Format workspace files

winIDEA always generates both legacy binary (.QRF and .JRF) and XML
format (. XQRF and .XJRF) workspace files. The default file format used by
winIDEA is defined in the Tools/Options/Environment menu, which selects the
format implicit for workspace restore and backup, source control, etc. operations.
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Creating a New Workspace
e Select the ‘New Workspace...” command from the ‘File’ menu

e  After prompted for workspace directory and name, browse for directory
of your choice (an empty new directory is recommended) and enter the
name for the workspace file.

Mew Workspace E3 |

Hame

|4BS
Cancel |

Location

ID:RWDrk Browse. .. |

New Workspace dialog
A newly created workspace contains only default project and hardware settings.

Saving Workspaces

Whenever the current workspace is to be closed, it is saved automatically. This
can happen either upon exiting winIDEA or opening or creating a new
workspace.

You can however explicitly save a workspace with the ‘Save Workspace...’
command. You will find this most useful when creating workspaces with the
same project and hardware configuration (which is often the case), and
sometimes with the same set of project files.

o Select the ‘Save Workspace...” command from the ‘File’ menu
e Browse for an existing workspace file or

e browse for the desired directory and enter the name of the new
workspace file manually

e  Click the ‘Save’ button when finished
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Backup a Workspace

winIDEA's workspace backup feature gives you the possibility to archive all
workspace files in a single file, which you can restore with the Restore
Workspace command.

To backup a workspace select the 'Backup Workspace' command from the file
menu.

Backup Workspace E4 |
Backup Information ————
¥ Downioad Files

¥ Project Output Files

Cancel |

IMPORTAMNT: anly files in work zpace
directony and it's subdirectories can be
propperly backed up. Other filez can be
regtored only ta their onginal path.

Backup Workspace dialog

When backing up a workspace, winIDEA always stores configuration files (.JRF
and .QRF) and project source files. Optionally, you can choose to backup project
output files (object, listing...) and download files.

To start the backup, click the 'Backup...' button and specify a file name. If your
backup target is on a removable disk, winIDEA swill ask you to provide enough
media to span the backup file.

Note: if possible, winIDEA will store file paths relative to the workspace file.
This way you can restore a workspace to a different directory. Files that are not
located in the workspace directory or one of its sub-directories are stored with
their absolute paths.
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Restore a Workspace

An archived workspace (.WSB) can be restored by the 'Restore Workspace'
command.

Restore Workspace |

Wiorkzpace

Ia:'\airhag.wsh _l

Restore to Folder

[ Tothe WSE file folder

[c+SE00%itbag =

IMPORTAMT

Only files in warkspace directan and
it'z subdirectaries can be properly
restored. Other filez will be restared to:

&' Qriginal path if poszible
™ Workspace's \Restore directony

| Beztore I Cancel

Restore Workspace dialog

Workspace

Specifies the workspace archive

Restore to Folder

Specifies the folder where you want to restore the workspace to.

If there are any files in the archive that were stored with their absolute paths,
winIDEA can restore them to:

o the same folder the .WSB file is residing, this can be achieved by
checking the ‘To the WSB file folder’ option

o their original path. If the original path can not be accessed, win[DEA
restores the files to the 'Restore' sub-directory

e the 'Restore' sub-directory
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Hardware Plug-In

The winIDEA environment can connect to any hardware tool via the iOPEN
interface. The 'hardware tool' is actually a software component that implements
the server side of the iOPEN interface and which in turn controls proprietary
hardware (or software like a simulator).

Through this interface the winIDEA can access following:

e Debug functions like accessing memory, setting breakpoints,
manipulating CPU operation etc. including real-time trace, profiler and
coverage features (see "Debug Session" on page 97).

e FLASH device-programming capabilities
(see "FLASH Programming" on page 221).

e  Memory device (RAM, ROM, and FLASH) simulation capabilities
e Logic analyzer functions

When a plug-in is attached, it will insert its menus into winIDEA's through
which its specific configuration is performed.

Configuration

The hardware plug-in can be selected by the 'Hardware Plug-In...' command on
the Tools menu.

Select Hardware Plug-In |

(] 4 I Cancel

The Hardware Plug-In selection dialog

Select the desired plug-in from the list.

Note: the list will only show plug-ins currently available. A plug-in is available
if its controlling component (a DLL) is located in winIDEA's \BIN directory.
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Window Management

The winIDEA is a Multiple Document Interface (MDI) application, which means
that several documents can be viewed and edited at the same time. In this case
the term ‘document’ applies to source code files (typically C sources) for your
project that you create and edit using the built-in or an external editor, build
using the Build Manager and debug with the integrated debugger. The MDI
interface enables you to open and process one or more of your source files,
which are displayed in standard MDI child windows.

There is however plenty of other types of information to be displayed in
specialized windows, like the project workspace window (displaying project
hierarchy), the output window (displaying build output), specialized debugger
windows, etc.

Besides standard MDI windows, winIDEA introduces two more window types
that can be manipulated easier than MDI windows.

The type of the window can be set from its context menu:
e  MDI child — the standard window
e Dockable — a window that can be docked like a toolbar

e  Mini Frame — a window that can be floated above other windows or
even outside the winIDEA application window

Dockable windows

Dockable toolbars have been around in mainstream Windows programs for some
years now, and everyone has come to appreciate that the toolbar is always visible
and at the same time not occupying any unnecessary desktop real estate.

winIDEA promotes the same concept to specialized windows that you will want
to have around all the time. Once they are docked, a document can not obscure
them, they are not subject to repositioning during tile and cascade operations and
they minimize desktop real estate consumption by not displaying a caption bar.

The area occupied by docked windows and toolbars is out of reach of your
documents. When a document is maximized, it will grow to occupy the
remainder of the winIDEA’s application window.
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Typically you will create your preferred window layout along with colors and
fonts in a matter of minutes and then never feel the need to reposition a window
again. Your documents are then best viewed maximized. They can easily be
switched by the document selector bar, the ‘Ctrl+Tab’ keyboard shortcut or
through the window list on the “Window’ menu.

Docked Toolbars

ﬁq winlDEA - 2000_31 - [CAPROMKEILSTAKEILSIATST.C]

=l Fil= Edit “iew Project Hardware Debug Tool: ‘window Help _|5’|i|
D& & [e(e]da]| m(= 2= o[ o] 6o
] #include “'t=t2.h" -
#include "math.h” j Name | Yalue
E - CPU
extern void testFunction<); #- TireriCounter
int H
E {]-:Iiua.t E; [+- Ports
int st; [+~ Serial Port
struct stry =) Mliscellaneous
E { . £ . 'PCDN I:":I
in i; :
— long 1: -IE oo
¥3 | &-IP 1l
struct strx [+- Gensral Purpose Hegisters
E int as
rhar [ o ;I /

Done uplating dependencies. :l

\ I
- |0 |\ ; ke 4 Find In Files » Tools output s, Scrpt \ I ”ﬂ ﬂ

\ |"w14,|:.:|2|3| NUM [

\— Document area V— Docked windows
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.

Window drag cursor

Docking a Window

Place the mouse cursor on the border of the selected window (the
mouse cursor will change to the drag shape when placed over the
window border),

e Hold down the left mouse button while dragging the window to its new
location.

e Release the mouse button.

Mini Frame Windows

A mini frame window can be floated anywhere on the desktop. If placed over
winIDEA application window, it will overlap all its MDI and docked windows.

inlDEA - Sample - [D:APROAS amp_MNewAICEAKEILAS1451\main_.. =] B4

=181 x]

=l File Edit %iew Project

ty Computer

Hardware Debug Tool: ‘Window Help

Finclude

Ffinclude
Finclude

int I:

"Main. h"

=

"Test . h"
"CPUTe=t . h"

int 1Counter=0:;
int iInterruptCounter=0;

wold main)

Ready

|nternet

Ewplorer

o | v s watoht etk woRl < | ]

winIDEA and the Watch window as a mini frame window

Desktops

The window layout that you see in winIDEA is called a desktop. The Desktop
can be configured in any way, with opening additional windows, moving the
windows etc. The desktop configuration is saved with the workspace
information, so that every time you open a workspace, the window settings as
you saved them the last time are shown.

Four desktop templates are provided to simplify desktop configuration. They can
be selected using the View/Preset Desktop option. Any of those can, of course,
be modified to your preference.

Full screen operation

The working area of winIDEA can be enlarged to the whole screen. To enable
this option, select the View/Full Screen option. This hides the window control
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and the menu bar and thus enables you to use the maximum workspace your
desktop allows.

With full screen mode, on the other hand, the menus are not visible. This can
sometimes cause you be unable to select menu entries. The menus can always be
invoked with the shortcut key (for example, by pressing Alt+F, the File menu is
invoked). You can select menus in the same way as if they were visible — that
means that you can also 'walk' through the menus with the arrow keys.

The full screen mode can be disabled by clicking the View/Full Screen option
again. The shortcut key for this is Alt+V for the View menu and F for Full
Screen.

Context Menus

Following Windows 95 guidelines for user interface design, every winIDEA’s
window has a context menu, activated either by a right mouse click in the
window or with a ‘Shift+F10’ keyboard shortcut.

You will find context menus richer in options and faster to manipulate than the
global menu. Along with toolbars, context menus make a trip to the menu bar a
rarity.

Toolbars

Toolbars provide easy, one-click access to most often used commands, which
have been grouped in following categories:
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File Toolbar

The File Toolbar contains source file management commands - i.e. file and edit
operations.

IDEHE & =@ AH

The File Toolbar

D New File button (File / New command) opens a new edit window
which has no physical file attached. When working with such edit

New File button windows a Save command request (explicit or upon closing the
window) will bring up the Save As dialog box asking you to specify
the file name.

[«3’.’ Open File button (File / Open command) prompts you for a name of
) an existing file and when selected, displays the contents of the file in

Open File button anew edit window.

E Save File button (File / Save command) saves contents of the current
edit window to its file. If the edit window has no file attached (when

Save File button opened with the File / New command), the 'Save As' dialog will open

and ask you to specify the name for the file.

EXJ Cut Text button (Edit / Cut command) removes the currently selected
text and puts it in the Windows clipboard.

The Cut Text button is enabled only when an edit window is open and

contains a block of selected text.

Cut Text button

Copy Text button (Edi.t / Copy cqmmand) f:opies the currently
selected text and puts it in the Windows clipboard.

The Copy Text button is enabled only when an edit window is open

and contains a block of selected text.

Copy Text button

Paste Text button (Edit / Paste command) inserts the text contained in
the Windows clipboard at the current edit window's insertion point.
Any currently selected text is replaced by the inserted text.

The Paste Text button is enabled only when an edit window is open
and the Windows clipboard contains text.

Paste Text button

i Find Text button (Edit / Find... command) opens the Find dialog box
where you specify the text you wish to search for.

Find Text button

Eﬂh Find in Files button (File / Find In Files command) opens the Find in
Files dialog box where you specify the text you wish to search for and
Find in Files button the location where to search for it.
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ect Workspace Window button

'U'
W 3 |E5]

ut Window button

o)
N
]

Watch Window button

jables Window button

Al [

Disassembly Window button

Memory Window button

a

Profiler button

&1

Execution Coverage button

Access Coverage button

=

Trace Window button

SEFR Window button

¥

Operating System Window button

Terminal Window button

View Toolbar

View Toolbar buttons control specialized windows state.

EEEEEEEEET

The View Toolbar

Buttons that control the window state appear pressed when the corresponding

window is open, and up when the window is closed.

Project Workspace Window button opens and closes the Project
Workspace window.

Available when a workspace is loaded.

Output Window button opens and closes the Output window.

Watch Window button opens and closes the Watch window.
Available when a workspace is loaded.

Variables Window button opens and closes the Variables window.
Available when a workspace is loaded.

Disassembly Window button opens and closes the Disassembly
window.
Available when a workspace is loaded.

Memory Window button opens a dialog where you specify the
memory area and the address you wish to view. After that a new
Memory window opens.

Available when the debug hardware is active.

The Profiler Window button opens and closes the Profiler window.
Available when a workspace is loaded.

The Execution Coverage Window button opens and closes the
Execution Coverage window.

Available when a workspace is loaded.

The Access Coverage Window button opens and closes the Access
Coverage window.

Available when a workspace is loaded.

Trace Window button opens and closes the Trace window.
Available when a workspace is loaded.

Special Function Registers Window button opens and closes the SFR

window.

Available when a workspace is loaded.

Operating System Window button opens and closes the Operating
System window.

Available when an Operating System is configured.

Terminal Window button opens and closes the Terminal window.
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Compile / Assemble button

Make button

Rebuild button

Stop Build button

G
LE

Get Latest Version button

S

)

Check Out button
A

++

Check In button

Project Toolbar

Project Toolbar buttons control Build Manager operation
|2 BH s FER

The Project Toolbar

Compile / Assemble button processes the file in the active edit
window. According to its type either the compiler or the assembler is
run.

Available when an edit window containing a project file is open.

Make button starts the 'Make' process in which all project files that
are 'out of date' (modified since their last compilation) are processed
according to their type.

Available when a workspace is loaded and Build Manager is idle.

Rebuild button starts the 'Build' process in which all project files are
processed according to their type.
Available when a workspace is loaded and Build Manager is idle.

Stop Build button interrupts current Build Manager operation.
Available when Build Manager is active.

The Get Latest Version button gets the latest version of files from the
Source Control Database.

Available when the Source Control is configured and active.

The Check Out button Checks Out the selected files from Source
Control.

Available when the Source Control is configured and active.

The Check In button Checks In the selected files to Source Control.
Available when the Source Control is configured and active.
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Debug Download button

o

t button

=
o
[
Q

Run button

button

& S|

Step Into button

[

Step Over button

*{)

Run Until button

(R

Run Until Return button

4

Toggle Breakpoint button

Breakpoints button

Debug Toolbar

Debug Toolbar buttons control debug system operation

x| o/ FB|EL 28] B[ 0[®R| ™|

The Debug Toolbar

Debug Download button performs an initialization (if necessary) and
a download to the debug system.
Available if the currently selected hardware supports debugging.

Reset button performs an initialization of the emulator (if necessary)
and resets the CPU.
Available if the currently selected hardware supports debugging.

Run button starts the CPU.
Available when debugging is active and the CPU is stopped.

Stop button stops the CPU.
Available when debugging is active and the CPU is running.

Step Into button performs a single instruction step when the
Disassembly Window is active or a single high-level language step
when the edit window is active.

Available when debugging is active.

Step Over button performs a 'Step Over' operation.

When the Disassembly Window is active, this will yield a single
instruction step unless a subroutine is called or a block instruction is
being executed. In such case, the subroutine (or the block instruction)
is executed in real-time and the CPU is stopped immediately
afterwards.

When the edit window is active, a single high level step in the current
high level function is performed, unless the step would take program
execution to a different high-level function. In such case CPU is set in
running until execution returns to the current function.

Available when debugging is active and the CPU is stopped.

Run Until button places the CPU in running until the current insertion
point (when the edit window is active) or marked instruction (when
the disassembly window is active) is reached.

Available when debugging is active.

Run Until Return button places the CPU in running until the exit from
the current high-level (C, C++) function is reached.

Available when debugging is active and the CPU is stopped inside a
high-level function.

Toggle Breakpoint button sets (or clears) an execution breakpoint at
the insertion position in the active edit window, or the marked
instruction in the disassembly window.

Available when either edit or disassembly windows are active.
Breakpoints button opens the Breakpoints dialog, where all types of
breakpoints can be configured.

Available when a workspace is loaded.
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Document Management

Document Windows

The winIDEA is a Multiple Document Interface (MDI) application, which means
that several documents can be viewed and edited at the same time. The term
‘document’ applies to user generate files. The MDI interface allows opening and
processing one or more of your source files, which are displayed in standard
MDI child windows.

winIDEA supports following document types:
e ASCII text files

e Logic analyzer files
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Creating a New Document

To create a new document, select the ‘New...” command from the File menu.

In the dialog, select the type of the document, and specify its name and location

(folder).

vew x|

e |

Compiler Source File [.c]
[ Include File [ k]

[a] Azzembler File [.251)
Text File [ tt]

Senipt File [Lisl]

B Trace File [ brd]

. Logic Analyzer File [ lad]

File i amme:

Itesﬂ

Location:

|D:HSFH:S E051Keils

Templates:

ARMY_CEVG
ARMT_TMS470

L

Apply Help

New document dialog

The document can also be based on a template. A template is a pre-configured
file — in case of an Analyzer file, it contains CPU specific configuration.
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Opening an Existing Document

To open an existing document, select the ‘Open..."” command from the File

menu.
open HE
Look in: I ) IntFlazh j ¢ ¥ = -
Debug @ main.c @ Test.h
[e]cPutest.c  [h] main.h [6] vECTOR.C
[h] cPuTest.h [Z) map. bxt
CRTL.S MPCES54. brd
CRTLS [(RrEADME, THT

CRTM.S €] Test.c

File name:  |README.TxT Open |
Files of type: | winlDEA Files [.c%.cpp” by ine." bt isl; > | Cancel |

Opeh & I.ﬁ.utu:u j

Open File dialog

Open As

Allows you to enforce the type of the document. By default the document type is
determined by file extension. The extension is matched to the extension of all
supported documents. If no matching document is found, the file is shown as
ASCII text file.
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Document Window List

The Window list is available on the Window menu.

Windows

Select window

D:APROYS amp, Mew CELCOSMICHC 244 D0NCPUT est.c
DAPR NS amp New CESCOSMICYHE T2, 00ymain.c
D:APRONS amp_Mewh CESCOSMICYHET 244 O0NREADME . T :
D:\PROMSamp_Mewh CESCOSMICYHC 244,008 est o Cloze windaow

BActivate

Cloze all

Save

Cancel

Ay

The Open window list

Activate

Activates the selected window. Available if one and only one window is
selected.

Close Window

Closes all selected windows.

Close All

Closes all windows.

Save

Saves all selected windows.
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Document Selector Bar

The Document Selector Bar displays names record of all currently open files as a
push button bar. When a file is opened a new button with its name is added to

the button bar.

: cample - winIDEA - [M:\Sample’,OnChip' ARM9GNU Echo', README. TXT] M= E3

File Edit “ew Project Hardware Debug FLASH Tools  Window  Help _|E’|5|

DEHE +EARM DOF AJOREEEEY @

(L BEFHTP 0T N E

b ox

Thiz f£ile iz included in project but will not he

""" compiled or linked. It's only intention is to bring
vou some additional information sbout this sample
project.

]

ElTE ol o e
) TESTED WITH COMPILER VERSTICN

5 —GNT ARM

L e

@ AsywstTrace. o |sample.map |san'||:-le.in|:| | inkvec. s | crkd. s README.TXT | 1
[

5

-

Fieady | Lnd4,ColB6 | OVF INITIALIZE

Document Selector Bar

You can now keep your editors maximized all the time and switch between them

easily without making trips to the window menu.
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The Editor

The editor is the place where you will probably spend most of your time, both
when writing as well as debugging your sources. winIDEA’s integrated editor
supports you with basic functions for editing non-document type files, like:

o find and replace operations
e  copy, cut and paste via system clipboard
e drag and drop text operation
as well as some advanced programming aid features, like:
e automatic indent
e color syntax source coloring
e debug watch tips, etc.

All editor related commands are available from the 'Edit' menu.

Selecting Text

Selecting a block of text is necessary when you wish to copy it to the clipboard,
move or copy it to another location using drag and drop, or erasing it.
Selecting Text with Mouse

e Position the mouse on the place in the editor window where you wish
the selected block to begin,

e  Press the left mouse button,

e  While keeping the left mouse button pressed, drag the mouse to the
location where you want the selected block to end,

e Release the mouse button
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Selecting a Block of Text with Mouse

Beside the regular selection, the editor can also select rectangular text blocks
(block selections).

e Position the mouse on the place in the editor window where you wish
the selected block to begin,

e Hold down the 'Alt' key and press the left mouse button,

e  While keeping the left mouse button pressed, drag the mouse to the
location where you want the selected block to end,

e Release the mouse button

c=iCount;
uc=iCount;
i=iCount;
ui=iCount;
1=iCount;
ul=iCount;

INITIALIZE § INITIALIZE Ir'-JITI.-'-"n.LIEE.

A block selection
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Selecting Text with Keyboard

e Position the insertion point (caret) on the place in the editor window
where you wish the selected block to begin

e  Press the 'Shift' key

o  While keeping the 'Shift' key pressed, use movement keys to select the
desired block

e Release the 'Shift' key

ﬁq winlDEA - 2000_31 - [C:APROAKEILS1AKEILSIATST3.C)

&=l File Edt “ew Project Hardware Debug Tools Window Help _|ﬁ’|£|

m] == R S EEEY

=]

ushort USHORT;
enum modes { LASTMODE = -1, BWsA = 8, ChA, BW8A, Cf

int functioni{int i, long 1)

{

float f;

c=0;
f=(Ffloay -
return 1+i+1+{int) f;

For Help. press F1 | Lnl.Coll |

o J

Selected Text in edit window
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Bookmarking the Text

When a text file is being edited, bookmarks can be set to the required locations.
This enables you to jump to bookmarks easier and doesn’t require you to
remember the locations in the text file by heart.

1
int m i4;

union unik

1
long m 1:

1

{

K

B M-\Sample\ICEAHC12AD60AM obankAHiWareATest ¢ = M=l
Struct sStrd - I

char m iE:
har m afl4]:

char m al[4]:

struct bhith

|

Bookmarked
ocations

AL

Source window with bookmarked locations

The bookmark is set or removed using the Edit/Toggle Bookmark menu option
or the keyboard shortcut Ctrl+F2.

When editing a file, you can immediately jump to the next bookmark location by
selecting Edit/Next Bookmark from the menu or by pressing the F2 keyboard
shortcut.

Software User's Guide winlDEA

Document Management e 33



Editing Bookmarks

The bookmarks can be edited using the Edit/Bookmarks... menu option or by
pressing the Alt+F2 keyboard shortcut.

Bookmarks E |
Eiles: Bookmark: hist:
b:85 ampleb CEAHET 24 Line | Test
. char m_a[4]:
F, s struict bitd,
L float f={float)].0;

KN — H

Goto | Delete |

Delete &l | Close |

Bookmarks window

In the Bookmarks window, you can manage the bookmarks currently set in the
edited file.

Goto

The editor jumps to the selected bookmark.

Delete

The selected bookmark is deleted.

Delete All

All bookmarks are deleted.
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Search and Replace Operations

Search and replace operations can operate on an entire source file, or just on
currently selected text (if any). You can search for whole words - characters in
front or behind the searched word must not be identifier characters (letters,
digits, and underscore), and it can be case sensitive or insensitive.

Find

Find what;
[Text ta find | [ Eindhex

Direction kark all
' Up

i Down

[ Match whale word anly
[T Match case

™| Begulanexpressicn

Cancel

el

The Find dialog

Finding Text
e  Open the 'Find' dialog box,
e  Enter the string you wish to search for,
e  Specify search options (scope, case, whole words)

e Select the 'Find Next' button to begin search

Replacing Text
e  Open the Replace' dialog box,

o  Enter the string you wish to search for and the string you wish to
replace it with,

e  Specify search options (scope, case, whole words)

e Select the 'Replace All' to automatically replace all occurrences, or use
'Find Next' and 'Replace' button confirm replace of individual
occurrences

N |

Find what: | Tt to find Find Mest

2| [[naen |
Beplace with:lNEW temt ﬂ Beplace |

[ Match whole ward only Replace in Replace Al |
[T Match case &) SElEctin
= Beqular expression = Whole file Cancel |

The Replace Dialog

Find Matching Brace option

The editor includes an option to find the matching brace. This option by default
does not have any keyboard shortcut assigned to nor is there an option in the
menu. Therefore, a keyboard shortcut must be manually selected in the
Tools/Customize menu. In the Keyboard shortcut configuration menu the

Software User's Guide winIDEA Document Management e 35



command for this option, “EditorFindMatchingBrace”, can be found in the
category “Plugin: Editor”. Select a keyboard shortcut that would best fit your
needs.

Customize I

K.eyboard | T ool |

Categaries: Commands:

E ditorh extBiook mark, =] Assign |
E ditorPreviousE ookmark,

E ditarShowB oakmark s

EditarDeleteLine Remowve |

E ditarFindPrew

E ditarFindkd atchingBrace Feset to... |
Prezs new shorcut Current keys:
Ctrl + Shift + b

— Currently aszigned to
E ditarFindkd atchingE }

— Description

Mo Dezcrption

k. I Cancel Help

Customize dialog, Keyboard shortcut configuration

For more information, see “Keyboard Shortcuts” on page 342.

Clipboard operations

winIDEA supports Windows clipboard copy, paste and cut operations.

Copying Text to Clipboard
e Select a block of text

e Select the 'Copy' command from the Edit menu.

Cutting Text to Clipboard
e  Select a block of text
e  Select the 'Cut' command from the Edit menu.

The selected block will be removed from the editor.
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Pasting Text from Clipboard
e  Make sure the desired text is placed in the clipboard.

e Position the insertion point to the place where you wish to insert the
text

e  Select the 'Paste' command from the Edit menu.

Drag and Drop
A quick alternative to clipboard's copy and paste operation when it comes to
simple move or copy operations inside winIDEA is the usage of editor's drag and
drop ability.
Moving Text using Drag and Drop

e Select a block of text

e Place the mouse cursor over the selected block of text — the text drag
cursor will replace the I beam cursor

e  Press the left mouse button

e  While keeping the left mouse button pressed, move the mouse to the
location where you wish to move the selected block

e Release the mouse button

Copying Text using Drag and Drop
e Select a block of text

e Place the mouse cursor over the selected block of text — the text drag
cursor will replace the I beam cursor

e Press the left mouse button

e  While keeping the left mouse button pressed, move the mouse to the
location where you wish to move the selected block

e  Before releasing the mouse button, press the 'Ctrl' key.

e  While keeping the 'Ctrl' key pressed, release the mouse button.
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The Context Menu

¥ cut Shift+Del

Copy Chrl4+C
(& Paste Chel+Y
¥ Delete Dl

Open CPUTesE.H
Compile CPUTesE.c
Mexk Errar

Toggle Ereakpoint
Run Until

Goka

Show Disassembly

Bookmark. ¥

Advanced L
Properties

Cipkions

Zoam Yisw

Edit Window's context menu

In the editor's popup context menu, you will find editor, build and debug
commands that are used most often.
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Editor Properties

Selecting the 'Properties' command from the context menu brings up a mini
frame window showing properties of the current editor.

Properties ] |

eneral I

File M ame: IM:HS ampleb CENHCT 25D 604 obankhARWCPUT est o

Language: I,-'.‘-.utu j T ab size: |2

File zize: 3 line(z]
Saved: 121514 Tuesday, June 10, 1957

Editor Properties

Printing

winIDEA supports simple printout of the current editor window or selection
contents.

Page Setup

In the Page Setup dialog the header, footer and paper margins are configured.

PogeSotp |

Header: I
Footer: I

— Margins
% |nches

i~ Centimeters
B Cancel |
Lett: IEI.E Top: IEI.E

Bight; IEI.E B ottom: IIII.E

Page Setup dialog

Header and Footer

You can configure any text as header or footer, as well as insert strings provided
by winIDEA, such as file name, current date and time, etc. These macros are
available by clicking the "' button on the right of the edit line’s.

Margins
You can specify margins on all 4 sides of the paper.

Note that paper size, as well as other printer properties, is configured in Printer
Settings available from the Print dialog.
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Print

In the Print dialog, the printer, its settings, print range and optional coloring are

configured.
Print |
Prinker... | WWSERWERT\Lexmark Optra 5 1855
Range :
LN [ Use colors
) Sielectinn
Cancel |

Print dialog

Printer

Shows the printer on which the text will be printed. Use 'Settings..." to change
the printer or its properties.

Range

Specifies whether the entire source file or only the current selection should be
printed.

Use Colors

When checked, text will be printed in the colors used on the screen.

Print

Starts printing.

40 e Document Management Software User's Guide winIDEA



Configuring Editor Options

Several editor options can be customized. You will find them all in the editor
pane of the Options dialog (Edit menu).

Editor Options E |

Editar | Customize | Colors |

—Tah

Size: |2—

" Selection margin

Left moLze au:tiu:unIL' et TI

Tl:uggle BF

-~ indow : : Bun urntil
v “ertical zcrall bar ¥ Horizontal scralrEar
¥ Enable syntax colaring ¥ Pratect read anly files from editing
¥ Enable watch lips [ Disable editing
¥ Dirag and diop text editing [T Save to UNIE fomat
¥ Display program line markers
— Auta Indent Srart indent optiohz
" Default [ Indent open brace
% Smart [ Indent closing brace
0k, I Cancel [ Help
Editor Options pane

Tab Settings

Tab settings determine how the editor will interpret Tab characters in a file and
how Tab keystrokes will be handled.

Tab size

determines character indent of each Tab character in the file

Selection margin

Left mouse action

The action upon the left mouse button click in the editor’s selection margin is
configurable between:

e Line select (default) — allows easier selection of multiple lines of text
e Toggle BP — toggles an execution breakpoint

e  Run until — runs the CPU until it reaches the indicated source position

Window Settings

Vertical Scroll Bar

determines whether a vertical scroll bar is displayed or not.
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Horizontal Scroll Bar

determines whether a horizontal scroll bar is displayed or not.

Enable syntax coloring

when checked, files which are compiled (typically .C files) are colored assuming
ANSI C syntax.

Enable Watch Tips

when checked placing the mouse cursor over an expression that can be
evaluated, evaluates and displays its value.

See "Watch Tips" on page 45.

Display Program Line Markers

When selected, a couple of characters wide margin is reserved for special
markers like bookmarks, breakpoints, etc. on the left side of the editor. This way
painting of indicators does not obscure syntax coloring or text selections.

Drag and Drop Text Editing
When enabled, the text can be dragged and dropped.

Protect Read-only Files from Editing

when checked, winIDEA will refuse to edit files with read-only attribute set.
When cleared, winIDEA will allow editing but will ask for a new file name
when attempting to save or close the modified file.

Disable Editing

When checked, winIDEA opens all files as read-only i.e. it will not allow any
modifications to their contents.

Save to Unix format

When checked, the file is saved to Unix format. This means that when checked,
text files are saved with LF only line delimiter. The default DOS format uses
CR-LF delimiters.

Default Auto Indent

New line indentation is set to the same value as in the previous line.

Smart Auto Indent

New line indentation is set according to the text before previous editor caret
position. Additionally you can choose to indent open and/or closing brace. Smart
indent is supported only when editing C/C++ source or header files. Indentation
step is the same as current tab size.
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Further Customization

Enable Virtual Spaces

If enabled, the insertion point caret can be moved to locations where no text
exists.

Insert Spaces

Specifies whether Tab keystrokes are written to file as Tab characters or an
equivalent number of whitespace characters is written.

You may choose not to insert spaces to preserve disk space, this may however
cause source debugging problems with compilers that generate column debug
information and usually interpret tabs as 8 characters long. If you see displaced
position indicators when debugging, either change the tab size to whatever size
your compiler assumes, or select the 'Insert Spaces' option in the first place.

Editor Options |

Editar  Custamize | Colors |

[WIE nable virtual zpaces

[wlnzert spaces

[ |Dizable backspace at start of line
[ Wiew white space

Azzembler syntax definition file |Keil51 j

0k, I Cancel [ Help

Customize Options pane

Disable Backspace at Start of Line

Prevents joining of lines using the Backspace key.

View White Space

Shows white space characters (blanks and tabs).

Assembler Syntax Definition File

Since there is no syntax standard for assemblers, the syntax must be configured
in a definition file specified here. The dialog will list all syntax definition files
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located in the ‘CCS’ subdirectory of winIDEA’s installation directory. If no
color syntax coloring is required, leave the field blank. For more intormation on
CCS file specification please see "Color Syntax Files Definition" on page 382.

Customizing Colors

The colors can be customized to your specific requirements. This can be done in
the Editor/Options/Colors pane.

Editor Options Ed |

E ditor I Customize  Colors |

— LColars — Prezet

String - WhltE

| dentifier _I |
Murnber

Selection Colarful |

Breakpoint
ﬁm Gray |

Bookmark,
Marker
Error Tag

C/CPP Cuzstom
A5 Cuztom Select Fort... |

Selection Margin
Corkest j S ample

| PP [

Foreground: B ackground

AaBhCoXxYyiz

QF. I Cancel el (1] Help

Editor Options, Colors pane

For every different view a color and font can be set. The color of the foreground
and the background can be selected using the appropriate tabs, and the font using
the ‘Select Font...” tab.

Find in Files Utility

The Find in Files Utility is an integrated multi-file string search utility. With its
aid, you can easily search for any string occurrence in any number of files.

To initiate the search, select the 'Find in Files...' command in the File menu. In
the dialog that opens, select all of the files you wish to include in search.
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Find In Files |

Find what i Find |
[ Replace with I j Caricel |
Ir filezfile bypes: I".n:;".h j

I folder. .. | |D:x5amp|esxunchipxc1szaxm54E =]

[ Look in subfalders

[ tatch whale word only [ Match zase

™ Include Project files - Scan all matching
[T Include project Dependencies files in the folder

Laook in additional falders

Add...
Hemawe |

The Find in Files dialog

First, the string to be searched must be defined in the 'Find what' box and the file
types or file names in the 'In files/file types' box and the base folder, in which the
string is to be searched.

The search string can be replaced with another, if the ‘Replace with’ option is
checked and the replacement string is entered.

The search options can be defined next, whether only whole words should be
found, the case should be matched and whether to look for occurences in
subfolders.

You can easily include all your project files by checking 'Include Project files',
files that they depend on by checking 'Include project Dependencies', or any
number of files and directories of your choice, you have entered in the "Look in
additional folders' box. If 'Scan all matching files in folder' is checked, all files
matching the 'In files/file types' description in all folders, where project files (if
'Include Project files' is checked) or project dependencies (if 'Include project
Dependencies' is checked) reside.

Find in Files results are shown in the Output Window (see "Output Window" on
page 264) on the Find In Files pane. Simple double clicking on a line displayed

in the Output Window will open the file and position you at the place where the
string was found.

Watch Tips

Watch Tips are an advanced debugging aid. Instead of entering the variable
name whose value you wish to view, you can let the mouse cursor rest over the
variable name in the editor for a moment. Its value (if it can be calculated) is
displayed in a small popup "Watch Tip' which goes away when you move the
mouse again or start using the keyboard.

char 1data szIDAIAL |="1DARIA™;
char xzdata szXDTA[]="XDATA";

char pdata szPD = .
char code szCODLsRDATA = "HDATA"

TectPainteri{czDATAY:
szXDATA variable value shown in a Watch Tip
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The Trace

The Trace is a specially developed solution to make debugging easier. The Trace
records the required data through the debug interface.

The Trace window is a document inside winIDEA. This gives the user the
possibility to save all recordings into a file. Trace files have a .TRD extension.

When a Trace document is opened, the default window is shown.

Blso/x
bOD-BiEaY
5 5 E e L
=H =H == B ~B
Number | Address Data Content Time ALY AUXC
I 0.0[ 00000940 00002DAS[void Address TestScopes () 2251799.612810375 & | 1111111111111111] 000000 0000
Address_Testicopes
ER 00000994
1.0| 00000334 SUEL078Z|FREPARE FR26,R27,R28,R29,R31,4 22517 Splltter #T1111111) 0000000000000000
2.0/ 00000998 0000DSD5 R 00000342 22517 111111111 0000000000000000
3.0[ 00000942 0000EG00|int i=0,7=0; 2251799.612810472 = | 1111111111111111 0000000000000000
Mo Ri,R29
4.0/ 00000944 00775620[.m_1=0x77; 2251799.612810472 = | 1111111111111111 0000000000000000
MOVEA  0077,R0,R10
5.0( 00000345 00015763 |ST. 7 R10,0000[R3] 2251799.612610472 s | 1111111111111111 0000000000000000
6.0/ 00000940 0000EQ0D|for (i=0;i<2:++i) 2251799.612810472 = | 1111111111111111 0000000000000000
Hov Ri,R28
7.0[ 0000094E 0000DAD4|char c=4; 22517 111111111 0000000000000000
Hov 04,R27
Scroll Bar e
8.0/ 00000350 00015F23 [ L++; 22517 111111111
LD.T 0000[R3],R11
3.0/ 00000354 00005441 |A0D 01,R11 2251799.612810472 = | 1111111111111111 0000000000000000
10.0| 00000356 00015F63|5T. R11,0000[R3] 2251799.612810472 = | 1111111111111111 0000000000000000
11.0| 00000954 0000ES00|For (3=0:3<2:++1) 2251799.612810472 = | 1111111111111111 0000000000000000
Hov Ri,R29
12.0| 00000950 0001661B ++c 2251799.612810472 = | 1111111111111111 0000000000000000
ADDI 0001,R27,R1Z
v
& ¥
g7.00ns (10.31M0z) | BF - INITIALIZE
Default window

In this window, the signal values can be monitored. The times are organized
vertically while the signals are organized horizontally. Different states can be
defined. A state can be defined with a simple statement (for example, when
signal CH100 is high, this is the "Power On" state) or with more complex
definitions (for example, when signal CH100 is high or signal CH101 is low and
signal CH102 is high, this is the "Normal" state). The states are shown in a
special column. The Timing and State views are described in detail later.

Getting Started

To start using the Trace, the first step is to configure the hardware. Please see the
Setting up the Hardware section.

When working with the Trace, please note that the menus are dependent on the
window, which is focused. If for example you are working with the Editor, the
options in the menu are related to the editor, if you are working with the Trace,
the menus shown are related to the Trace.
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To focus a window, left-click on it. The focused window can be identified with
two blue stripes in the name or description of the window.

Creating and Opening Trace Documents

The easiest way to create new and open existing Trace documents is by using the
icons in the View toolbar or by using the View menu.

&5 sample - winIDEA Build 9.7.115 - [C:\winidea’,CPUTest.c]
File | Wiew Project Hardware Debug Tools  Window  Help

Preset Deskkop r @. @@@@J@Iﬂlhﬁ&ﬂ

Eull Screen b |
Toolbars Flolude "main.h'™
v Document Bar Alk+1  [plude "CPUTest.h”
= | Project alk+0
E oukpuk alk+= terrupt wolid InterruptRoutine ()

iInterruptCounter;

CPU_Init()

nterruptCounter=0;

@ Execution Coverage
- | LECEss EoYErage
@ Logic Analyzer

Maore L4
(] Terminal

CPT Pointersi)

iCounter;

Factorial (int 1)

Symbals., .. alk+F1z
" it [i==1)
ﬁ return i;
3 return Factorial (i-1) *i:
5 '
=
i
L 19 woid CPUT Recursioni)
) Project|®® Symbals o ‘
B Project|™3 Symbals | il KT

The View menu and View toolbar

To open a Trace document, click on the @ Trace button or select the
appropriate one from the menu.

When opening a document with these buttons, always a document with the same
filename as the workspace is opened. For example, if the workspace is named
Sample, the Trace document Sample. TRD is opened. If a document with this
name does not yet exist, it is created.

If the button is pressed again, the document is closed.

Creating a new Trace Document

The Trace documents are saved in separate files with all details. If a special
recording is required, that you would not like to save as the default Trace
document, a new Trace document can be created.
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To create a new Trace document, select ‘New’ from the ‘File’ menu.

A dialog box appears where a new file name and file location is entered.

new x|

MHew |
Compiler Source File o) File Hame:
[1] Include File [.h] =
[a] Aszembler File [.a51]
Tesxt File [.tst)
Script File [.isl] Location:
B4 Trace File [td) |D:'xSF|ES'xEEIE1 K.eil' _|

B4 Logic Analyzer File [lad]

Templates:

ARMY_CEVG
ARMT_TM5470

0k I Cancel Apply Help

New file dialog

When new files are created, templates can be used. Template files are files
located in the Templates folder (located under the folder where winIDEA was
installed). Some templates are provided, but the user can also use his own. The
templates will be discussed later on.

Opening an Trace Document

e g

Laak ir: IB 4.00 j oY 2
|E=)Debug €] CPUTest.c SUMmLS

2] $aHwWProgress.txt [h] CPUTest.h (6] Test.c

£ $TraceDump.txt €] MaIn.C 0] Test.h

[Z] $TraceDumpanalysis. txt @ Malk.H @ VECTOR.C
(2] $TraceHw32 txt =) README. TXT

] $TraceHwaz_aHw bzt [
1| | ]

File name:  |Sample.trd Open |
Files of type: |winlDEA Files [*.c; hy* 5% inc. bt~ isl: " rd ™ 7 | Cancel |

Open As: I.i'-.uh:u j

Sample.trd

Open dialog

To open an existing Trace document, select ‘Open’ from the ‘File’ menu. This is
especially useful if the recordings have been saved to another file, not the default
Trace document.

48 ¢ Document Management Software User's Guide winIDEA



A file selection dialog box appears. Select the file you want to open and click
‘Open’. The Trace files have a TRD extension.

Saving a Trace Document

Save As HE
Sa'-.re_in:l&}4.ﬂﬂ j + j‘ = v

'aDebug
Sarnple.trd

Save I
Save as type: | Trace File [*.trd) =] Cancel |

Save as dialog

File name:

&

After you’ve recorded a sequence that you would like to save, select ‘Save’ or
‘Save As’ from the ‘File’ menu.

A dialog box appears where the default name can be confirmed or a new one can
be entered.
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Creating Templates

The user can create his own templates for all documents, including the Trace

document.

In a template, all settings will be saved and new files with the same initial
settings can be generated. This is especially useful when, for example, multiple
Trace recordings are needed, but all with the same settings for signals and

groups.

To create a template, right-click with the mouse in the Trace window and select

the 'Add File to Templates' option.

Add File to Templates

|nzert File inta Project L4

Eﬁ' Configure Trigger... T
cﬁ_'ﬁ Configure Sampling... b
Jump Tao
tarkers

£0oom

T ¥ v v

Search
? Options... E

Window Type L4

The Add File to Templates option
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The Trace Window Type

| Add watch
—

Bookmark, r
[ Advanced L
[ Froperties

o Options
Zoom Yiew
Window Type Dk
int i: Mini Frame
& MOI
[ for (i=0;i<d;++1)
{

All documents can be either docked in the main window, used as a mini frame or
as a normal document in a MDI (Multiple Document Interface). Use the context
menus to select docking options.

Context Menus

By right-clicking the mouse a context menu occurs. The content of the menus
depends on where the mouse has been clicked. Different context menus are
available when the mouse has been clicked on a signal name or when it has been
clicked in the signals area. Options are briefly described here, for more
information please see the appropriate section in the manual.

State View

Insert File into Project L

Add File bo Templates

i E Configure Trigger... T
® Lisk Triggers. .. Chrl+I
Jurmp To L
Markers r
Search 3
| E Signals. .. 5
| % states and Filters. . Chrl+T
7  Options... E

Set Default Options, ..
Export...

&

Relative Time

Window Tvpe r

When the context menu is invoked in the State view by clicking on a signal,
these options are shown.
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Insert File into Project

The Trace file can be inserted into the project into any of the existing groups.

Add File to Templates

The Trace file can be saved as a template with this option.

Configure Trigger

The trigger can be configured here.

List Triggers

Displays the list of Triggers.

Jump To

This option allows you to jump to the Trigger Position, the Pointer or the Source.
The option Synchronize allows you to synchronize the two views (Timing and
State).

Markers

Markers can be set and removed and the zero point can be set and reset.

Search

The Search option allows you to find occurrences of certain samples. Also, the
next and the previous occurrence can be found.

Signals

The Signals dialog is invoked with this option.

States and Filters

The States and Filters dialog is invoked with this option.
Options

The Trace Options can be set in the Options menu.

Set Default Options

By selecting this option, the current view options will be used when creating a
new document.

Relative Time

The time can be displayed in either absolute format or relative to the CPU start.
If relative time display is desired, select this option.
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Working with Signals

A Signal is a base unit when working with the Trace and represents data,
monitored through Trace. The signals can be edited either in the Signals menu or
in the main Trace window in State or Timing view.

There are a few rules concerning signal names:

e Signal names must start with the character ‘A’ trough ‘Z’, ‘a’ trough ‘z’
or underscore. They mustn’t start with the number or any other non-
alpha character. Also, the space and local characters can not be used in
the signal name.

e The signal names are case insensitive, therefore the name 4007 and
a001 are the same signal.

e  The leading zeros in the signal name are ignored, therefore the name
A001 is the same signal as A/.
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Editing Signals in the Signals dialog

The signals can be managed in the Signals dialog, invoked in the Edit/Signals
WL

menu, by pressing the shortcut S or by clicking on the == Configure Signals
icon in winIDEA.

g0 T

Signals |
Diizplay: v all | Chanmele M| Lagicall W Goup
Lo | Narne Tirning | State | Color | E spression | Mode | Description -
Kurnber Murber [ ¥ Ch
State State [T ™ Ch i
== Tirme Time [T v Ch
T ADE I JUCh ADB[13.0] Hesx
e 0B ¥ W [Ilch DB[7.0]  Hex
L) g_idle_counter| [ W UL Ch | & ICCURWDR
1n merid [T W UL Ch | & ICCURWO
111 AFEDD [ W 1l Ch adbl &ladb0
1N mead 1 [T B 11 Ch & ICCURWO
10 BEE — ~ 1uch AsCCUPHZ
LN =g CHT00 ADB? [T v Ch
LI i CH101 4DBE I M U Ch
LI =g CH102 a0B3 [T ™

L ch ,
S ILIJ

|nzert Group... | [nzert Signal... | Delete Signal...l | k. I Cancel |

Signals dialog

Selecting the signals is best done with the mouse. The Signals dialog utilizes
both mouse buttons. The left mouse button can be used as in every other window
in Windows:

e To select a single signal, click the signal name,

e To select multiple signals, press the SHIFT or CTRL key, click the first
signal name, hold the key, move the mouse pointer over another signal
name and left click — the SHIFT key selects all signals between the two
mouse clicks, the CTRL key selects only the signals you click on. The
combination of SHIFT and CTRL keys can also be used.

To edit the selected cell or cells, click on the cell, which has last been selected
(the focused cell). The left-click anywhere outside the focused cell unselects the
cells.

The right mouse button is used in this dialog strictly for editing. You can right-
click on any selected cell and this will invoke the editing of that field. By using
the right mouse button there is no fear to lose the cell selection.

The first column shows the hardware related channel names, which can not be
changed and displays the type of the signal shown in that row.

In general, there are four types of signals, marked with different icons:

e  Physical signals
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|L|m- D7 o7 T I 1uch

Each channel corresponds to one physical connection

e Logic signals

|1m TEST W W UL Ch  FETCH | WRITE

Defined by user (with expression similar to C expressions)
Available operators: OR, XOR, AND, NOT, EQUAL, NOT EQUAL
Available constants: HEX, DEC, BIN, debug symbol, strings

Expression: Evaluates to one when:

CH100 CH100 equals 1

CH100==0 CH100 equals 0

CH100 & CH101 CH100 equals 1 and ch101 equals 1
ADR1==0x100 ADRI1 equals 0x100

ADRI1=={Type Struct} ADRI1 equals value of symbol Type Struct
Content=="mov” CONTENT signal has “mov” string in state view

e  Group signals

B sk W W L ch #[15..0]  Bin

Defined as group of up to 64 other signals
Each binary signal can be in any number of groups

Display mode can be set to HEX, BIN or DEC

e  State signals

Data Data [ v Ch Hexx

Available only in TRD files for trace and in LAD files if bus analysis is
implemented

The next cell contains the signal name, which can be changed by clicking on the
name.

The next two columns hold the signal status for timing and for state view. Signal
status is displayed with a checkbox.

V' Visible Signal ™ Hidden Signal

The signal can also be unavailable (in both Timing and State views). This status
occurs when the signal is not available in the hardware. If a signal is not
available, its name is in gray color.

|um-|:H1nn CHI00O, # W  1IUch

These states mean the following:
e Enabled. Signal is visible and active.
e Hidden. Signal is not visible and its value is not calculated.
¢ Not Available. Signal is not active and its value is not calculated.

To change signal’s status, click inside the white rectangle. The status changes
cyclically from visible to disabled (in timing view) to hidden state. Also the
status of selected signals can be changed.
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To change the ‘Not Available’ state, the hardware configuration must be
changed. The signal corresponds to the physical signal on the inactive module —
refer to Hardware User’s Guide, the ‘Trace’ section.

The fifth column holds the colors of the signal line, signal background and the
value. To change it, click on the colored rectangle. A color selection pop-up
appears. The procedure to change color is the same as already explained in the
subchapter “Global Settings”.

Expressions are displayed in the next column, but only for logical and group
signals. To change the signal’s expression, double-click or right-click the cell.
This invokes the ‘Define Logical Signal Expression’ or the ‘Define Group Signal
Expression’ dialog depending on the signal type. If the expression is not valid,
the old expression is preserved.

The display mode of signals can be changed. The values can be displayed
Binary, Decimal or Hexadecimal. The display mode can only be changed for
signals that evaluate to more than one bit (if a signal only has a logical state of 0
or 1, the display mode can not be changed).

You can describe every signal in the ‘Descriptions’ field for better explanation.

Insert Group

To insert a new group, press the Insert Group button. Creation of groups will be
discussed in detail later.

Insert Signal

To insert a new logical signal, press the Insert Signal button. Creation of signals
will be discussed in detail later.

Delete Signal

To delete a signal, press the Delete Signal button.

Only logical, group and 'Not Available' signals can be deleted. Physical signals
(channels) can not be deleted. To delete a signal, select it and select ‘Delete’
from the pop-up menu or press the shortcut Del. A message box will appear
asking you to confirm the deletion.

Let’s take a look at the following signals:
A =CH100 & CH101
B =A & CH102

B signal is dependent on A signal. If A signal is deleted, B signal will be
removed as well.

When a group signal is created, all contained signals become hidden by default.
If such a signal is deleted, all contained signals are displayed back.
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Sorting signals
The signals inside the Signals dialog can be sorted by every column.

To sort the signals, for example, by name, right-click the button Name on top of
the column. Right-click the button again to alternate between ascending and
descending sorting. An arrow will occur next to the name by which the signals
are sorted.

| Charinel | N arne ﬂ| Timing | State | Color | E spression | Mode | Description I

In this case, the signals are sorted ascending by name.

Renaming signals

Every signal can be renamed. To rename a single signal, double-click with the
left mouse button or right-click the name of the signal that you wish to rename
and type the new name.

If the new signal name matches the name of some other signal, program warns
you with error message “Invalid Signal Name”. You have to change the signal
name to avoid conflict with other signals.

Repetitive tasks, such as naming bus signals are simplified. Type a new name
with an index at the tail of the name. For example: rename CH103 to DATA1.
Don’t press ENTER. Instead, press the down arrow. You can see a suggested
name (DATAZ2) for the next signal. To accept it press ENTER, to discard it press
the ESC key and to continue renaming signals press down arrow again. Auto
decrement works in the same way, except that the number at the end of the name
decreases until it reaches zero. To auto decrement signal name, press the up
arrow.

Also, multiple signals can be renamed at once. For example, if you wish to
rename signals from CH100 to CH104 to A100 to A104, select the signals from
CH100 to CH104, edit one of the signals, type A instead of CH, then press Enter
or click outside the edit box. The numerical part of the signal name will be
preserved and the text part of the signal name will be changed. If the name
contains no numerical information, the name will not be changed.

If the entered signal name already exists, the previous name will be preserved.
Immediately after the new name is accepted, the changed signal name is visible
in the signal names area.

To accept all changes click ‘OK”, to discard them, click ‘Cancel’ or press ‘ESC’.
The signal can be renamed regardless of its status (hidden, disabled, visible).

The signals can be displayed in the Signals window all at once or by groups. To
select just a certain group of signals, deselect 'All' and select the required group.
For example, to display the Group signals, deselect 'All' and select 'Group' only.
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Selecting Signals

On many occasions it is more convenient to have some signals grouped together
and for this you have to move some signals from one position to the other. By
selecting the required signals you can simply drag and drop them.

Signals can be selected only within the signal names area. The procedure to
select signals is the same as selecting files in the Windows Explorer.

Il M:Sample’, ActivePRDY TMS4 704 TMS470Pxx_3¥3 Standard',Sample_ETM.trd *

File Edit Trigger
@ -ZroB-KAAY
= = =N =N =N = =-. - | =-. - -
T ¥2 | %3 | %4 | X5 | X6 | ¥7 8 ®10 | %11 | FETCH | WRITE
10C00D| 11.782666 ns 1 1 1 1 1 [i 1 1 i 1 i [s
Mult
E1AOCOOD mov rlz,rl3
DDE00(ESZDDE00 stumfd r13!,{rll-r12,rld-po} 11.784000 ns 1 1 1 1 1 0 1 1 i 1 0 C
J04FEC 11.784000 n= 1 1 1 1 1 i 1 1 0 1 i [s
104FD4 11.784000 n= 1 1 1 1 1 i 1 1 0 1 i [s
101558 11.784000 ns 1 1 1 1 1 i 1 1 i 1 i [s
101504 11.764000 ns 1 1 1 1 1 i 1 1 0 1 i s
1CEO04(EZ4CE004 sub rll,rlz,#04 11.784333 n= 1 1 1 1 1 i 1 1 0 1 i s
1DDO0G(EZ4DD00S sub rl3,rl3, #08 11.784666 ns 1 1 1 1 1 i 1 1 0 1 i [s
1BO010(ES0BO010 str rd,[rll,-0010] 11.785000 ns 1 1 1 1 1 0 1 1 i 1 0 C
100001 11.785000 ns 1 1 1 1 1 i 1 1 0 1 i [s
JB1014[(ES0EL014 st rl,[rll,-0014] 11.785333 n= 1 1 1 1 1 i 1 1 i 1 i [=
100002 11.765333 ns 1 1 1 1 1 i 1 1 0 1 i s
LBZ010|return x¥y; 11.786000 n= 1 1 1 1 1 i 1 1 0 1 i C
E51EZ010 ldr rz,[rll,-0010]
100001 11.786000 ns 1 1 1 1 1 0 1 L i 1 0 C
IB3014[E51E3014 ldr r3,[rll,-0014] 11.787000 ns 1 1 1 1 1 0 1 1 i 1 0 C
100002 11.787000 n= 1 1 1 1 1 i 1 1 0 1 i [s
130392 (E0030392 mul r3,r2,r3 11.787333 ns 1 1 1 1 1 i 1 1 i 1 i [=
100003} 11.787666 ns 1 1 1 1 1 i 1 1 i 1 i s
E1&00003 mow r0,r3
1BDO0C [EZ4EDOOC sub rl3,rll,#0c 11. 787666 ns 1 1 1 1 1 i 1 1 0 1 i [s
ADAS00[Mult_EXTT 11.789333 ns 1 1 1 1 1 0 1 1 i 1 0 Cr
4 | »
[ 11.40 ms (57.69Hz) | WP 379,37 usOML: 0.00 ns OMz2: 000 ns AM12: 0,00 ns (MA)

Selecting multiple signals

To select a single signal, click the signal name.

To select multiple signals, press the SHIFT or CTRL key, click the first signal
name, hold the key, move the mouse pointer over another signal name and left
click.

For example: press and hold the SHIFT key, left click the X5 signal name, move
the mouse over the signal X7 and left click again. Selected signals are now
highlighted.
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Il M:'\Sample’, ActivePRD% TMS4 704 TMS4 70Pxx_3¥3 Standard',Sample_ETM.trd *

Fil= Edit Trigger
@ -2 ro3-KAEY
EH EH = (=N =8 =N =N =-N|=-N|=-N - =-N == -
Content Time %2 | %3 | %4 x5 | %6 | %7 | ®8 | ¥9 | ¥10 %11 | FETCH | WRITE
10CO0D| 11, 782666 ns 1 1 1 1 1 0 1 L 0 1 0 C
Mult
E1AOCOOD mow rlZ,rl3
DDE00(ESZDDE00 stufd r13!,{rll-rl2, rld-pc} 11.784000 n= 1 1 1 1 1 i 1 1 i 1 i =
J04FEC 11.764000 ns 1 1 1 1 1 i 1 1 i 1 i s
104FD 4 11.764000 ns 1 1 1 1 1 i 1 1 0 1 i c
101556 11.754000 n= 1 1 1 1 1 i 1 1 0 1 i c
101504 11.754000 ns 1 1 1 1 1 i 1 1 0 1 i c
ICEO04(EZ4CEN04 sub rll,rlz,#04 11.784333 n= 1 1 1 1 1 0 1 L 0 1 0 C
1DDO0E(E24DD00S sub rl3,rl3, #08 11.784666 ns 1 1 1 1 1 i 1 1 i 1 i C
JBO0L0(ESOEO0L0 str r0,[rll,-0010] 11.785000 ms 1 1 1 1 1 i 1 1 i 1 i =
100001 11.785000 ns 1 1 1 1 1 i 1 1 i 1 i s
JB1014[(E50EL1014 str rl,[rll,-0014] 11.785333 ns 1 1 1 1 1 i 1 1 0 1 i [s
100002 11.785333 n=s 1 1 1 1 1 i 1 1 0 1 i c
LBZ010|return x7y¥; 11.786000 ns 1 1 1 1 1 0 1 L 0 1 0 C
E51EZ010 ldr r2,[rll,-0010]
100001 11.786000 ns 1 1 1 1 1 i 1 1 0 1 i [s
IB3014[(E51E3014 ldr r3,[rll,-0014] 11.787000 n= 1 1 1 1 1 i 1 1 i 1 i =
100002 11.787000 ms 1 1 1 1 1 i 1 1 i 1 i [s
130392 (E0030392 mul r3,r2,r3 11.787333 ns 1 1 1 1 1 i 1 1 0 1 i [s
100003} 11. 787666 ns 1 1 1 1 1 i 1 1 0 1 i [s
E1A00003 mov o, r3
1BDO0C (E24EDOOC sub rl3,rll, $0c 11.787666 ns 1 1 1 1 1 0 1 1 i 1 i i
3DAS00 Mult EXIT 11.789333 n= 1 1 1 1 1 i 1 1 i 1 i C~
4 | »
[ 11.40 ms {87.69Hz) | WP 379,37 usOML: 0,00 ns OMz2: 0.00 ns BM12: 0,00 ns (Ma) ]_ INITIALIZE

Selecting multiple signals not in sequence

To select multiple signals that are not in sequence do the following: left click the
X3 signal, press and hold the CTRL key and left click the X4 signal. Move the
mouse over the X8 signal and left click. Still hold the CTRL key, press and hold
the SHIFT button, move the mouse over the X10 signal and left click. You can
now depress both keys.

To deselect selected signals, left click within the signals area.

If the main window is split, some signals can be selected in the upper and the
others in the lower window. This is useful in case you are working with many
signals and not all of them can be displayed at once.

Hiding Signals

Sometimes it is convenient for the user to be able to hide certain signals that he
currently does not use or require. This way, a bigger number of signals important
to the user can be seen at once on the screen.

Select the signals to hide. Within the signal names area right click and select
‘Hide’ from the pop-up menu or press the shortcut CTRL + H.

A hidden signal can be shown again through the Configure Signals menu.

Deleting Signals

Only logical, group and 'Not Available' signals can be deleted. To delete a
signal, select it and select ‘Delete’ from the pop-up menu or press the shortcut
Del. A message box will appear asking you to confirm the deletion.
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Changing the Signals

Changing signal properties is a straightforward process. Select signals and right
click within the signal names area. From the pop-up menu, select ‘Properties’
and the ‘Signal Properties’ dialog appears. Double-click with the left mouse
button on the signal name area opens the ‘Signal Properties’ dialog as well. If
more than one signal is selected only the properties that are common to all these
signals are enabled. In general, if more than one signal is selected only the color
field is enabled.

Signal Properties Ed |

[Ehatitel M arne Colar
[EH130 CCUNMIDIS |1 ch =]
E xpreszion State Analyzis:

I _I I[nu:une]

Dezcription

] I Cancel

Signal properties dialog
In case if a logical signal or a group signal is selected, all the fields are enabled.
If a channel is selected, the expression field is disabled.

Also, a different dialog can occur for a specific signal, especially in the case of
the Content signal (the signal that contains the disassembly and source code).

Properties Ed |

— Colors
Tab Size: ID Background: I vI
— Digplay
[w] S ource Line Bus Status: 21eEe Lines I-:Iv
[w]Label [IFetch ; Iﬁ
[w|Dlizazzembly [ write Label - -
| Dl by [1at
izazzembly Data | I Other [ Iﬁ- -
Buz Status I - I
— Sample Test: I- "I
hrodicd ITmnaitdislisme ()
Initiali=s=
PETTEE ELbh EEaE ¥ Show Function Tres
¥ Hide Empty Lines
k. I Cancel

Signal properties dialog for the Content signal

For this signal, special properties can be defined. The content that is to be shown
can be selected in this dialog and the colors of the content can be modified. The
sample content is shown for easier configuration.
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If the 'Show Function Tree' is unchecked, the function tree will not be
generated. The Function Tree will be discussed in more detail later.

Empty lines can be hidden for a more readable display. This is done by checking
the 'Hide Empty Lines' checkbox.

Moving Selected Signals

If you want to monitor only a few dependant signals, it is much more convenient
if they are located side by side. For example, if we would like to inspect
channels 10 and 121 and would like them both to be visible in the same window,
we need to reposition one signal to the other.

In order to change signal positions they must be selected first. Left click and
hold the mouse button on one of the selected signals. Cursor changes to reflect
the currently active operation. Move the mouse up or down to drag the signals. If
the selected signals are not in a sequence, they will be, after the drag operation is
completed. While you drag with the mouse a hashed line is displayed under the
cursor, which helps you to visually determine the new position for the signal. If
the cursor passes the application borders or signals area, the program ensures
that the dashed line (target position of signals) is always visible.

To cancel the drag operation, press the ESC key.

Renaming Signals

Renaming signals can be done in the Properties window. Invoke the properties of
the signal and the 'Name' field will be automatically selected. Change the signal
name and click ‘OK’ to accept changes or ‘Cancel’ to discard changes.

If the new signal name matches the name of some other signal, program warns
you with error message “Invalid Signal Name”. You have to change the signal
name to avoid conflict with other signal.

The signals can be also renamed in the Signals dialog.

Creating Group Signals

(B sample_ETM - winIDEA Bui Sample\ActivePROYTMS470,TMS470Pxi_3V3 Standardintvec.s]
Fle Edt FLASH Tools Window Help
EErIEEEY  EEEFEEEIE R EEEEE IE T
=5 (3 Files [Sample - Debug] 2 | intvec:s | compleind | sanplenep | crureste | testc | manc | rescd P X |2 HEEE]
557 Asserbler Files ﬂ oEiEn » b, e <] [address T pata I | Registers
g ans .code 32
4] intvecs
5 2 Documents B g /% rEsET TNTERRDPT +/
| (3 reanen 5 e 7+ UNDEFINED INSTRUCTION INTERRUPT +/
5 Lnker Fies b loop /+ SOFTWARE INTERRUPT +/
? sample.ind b loop /* ABORT (PREFETCH| INTERRUPT */
\ﬁ sample. map b loop /% ABORT (DATA) INTERRUPT */
o Souce s B deety 7+ RESERVED %/
LD b loop /% IRQ INTERRUPT +/
£ maine B loop /% FIQ INTERRUPT %/
1oop:
b loop
_ena
KT8] _>l_I
= Output. Blalplx |=watch Blalol
Name Value
iCounter  Unknown identifier
q 0 i
1 Project [ g Symbols [| ] ||« | » [\ Buid {FidinFies  Took Yy Saipt s Dump T<l »| 4| > [\ Watchi . Waleh?  At\watoht { Atwatch2 RN
TMS704 THS470Prc:  ETM.trd * FEEFE]
@-Z|rOlB-Z Y
£ £ = e R BRI L
idress Data Content Time a0 | a1 |az (a3 ae [as) o D A
00D14F8|  E0ZDDB00 E9Z0DE00 stwed  El3l, (rlL-rlz,rlapc) 11794333 ms| 0| 0 0 1 1 Insert Group... |ESZDDE0D| 000014F8
Insait Signal.
004FC4| 0800AFEC 11704333 ms| 0| 0] 1] 0 o " 08004FEC| 0800aFC4
s00aFcs|  0800aFD4 11.794333ms| 0| 0| o 1 o 08004FD4| 08004FCE
so0arcc] 00001570 11.794333ms| 0| 0| 1| 1 o AutoFi: 00001570 08004FTE
s00arD0| 00001504 11.794333ms| 0| 0| 0| o 1| 0] 1] [ 1 00001504/ 08004FDO
00014FC|  E24CH004[EZ4CEO04 sub ril,rlz, $04 11.794333 ms| 0| o 1| 1] 1 1‘ 1‘ 1‘ n‘ E24CEO04 000014FC
< |
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Creating group signals
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Group signals are signals composed from channels and logical signals. The
maximum number of signals within a single group is limited to 64. Group signal
may be equaled with bus.

To define a group, you can select the signals first. In the signal names area right

click and from the pop-up menu select ‘Insert Group’, click on the w Insert
Group Signal button or press the shortcut CTRL + SHIFT + G. If signals are
selected first, its names will already be placed into the Expressions field.

Define Group Signal Expression
Mame Signals
GROUPT L 410 Qi3
— Expression LA umptd
- LA 2 mpis
State Analysis: [none] hd 12 o2
Lm 414 umpz
Prefix From To a5 o4
| N = E= R Lmps
L A3 Lmpg
(| 1] .| .| 1R | Feuse || oo oy
Lm D1 umos
SD[0.115D([4. 5] [Lmnci0 ump3
L D11 L spo
Lmp12 m 501
KN i
Carcel_|

Defining group signal expressions

A ‘Define Group Signal Expression’ dialog box appears with the default signal
name, in our case GROUP1.

If GROUP1 has already been defined, another default name is generated
(GROUP2).

First type the new group name, if the default one is not accepted. The Trace
automatically generates an expression from the selected signals. If the signals
form a unique expression, ‘From’ and ‘To’ fields become visible.

What is a unique expression?

This is an expression, which can be written in a form: PREFIX[FROM..TO]. Most
buses belong to this category. It is very rare to define a group signal from signals
with different PREFIX for example: SD0, SD1, ADO, AD1.

Define Group Signal Expression
Name Signaks
[enE ADEZ Ll CCUNMI
E—— ADB4 Ll CCUNMIDIS
= ADBS LINCCUPAT
State Analysis:  [none] id ADBE LI CCUPH2
ADBT LU CCURDY
Brefis Erom Ie ADE LI CCURESE
8 [[o = N E= D ADBS L CCURWE
{TIAFEND LM CCUSELEXT
o tRUE | FeLse BK1E L CCUSTOPCLK
[ 'II | | U | Fu | BITE Ll CCUSYNC
ISEGRE] CCUBEDMA  LICODLEN
CCUBEINT L CH230
CCUEDIS L CH231
dJ sl
0K Cancel

Entering expressions

It is allowed to freely type the expression in the ‘Expression’ field. While you
type PREFIX, ‘From’ and ‘To’ fields are updated automatically. If the expression
cannot be converted to a unique form, these fields become disabled. On the right
side of dialog box is a list of available signals that can be selected by double
clicking on signal names. The procedure to select multiple signals is the same as
described above. To add these signals to the expression, press the ENTER key.
Signals are added and the expression is optimized.

There are usually two reasons that prevent you to add a new group signal:
e  The signal name is not valid.

e  The expression is not valid.
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If an expanded group is selected, all the contained signals are selected as well.
Individual signals inside a group cannot be selected, only a whole group.

Software User's Guide winIDEA Document Management e 63



Creating Logical Signals

Mame Signals
[MRED] ££ Address LIl CH112
Ll CH100 LI CH113
noT | or | eno | Eou | MEOU | fimcmim L0 CH114
LI CH102 LI CH115
e O T =30 T B e LIl CHT1E
Ll CH104 LI CH117
k3 = < <=
| | | | LI CH105 LI CH118
Symbol Constant... LI CH108 L cH113
—I_ Ll CH107 L CH120
Expression L CH108 L CH1 21
CH300 & CH1 =] |mcring LI CH122
L CH110 LI CH123
S TEELT LI CH124
q 3 KN i3
ak I Cancel |

Creating logical signals

Logical signals are signals made of channels, group signals and other logical
signals separated with logical operators.

Sometimes in the specific target device (e.g. CPLD or FPGA) a logic signal is
generated from target signals and you would like to observe its state even if it’s
not available on the target (e.g. signal exists only internally in the FPGA). In
such cases, the Trace allows you to define equivalent logic signal combined of
measured target signals.

To insert a logical signal, you have to move the mouse cursor over the signal
names area and right click. From the Edit pop-up menu, select ‘Insert Signal’ or
press the shortcut CTRL + L. A ‘Define Logical Signal Expression’ dialog
opens.

Enter the signal name, then click inside the ‘Expression’ field and start typing
the logical expression. A logical signal can be composed also by clicking the
signal names and operator buttons.

Supported operators are:

Operator | NOT | OR

AND | EQU | NEQU | XOR | HEX | BIN Symbol | String

Symbol ! |

& = = ~ 0x | % {} "

After selecting ‘OK’, the expression is validated. If there are errors in the
expression the message box occurs informing you about the error. For example
“CH104)” is not a valid expression and a message box will be displayed
informing you about that.

Compact form of group expressions is not allowed in logical signal expression.

For example, “CH[100..102]=2" is not a valid logical signal expression. A dialog
box will be displayed informing you that “CH” signal is not defined. Instead you
have to define group signal first e.g. “CH[100..102]” and name it as DATA. Now,
you can define logical signal as DATA = 2.

It is not permitted to enter recursive logical expressions. For example, if you
define logical expressions:

A =CH100 & CH101
B =A & CH102

The second expression is dependent on the first expression. But let’s change the
first expression to:

64 ¢ Document Management

Software User's Guide winlDEA



A =B & CH101

The program finds an error in expression and informs you that recursive
expressions are not allowed.

Let’s take a look at the next expressions:
GROUP = CH[100..102]
LOGICAL = GROUP

This is a valid expression. It evaluates to 0 whenever GROUP equals 0 and
evaluates to 1 for all other values of GROUP signal.

Ul
To add multiple logical signals click the =% Configure Signals button on the
toolbar or press the shortcut S.

The 'Signals' menu is shown. Deselect the 'All' option and only leave the
'"Logical' option checked. The procedure for entering names and expressions is
the same as the procedure for entering names and expressions for group signals.
New signals can be added using the 'Insert Signal' button.

Note that signal names are case insensitive; therefore ‘MREQ’ is the same signal
as ‘mreq’. To avoid uppercase/lowercase confusion, it is recommended to use
either lowercase or uppercase characters for all signal names.
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Printing Signals

Page Setup

When preparing to print signals, options to customize the printed view can be set
in this dialog.

Print when printing the State View

Page Setup |
State iew |
Header: Im LI | it
[ Filters
Footer:  [${F)$(C) =
~ Marging
¥ Centimeters
" |nches

Let: |1 e Top I'I e
Bight: |1 27 Baottam: I‘I 27

] I Cancel | Help

Page Setup, State View setup

When printing the State View, additionally the printing of filters can be enabled
or disabled.

Header and Footer

First, the Header and the Footer of every page can be set. They can contain any
text and certain macros have been predefined which insert important
information. These macros are: File Name, Current Time, Current Date and Page
Number; the alignment of the Header and the Footer can also be set with macros.

The macros can be entered with the LI insert macro button.
The Margins

The margins can be entered either in inches or in centimeters. The margins for
every side of the page can be set.

Print data

Certain parts of information can be excluded from the printout. If an information
is to be printed, it should be checked under 'Print'.
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Printing

N -~ ]

— Printer

Harme: IHF' Lazerlet 1220 Seres PCL j Properties |

Statuz: Ready
Type: HF Lazerlet 1220 Senies PCL
YWhere:  DOT4_0M

Commet:
— Print R ange ~ Copies
A Mumber of copies: 1 >

& Cument Yiew on |1 Fage(z]

" Between Markers Ijl ™| Callste

[ Selected signals anly

— Options

¥ Use Colors

¥ Fit signals to page

Cancel |

Print dialog

Select ‘Print’ from the ‘File’ menu. The ‘Print’ dialog box appears.

Printer

Select the appropriate printer if you have access to more than one printer. The
‘Properties’ button opens the printer driver properties.

Print Range

The range to be printed can be set here. The range can be either the range
currently shown on screen, the range can be set between markers or all recorded
data can be printed.

You can then choose to print only the selected signals by checking the ‘Selected
signals only’ option, otherwise all signals will be printed.

Copies

If more than one copy of the printout is required, the desired number can be
selected here. With the ‘Collate’ option, the print order is defined.

Options
Check the ‘Use colors’ option to enable color printing.

Check the ‘Fit signals to page’ to fit all signals to one page width.

After all settings are correct, click the ‘OK’ button.
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Setting up the Environment

Global Settings

General options

All global settings are set in the ‘Trace Options’ dialog. To change settings, click

the ? ‘Options’ button on the Trace toolbar, select the Edit/Options in the
menu or press the shortcut E.

Options |

General I Colars I State Wiew I

— Dizplay
[ Show Toolbar
™ Show profiler status bar

— Document

[V Auto zave when zaving work space

[ Save recorded data

— Expart Text

AaBbCcHxYviz [ Include Extra Data
|3U Mumber of characters in Cantent zignal

[Ehange

Set Az Defaul... 0k, I Caricel Help

Trace Options, General dialog

In this dialog, general Trace settings can be modified.

The signal names and bus values in the timing view and the signals in the state
view are shown with the default font. To change the font type and size click on,
for example, ‘Signal Names’. On the right the current font will be shown. With
the Change button another font can be selected. Only monotype fonts are
available.

A different printer font can be selected for both the timing and the state view.
The defined font is used when signals are printed.

The option whether the toolbar should be visible or not is also present on this
display. If a larger viewable size is required, the toolbar can be turned off. The
toolbar can be turned on again by checking the 'Show Toolbar' option again. The
options dialog is accessible with the shortcut key 'E' or by right clicking in the
Trace window and selecting 'Options'.
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Options

General Colors | State Uiewl

 Marker=
bl arker 1

bl arker 2 I "’I Logic I'I_I'I_IEh "I Source Line:
Bointer I- "I Group - Label:
Trigger I- "I Dizazzembly:
W arnings I- "I Bus Statuz:

Management of recorded data

Save Recorded Data

In many cases, the samples (the recorded data) does not need to be saved. If this
option is disabled, only the Trace settings are saved into the Trace file.

Auto Save when Saving Workspace

The Trace settings can be automatically saved when the workspace is being
saved.

Colors
x]

~Signal: ——— ] [ Content

i LChannels |'|_|'|_||:h vI B ackground:

]

moid ITnitialize
Initialize

~ Sheet

1235 E877FF CALJ
Filters I.. "’I Background | i3
Grid | B "I

Dummy Data: |00 =

ol

Text:
Freset Light | Preset Dark | I Use for State Signals
Set Az Defaul... | 0k, I Caricel | Help

Trace Options, Colors dialog

All global settings are set in the ‘Trace Options’ dialog. To change settings, click
the 1} ‘Options’ button on the Trace toolbar or press the shortcut E.

The first group of settings lets you to change markers, pointer and trigger colors.
Markers are used for measuring the distance between two samples. Each button
shows current active color.

More Colors. ..

Color selection dialog
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To change, for example, Marker 1 color, click the down arrow on the button. A
color selection pop-up appears. Move the mouse pointer over the colored
rectangles. Left click on the color you want to change to. To accept new Marker
1 color, left double-click or click outside the pop-up window. If the rectangle is
pushed the currently active color matches the color of the pushed rectangle.
Click the ‘More Colors’ button to open a standard Windows color selection
dialog, where you can select any color supported by your graphic adapter.

T
I EEE—

[] Background
| RES

EEEEENEEN
EEEEEEEN
EOEECENN
OOOmEOED0
OEO00OmO0

More Colors. ..

Color selection dialog for logical signals

The second group of settings lets you to change channels, logical and group
signals. The signal buttons show preview of wave, background and value colors.
To change the color of signals click the down arrow on the button and a color
selection pop-up appears.

In the upper frame ‘Signal’ is selected. To change the color use the same method
as described above. To change the signal’s background color, click the word
‘Background’ and select the appropriate color. To accept all changes click
outside the pop-up window.

The colors set in this window only apply for newly created signals. The signals
already defined in the Trace are not affected by this setting.

More Colors.
Color selection dialog for filters, grid and background

The third group of settings lets you change filter, grid and background colors for
timing and state view separately. To change the color of signals click the down
arrow on the button and a color selection pop-up appears. If 'Timing View' is
selected, the color change will apply to the Timing view, if 'State View' is
selected, the color change will apply to the State view.

The fourth group defines the colors of the content information.
Dummy Data

All bits of the data bus are recorded, but for some bus cycles not all of them are
important. For example, if an instruction generates an 8-bit write on a 16-bit bus,
only 8 bits of the data bus are valid in the corresponding data transfer cycle. If
the non-valid part of the data transfer can be determined, it is described as
'Dummy Data' and as such marked with the selected color.

Use for State Signals
If this option is checked, the colors in this dialog are used for state signals.

Presets

Two preset color schemes are available, the light and the dark scheme.
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State view options
Options |

Generall Colors  State Yiew |

— Content
Shiow [v Bus activity
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[w]Dizazgembly Data | vk emnon \Write
[w]Label
[w]Source Line
[(JAddress
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moid Initializel )
Initialize
ES7?FF CALL Z204F

[ Hide Empty Content Linez  Tab Size: ID
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[ Show function tree
[ Thin markers

Set Az Defaul... | 0k, I Caricel Help

In this window which type of data will be shown can be selected and which bus
statuses can be seen.

Relative Time

With this option, the relative and absolute timings are toggled.

Tab Size
The size of the tabs for disassembly information can be set.
Hide Empty Lines

Empty lines in the Content signal can be hidden. This is especially the case when
certain content is not shown and is not important to the user.
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Show Function Tree

If the function tree should be shown, check this option. The Function Tree is
discussed in detail later.

Thin Markers

This option toggles between two types of views when browsing the State view.
Normally the whole line, currently being browsed is marked with a black
background. If thin markers are selected, only the lines above and under the
current line are bolded.

Save as Default

All options can be saved as default that will be used the next time a new
document will be created.

Recording the Signals

Trigger Configuration

There can be any number of triggers defined. Active trigger can be set from the
main toolbar,

f_, Uz22 - winlDEA - [c:Awinidea\bug.lad ~]

E File Edit Digplay Trigger “iew Project

[ % b O = ¢ mEE

_|T Trigger Test -800nz  -F00me GO

Tngge['l IIIIIIIIIIIIIIIIIIIIII
'_" Trigger 0 FF
+|T% DE 1E

or from the trigger list dialog box:
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Trace configuration |

Triager |

" Fiecord eventhing

Buffer Size I b irirnLanm s I
Buffer Compression I TI =» Trigger 0
T Weep Trace File Size |4 B TI

| Continuous mode

Time glice IEEEI hz "’I

— Operatian
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[ On trigger break execution Select Active |

Configure. .. | Copy |

k. I Carnicel | Help |

Trigger Configuration dialog

The trigger configuration is explained in detail in the Hardware User’s Guide,
“Trace’ section.

Start Recording

Make sure all channels you use are properly connected. Before you begin, check
if the trigger is properly set. The trigger configuration is explained in detail in
the Setting up Hardware section of this document.

You are now ready to start recording. Click the b Begin button in the toolbar
or right click inside signals area and select ‘Start Trigger’ from the pop-up menu
or simply press the shortcut Ctrl+B. The Trace waits for the trigger event. When
the trigger condition is met, the Trace starts to load a buffer. At the beginning,
the signals are loaded to fill the current view frame. After that signals continue to
load around the current view. If this is the first time you start recording, signals
are loaded around the trigger. Even if you change the trigger condition, the Trace
still starts to load the buffer around the trigger.

To force an immediate trigger event press the SPACE key.

To stop loading signals press the ESC key.
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Navigating Through the Document

All Windows applications use scroll bars to navigate trough the document. The
Trace is no exception. Beside the standard scroll bars and standard icons, other
navigation shortcuts are available.

You are also welcome to use the wheel of the mouse. To scroll with a wheel,
move mouse pointer inside the Trace window and roll the wheel. Each wheel
movement scrolls signals up or down. If the main signal window is split, to
scroll trough signals in the upper window position the mouse pointer there and
then roll the wheel. Use the same method to scroll in the lower window.

If you hold CTRL key while rolling the wheel, the program scrolls the view left
or right depending on the rolling direction.

List of navigation shortcuts:

«— Scrolls view to the left for one tenth of screen size
- Scrolls view to the right for one tenth of screen size
) Scrolls view one signal up

J Scrolls view one signal down

Home Scrolls view to the start of buffer

End Scrolls view to the buffer’s end

PgUp Scrolls view one page up

PgDn Scrolls view one page down

CTRL +—> Scrolls view to the right from 20% - 100% of screen size
CTRL + « Scrolls view to the left from 20% - 100% of screen size
CTRL + Home Scrolls view to the first signal

CTRL +End  Scrolls view to the last signal

J Jump to trigger position
P Jump to pointer position
1 Jump to Marker 1
2 Jump to Marker 2
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Using Markers and Pointers

For simple time and frequency measurements markers should be used. Each
marker can have a different color. To change markers and pointer width select
either ‘Same as sample’ or ‘Two points’ in the ‘Trace Settings’ dialog (shortcut
E).

To set marker or pointer in the main window use these shortcuts:
Left mouse click — sets the pointer position

Ctrl + Left mouse click — sets the Marker 1 position

Ctrl + Right mouse click — sets the Marker 2 position

Info bar holds information about pointer and marker positions and the time
difference between Marker 1 and Marker 2.

Note: All absolute marker and pointer positions are measured relative to the
trigger position.

When clicking with mouse on any sample, all signal values in the signal names
area are updated.

To drag and move a marker or a pointer, move the cursor over it, click and hold
the left mouse button and move the mouse left to drag left or right to drag to the
right. If the cursor goes out of the main application window, the program ensures
that the marker is always visible by scrolling the signals left or right depending
on the dragging direction.
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Pattern Searching

While using the Trace, you can use the Find command to search for signal
patterns.

To find a signal pattern, click the #h Find button on the toolbar or within the
signals area, right click and select ‘Search’ from the menu and ‘Find’ from the
submenu or simply press the shortcut CTRLA+F or ALT+F3.

Find |
Find What:  |40=1 = :
[T Match whole waord only Direction Cancel |

" Up

[ atch caze

¥ Logic signal expression

& Down

[T Skip successive matches

Start from: I Fainter ~ I

Find dialog

Also, an expression can be searched for. Check the 'Logic signal expression'
option and enter the expression in the ‘Find’ tab either by typing or press the
triple dot button to create an expression via the ‘Define Logical Signal
Expression’ dialog box. Select search direction and the position from where the
search begins.

Search items are added to the history list whenever the user presses the ] Find
button. When an element from the history list is selected, it is shown in the
'Expression' field and can be edited.

You can use the shortcut F3 to find the next occurrence or the shortcut Shift+F3
to find the previous occurrence of pattern. The same command is available
within the signals area, right click and select ‘Search’ from menu and select
‘Find Next’ or 'Find Previous' from the submenu.
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File Edit Trigger Wiew Project Hardware Debug FLASH Tools indow Help

Setting Filters and States
Filters and states help you visually mark or find signal patterns.

Example: We have an application with TIM_INTO interrupt routine, which
occurs periodically. Interrupt routine code is executed from 0x2420 to 0x247A.
The filter can be set in this range and then the interrupt execution can be easily
found in the Trace buffer.

=] S

=M:{5ample|ctivePROYTMS4700 TMS470Pxx_343 StandardiSample_ETM.trd * Bl | o] x|

@ -B reBE-%EEY

e EH C R N N R N N R ] T [ =

dress Data Content Time AD | Al | AZ | A3 | Ad | AS | AB | AT | AB D A
ooolzzc E0832002 E0S3E002 add r2,r3,r2 11.596333 ns [t} [t} 1 1 [t} 1 [t} [t} 0] EDB32002) 0O000LlZaC| .
8004FCC 02000000[ES1B3010 1dr r3,[rll,-0010] 11.597000 ns a a 1 1 a a 1 1 1| 02000000 03004FCC
0001244 ESIB3010(ESIE3010 ldr r3,[rll,-0010] 11.539666 ns a a 1 a a a 1 a 0| ES1E3010| 0000L1z44/ .
0oo1z4c DAFFFFDF |DAFFFFDF ble 0000L1po 11.600333 ns a a 1 1 a a 1 a 0| DAFFFFDF | 0000LZ4C| .
00011E4 ES1B3014[E51E3014 1dr ri,[rll,-0014] 11.604333 ns a a 1 a a 1 1 1 1| E5S1E3014 000011E4
00011EC E0823003E0&23003 add r3,rz,r3 11.605000 ms a a 1 1 a 1 1 1 1| EDGZ3003 | O00011EC
000120 E20310FF|[EZ03L10FF and rl,r3, #FF 11.607666 ns a a 1 a a a a a 0| E20310FF 0000Lz04) .
ooolzoc ELAD3083 ELAO3083 mov r3,r3,lsl #01 11.608333 ns [t} [t} 1 1 [t} [t} [t} [t} 0] E1A03083 0000L20C| .
0o01zz4 E0833000(E0&33000 add r3,r3,r0 11.610000 ns a a 1 a a 1 a a 0| EDG33000 00001224
ooolzzo ED832002 |E0G32002 add B2l e 11.610666 ns a a 1 1 a 1 a a 0| EDB32Z002 O00OLZZC| .
SO004FCD 03000000ESIE3010 1dc 3, [rll,-0010] 11.611333 ns 1 [t} 1 1 [t} [t} 1 1 1| 03000000 03004FCD| .
0001244 ES1B3010(ES1E3010 1dr r3,[rll,-0010] 11.614000 ns a a 1 a a a 1 a 0| ES1E3010| 00001244
000124C DAFFFFDF DAFFFFDF ble 00001100 11.614666 ns a a 1 1 a a 1 a 0| DAFFFFDF | 0000LZ4C| .
00011E4 E51B3014[ESIB3014 ldr r3,[rll,-0014] 11.618666 ns a a 1 a a 1 1 1 1| ES1E3014| OOOOLLE4| |
00011EC E0823003E0&23003 add ri,rZ,r3 11.619333 n= a a 1 1 a 1 1 1 1| EDGZ3003 O00011EC
0001204 E20310FF[EZ0310FF and rl,r3, #FF 11.622000 ns a a 1 a a a a a 0| E20310FF| 00001204
ooolzoc ELAD3083|[ELAN3083 mow r3,r3,1sl #01 11.622666 ns a a 1 1 a a a a a

E1A03083 0000120C| ..
| v

11.29ms (88.5602) | WP: 379.37 us[IML: 0.00 nsM2: 0.00 ns BM12: 0,00 ns (N | INITIALIZE

Ready

| OVR. IMITIALIZE

Logic analysis with no filters

In general, on slow computers many defined filters slow down the signal
redrawing, therefore don’t forget to disable filters when you don’t need them any
more.

On the first picture signals without filters are displayed.
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States and Filters |

Enal:uleu:l |Name |Expressu:un |C|:|I-:|r |State Wig Wisibility: | Inzert Hew... |

Ad=1 mlm v - |
az=0 ] ™ | Delete...

- =

F e Do
v Dizplay other samples

k. I Cancel

Adding states and filters

Adding filters is a straightforward process. Click on Edit/States and Filters or
press the shortcut Ctrl+T. The States and Filters’ tab appears.

To add a new state or filter, press the 'Insert New...' button.

Mew State or Filter | x| |

I amne: Wigibility:
I-"-'"-4 Murnber -
. ; [w]&ddress
Npressian; w|Data
I-"-'"-4=':| | [w] Comtent
[w]Time
Calar; Al
Dk v
[w] &2
(w3
[w]&sd ;I
ITI Cancel |

New state or filter dialog

Type its name in the ‘Name’ field. Select the color and enter the expression
either by typing or press the triple dot button to create the expression via the
‘Define Logical Signal Expression’ dialog box. When you are satisfied with the
data entered, click the ‘OK’ button. By default all newly added filters are
enabled. To disable the adequate filter double-click the check box to clear it. To
restore the disabled filter double click the check box again.

In a certain filter or state, the visibility of signals can be set. For example, should
during the above state the A0 signal not be visible, uncheck the checkbox in
front of A0. In this case, the signal value will not be shown.
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B = BEIEEE

= M:\Sample|ActivePROVTMS470) TMS470P:_3%3 StandardiSample_ETM.brd * Bl 4| ol

¢ -FroR-FERRY

ooolzco ES4B3011[ES4B301L strb r3,[rll,-0011]

Write
ion With Data
uction With Data
d
Instruction
Inztruction

I ion With Data
0§

ri 11 £
O001ZE4 E24B3018 [ppl=spl; 11.727000 ns 1 1 1 1 E24B3018 O000LZE4| .
[E24B3015 suh r3,rll,#18

ion With Ta

0001ZEC

11.35 ms (88. 10Hz) | WP: 379.37 us M1 0.00 ns OM2: 0.00 ns BM1Z: 0,00 ns (MA) ] TMITIALIZE
Ready OUR. INITIALIZE

Logic analysis with filters applied

To change the color of a filter, double-click the color rectangle and select a new
color for the filter.

If more than one filter is defined, the first filter has the highest priority. This is
important when two or more filters overlap. To change the priorities, select the
filter of which priority you want to change and press either the ‘Move Up’
button to increase the priority of the filter or the ‘Move Down’ button to
decrease the filter priority.

To delete a filter, select a filter (the filter number) you want to delete and press
the ‘Delete’ button. Multiple filters can also be deleted. Select the required filters
and press the 'Delete' button.

The procedure for changing expressions in the list in the ‘Filters’ tab is the same
as changing of logical signal expression (refer to subchapter “Creating Logical
Signals™). In practice it’s not often to set more than three filters.

Display Other Samples

Filters can also be used for hiding data. If we uncheck the option "Display other
samples" in the dialog box, then all samples not belonging to any of the filters
will be hidden.

Using the Splitter

In some cases repositioning the signals is not the best solution. For example, we
need to inspect different timings. In this case, we can use the splitter.

The splitter window is useful especially when using low-resolution PC monitors.
The splitter enables the main window to be partitioned.
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B = BEIEEE

= M:\Sample|ActivePROVTMS470) TMS470P:_3%3 StandardiSample_ETM.brd * Bl 4| ol

@ -7 re|B-HRAZY

i i = = el Bl ol Bl el Bl el el e i o 2
dress Data Content Time AD | A4 | AL | AZ | A3 | AS | AB | AT | AS D A
000120 E20310FF|[EZ03L10FF and rl,r3, #FF 11.607666 ns a a a 1 a a a a 0| E20310FF 0000Lz04) .
0001200 E1A03083(E1AN3083 mow r3,r3, 13l §01 11.608333 ns a a a 1 1 a a a 0| E1A03053 0000120C
=

£ £ = | =N =8 (=8| =N - |- -. -, T T -
dress Data Content Time AD | A4 | AL | AZ | A3 | A5 | AG | AT | AB D A
00014EC EGSDABO0|Type Enum EXTT 11.774000 ns a a a 1 1 1 1 1 0| ES9DAS00| O00014EC

EG9DAS00 ldufd rl3,{rll,rl3,pc}

. os0odfRol o 11.774000ms| 0| o ol 1] ol 1] 1| 1] 1| 08004FF0 08004FE4| .
Read

Instru

ion With Data

ion id
0001524 E1AOCOOD |4 11.775666 ns 1 1 1| E1A0C00D | 00001524
Type_FunctionFointer
ELAQOCOOD mow rlz,rl3
I

L3

11.22ms (89.15H2) | OML: 11.60 msOM2: 0.00 ns BM1Z: 11,60 ms (86.23Hz) [ TG
Ready OUR
Setting the splitter

To split the main window, drag the splitter, which is, if the splitter is not active
already, located over the vertical scroll-bar as a small rectangular button. Move
the cursor over that button. The cursor changes its shape. Left click and hold the
mouse button. Move the mouse cursor down. Release the mouse button, when
you are satisfied with the splitter position. When the splitter is active dragging
the splitter line can change its position. If the main window size changes, height
of both windows is also changed, but the proportion between these two windows
stays the same.

Remove the splitter window by dragging splitter line up to the top of the main
window or down to the bottom of the main window. If you drag it up, the lower
window will be preserved and vice versa. Any changes made in one window are
also visible in the other window.

The splitter is available separately for Timing view and for State view.
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List of all Default Shortcuts

<« Scrolls view to the left for one tenth of the screen size
- Scrolls view to the right for one tenth of the screen size
) Scrolls view one signal up

\2 Scrolls view one signal down

Home Scrolls view to the start of buffer

End Scrolls view to the buffer’s end

PgUp Scrolls view one page up

PgDn Scrolls view one page down

CTRL + Home Scrolls view to the first sample
CTRL +End  Scrolls view to the last sample
J Jump to trigger position

P Jump to pointer position

1 Jump to Marker 1

2 Jump to Marker 2

E Shows General Settings dialog box
S Shows Signals All dialog box
CTRL+F, ALT +F3 Shows Find dialog box

CTRL +F3 Find next pattern

SHIFT + F3 Find previous pattern

CTRL+T Shows States and Filters dialog box
B Begin trigger

T Set trigger

SPACE Trigger now

ESC Stop loading samples

CTRL+H Hide selected signals

Alt + Enter Set signal properties

CTRL + Shift + GInsert group signal after the selected signal
CTRL+L Insert logical signal after the selected signal

CTRL + Del Remove markers
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Changing Shortcuts
Customize

K.eyboard I Tools I Local Tu:u:ulsl

I
LCateqares: Commands:
Brovze - - Assig |
Toals _I LAZ aamOut ! —
Wfinda LA namdll n
Help LAGotobd arker EUES |
F'IuEin: E ditar | LaG otok arker2
LAG otaPointer Reset ta... |
x | &E AT rinner ;I
Prezs new sharkout Current keps:
INDHE! I
— Currently azzigned to
|Inazzigned }
— Description
Zoom Signals In

| k. I Cancel Help

Customizing shortcuts

To change the default shortcuts:
e  Open the ‘Tools/Customize’ dialog.
e Select ‘Plugin: LA’ in the ‘Categories:” field in the ‘Keyboard’ tab.

All the commands are displayed inside the ‘Commands’ list. Select the
command of which the shortcut you would like to change. Current key
assignment is displayed under Current keys. To add a new shortcut, click inside
the ‘Press new shortcut’ field and press the new shortcut, e.g. “+”” on the
numerical pad. You have to press the ‘Assign’ button to add a newly defined
shortcut to a list of current assigned keys.

Many key combinations are already defined as shortcuts. That is why you have
to check, if the shortcut you want to assign is not currently in use by any other
command.

To remove the shortcut for the selected command, select that shortcut inside
‘Current keys’ list and press the ‘Remove’ button.

Some shortcuts are defined in categories other than the ‘Plugin: LA’, e.g. ‘Find
Next Pattern’ can be found under the ‘Edit’ category (command name is
‘EditRepeatFind’)
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Handling Multiple Trace Records
Let's assume that there is no trace session opened and active in winIDEA.

After initialising the debugger you should have following or similar window
layout (no trace window opened):

3000schipPLL_DP - winIDEA
File “iew Project Hardware Debug Tools Window Help

O @ & 5 e G

|gFFeenREs B @ ||l ||vh BEFBE 0

[ mem(PORTB) =0x&0; = Disassembly 8l | = =l
[ wem({PORTE] =0x00; Address | Data Disassembly | Registers |
[ mem [PORTE] =0x00; break; ~| SP oess
while (1] # 00_EBDE 2ACA BRA EBAR PC EBDE
i B8.EBEB B745 TFR Db,% CCR S¥_1I
(| mem (PORTL) +=1; B8.EBE2 EC71 LDD 2,7+ A BA
[l mem (FORTE) +=1; BO.EBEL 2714 BEQ EBFA B B8
= mem (PORTE) +=4; // bhit 0 in 1 sta samo vhod B8_.EBEG B754 TFR x.D D 8aaa
= mem (FORTE] +=1; // hit 7 se ne uporablia B0.EBE8 A371 SUBD 2,1+ X 882a
= =1 00.EBEA 2BB7 BHI E6F3 ¥ E121
= for (9=0: <505 §++] 88.EBEC ACSE CPD -04,Y
[ 88.EBEE 2483 BCC EBF3
= switehist) BO0.EBFA 59 ASLD
‘ 88.EBF1 B5EF JHP [D,¥]
) ) 88.EBF3 ECSC LDD -84,%
F sasE B 88.EBF5 59 ASLD
SLETULD 2 @0.E0F6 19EE LEAY D,
BEEELE 00.EOF8 20ES BRA EBE2
— EEsE daEiay 00.EOFA ECu4B LDD 0,%
— break: 88.EBFC 2709 BEQ E1087
[ CASE ZIST++; B8.EBFE AE4YL CPX ay .,y
[ delayi(z); B0.E1688 2785 BENQ E187
= break; B8_.E182 1944 LEAY ay .y
[l case Jist++; 88.E184 B43NF7 DENE D,EBFE
= break; | 88.F167 BSEERN0Z JHP [0002.Y1 hd|
[ zase 4:st=0; = viakch B~ o] x|
(= break:
' Name Yalue Type
s output .= 0=Di un=zigned char 1=
B f=t 42 unsigned short —
b
A =]
4 | b [* Wwiatchl = Watch2 & Rt'watchl 4 Rt atch2
Ready Lt 92, Cal 1 ovR
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Next, open the trace window from the ‘View/Trace’ menu, set it up and record
one program flow. The user should have below window layout.

Note that the source window is ‘MDI’ type and the trace window ‘Dock’ type.
Modify them if necessary using ‘Window Type’ option from the local menu.

3000schipPLL_DP - winIDEA

File Edit Trigger Wiew Project Hardware Debug Tools Window Help
Dz ceam |(apPeoodEcEe® |[casss]|[dn(EaEBR O
| wem(PORTE) =0x80; Address Data Disassembly |Registers |1|
[ mer (PORTE) =0x00; _ ol
- break; «| sp aeee )
[ mem(PORTK) =0x00; »00.EODE 26CA BRA EGAR PC EGDE |
while (1] AA.EBEA B745 TFR D,X CCR SX I
{ AA_EBEZ EC71 LDD 2,%+ A oa
[l mem {PORTA) +=1; 08_EBEY 2714 BEQ EBFA B 88
— e (PORTE) +=1; 00.EBE6 B75Y TFR X,D D oaae
[l mem (PORTE) +=4; // hit 0 in 1 sta samo vhodsa B8.EBEB A371 SUEBD 2. ¥+ X 862n
[l mem (PORTE)] +=1; // bhit 7 se ne uporablija B8 _EBER 2B@7 BHMI EAF3 ¥ E121
ol outpuc+=1; A8_EBEC ACSC CPD -Bu,Y
l_ for (3=0; 3j<50; j++) B8 _EBEE 2483 BCC EBF3
‘ AA.EBFA 59 asLD
- ST (T 0A_EBF1 BSEF JHP [b,¥]
p AA8_EBF3 ECSC LDD -B4,Y
. . B0._EBF5 59 asLD
F saas D'Z"T’ " 08.EOF6 19EE LEAY D,¥
SEglh g 00.EOF8 20ES BRA EBE2
i 06_EGFA EC4E LDD a,v
[ EEEE ALESEE 0A_EBFC 2789 BEQ E107
[ break; 00.EBFE AE4Y CPX g,y =
[ case Zisttt; AAa_E108 2785 BEQ E187
[ delay(z); AA_E102 1944 LEAY o4,y
™ brealk: 00_E184 B434F7  DBNE D,EBFE i
[ zase 3:St4+: A0.E167 G5EBAO02 .JMP [8062,Y | i
=0\ Samples\ICEYSTAR12YStar12_dp2Se) MonbankliC3000schipPLL_DP. trd * 8l | = =l
¢ - BromB-TRED ZTwn v «
Number | Address Content AUX
(T 2 0| 00.FFOZ| ADOO 0 ¢l 0000
1| 00.E098| CDEL|CDELOE LDY #EL0E 1 c| 0000
2 00.E094 0BO6 |0GEQED JHF EOQED 2 c| 0ooo
DGECED JHE EOEQ
3| 00.E0SC| EOED 3 c| 0000
4| 00.EDSE| FD22 4 c| o000
5 00.E0SE FDZ22 5 c| 0ooo
& 00.EOED| E765E765 TFR ¥,0 & c| 0000
KN ’
| Sampling: Syn.Clk. | M1-t2: - [P -Di8E2C [M2: - [m1: - IDLE
Feady Ln 82, Col1 | OWA
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Now, make sure that the trace window is active (if not, select it) and select ‘Save
as’ from the ‘File’ menu. A trace file is saved with the .trd extension.

Now record another two program flows using trace window and save them under
different names.

Let’s assume we have three trace files now (Demo0.trd, Demol.trd, Demo2.trd)
and we want to inspect them. Open each file by selecting ‘Open’ from the ‘File’

menu. The files are opened in the editor window probably overlapping each
other (MDI window type). You may switch among them by using Ctrl-Tab

shortcut.

Now, open the Document bar from the View menu (ALT-1). Using the
Document bar the user is able to navigate through the trace records easily.

3000schipPLL_DP - winIDEA - [

s Samplest ICEYSTAR12Star1?_dp256 % Nonbank'Demol.trd]

Eﬁile ‘iew Projeck Hardware Debug Tools  Mindow Help =0 |
= Document Bar Bl | =] x|
Demol.trd ” Demoltd  DemoZ.trd I TS5T1.C | WECTOR.C |
BRI EEEEE - B ER T R
J &-F PO - = B | B i T T« Address Data Disassembly Registers |i||
== ; break; ~| SP 27FB i
Eg =H E= o B8.EBCE 28DA BRA EBAA PC EBDY
Number | Address Content case B:st++; CCR SX_I_Z_EI
T 2 0| _00.FF02| ADOO 08.EGDO FD2281  LDY st (22¢ A 08
1l OO0.EOCE| Z0D& bresk: 80.EBD3 82 INY B 81
2002 ERA EDAL B0.EGDY 7D2261  STY st (22¢ D 8061
break ; X Ba8ay
2| 00.E0DD| FD22 A6.EBD7 28D1 BRA EdRn ¥ E11D
3| 00.E0DZ| 0102 case 4:st=8;
4| 00.E0&A| ECE0ECS0 LDD 0,37 »00.EBDO 87 CLRA
88.EBDA C7 CLRB
5| O00.EOQAC| C300|C30001 ADDI #0001 A8.EBDB 7C2281 STD st (22€
break;
6| O00.E0AE| 0la6C|6CE0 3TD 0,5F 808_EBDE 28CA BRA EBaf
EC50 5TD 0,5F 88.EBEA B745 TFR DX
88.EBE2 EC71 LDD 2,%+
7| 00.27FB| 0000 BA.EBE4 2714 BEN EBFA =
5| 00.E0BO| &03C|8CO032 CPD #0032 A0.EBES B75h TFR %.D -E
gC0032 CFD #0032 hd 88.EBES 371 SUBD 2.¥+ n
141 | > 08.EBEA 2B07 BHI EOF3 2
- (=]
[P 2047 ¢ D:-2045 [Mz:- [M1:- MUST INIT CIE-[E0EE GIES(E (E1Y -,y L 1l
=D\ SamplesiICEYSTAR L2, Star12_dp2Sa) Monbark) Demo 2, krd 8|~ =l =l
¢ BPOoB-TEED ZTwn v «
Number | Address | Data Content Time AUX
(T 3 0| 00.FFOZ|  ADOO 0 c| 0000
1 Q0.EQDO FDZZ|case 3:stH; 1 c| 0000
FDZ20l LDY st (2201)
z| 00.EODZ| 01020z INY Z c| oooo
0z INT
3| 00.EOD4| 7D22|7D220Ll STV st (2201) 3 ¢| oooo
(4] A e el P T .
| Sampling: Syn.Clk. | M1-M2: - [P 2047 c D0 & [M2: [M1: - IDLE
Ready
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The other alternative to the Document bar is to use the project manager. Instead
of opening the Document bar, select ‘Project’ from the View menu (ALT-0) and
the ‘Project Workspace’ window is opened. Now add a group called ‘Trace files’
using local menu. Next, click on a newly created group, select ‘Add files’ from
the local menu and add all three trace files. Now the user is able to navigate
through the trace files by simply clicking the file of interest.

3000schipPLL_DP - winIDEA - [D:"Samples\ICE\STAR124Star1Z_dp256%Nonbank'\Demol.trd]

Eﬁile Edit Trigger Wiew Project Hardware Debug Tools  Window Help _|E||5|
Emrenl H0zR  cean  [oF PROEREEEL® ||Cme |0 g
-3 Source fles
=t £ Trace Files ﬂ J % - Eﬁ |> 0 - ‘? = @' | oy Fre W« Address Data Disass... | Registers |ﬂ
m
break «| SP 27FB _:'II
EE =H =H -
Number | Address | Data g 00.EGCE 280A Egge _I [:Eg ggm; z o
i D0.FFO02 ADOD 80_EBDO FD2201  LDY A oa |
: ) 00.EOCE|  Z0DA[hresk:
(- (] Dependenciss : 88.EBD3 B2 INY B 01
20DA ERA EQAL 0A_EODY 7DZ2201  STY D 0a81
break X 6084
00.EODD| FD22 00.EBD7 206D1 BRA ¥ E11D
00.E0D2| 0102 BEEE
00.E0AL  ECS0ECS0 LDD o,s5F »A00_EAD9 87 CLRA
Aa8_EBDA C7 CLRB
00.EQAC C300|C30001 ADDD #0001 66_EGDE 7C2281 STD
break
00.EDAE OleC |GCE0 ST o,3F 88_EGDE 26CA BRA
6C80 5TD 0,5P AA.EBEB B745 TFR
o B8.EBE2 EC71 LDD
2 00.27FB| 0000 0A_EOE4 2714 BEN)
jg: 00.EQEOD §0BC|3CO032 CPD #0032 B8_EBEG B7S4L TFR =
g SCO03Z CPD #0032 80_EOEE A371 SUBD jé
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Execution Coverage

Execution coverage records all addresses being executed and as a result displays
which code is executed or not executed. It can be used to verify a test code,
which should exercise a complete target application. It also helps finding a so
called “dead code”, the code that is never executed. Such code represents
undesired overhead when assigning code memory resources.

Depending on the implementation, execution coverage operates either in off-line
or real-time operation mode.

Off-line execution coverage features:
e decision coverage

e statement coverage, which should be used when real-time execution
coverage is not available

Real-time execution coverage features:

e statement coverage running indefinitely

Off-line Execution Coverage

Execution coverage based on the emulator’s default trace operates in a so called
off-line operation mode and is available for all debuggers providing the trace
functionality. In this case, the trace hidden to the user is configured for ‘Record
everything’ operation mode and then the program execution traced. After the
trace buffer is full, the content is uploaded to the PC, execution coverage
software analysis performed and at the end the results displayed. Time of
program execution being tested directly depends on the target CPU speed and
the trace buffer size. Upload time to the PC depends on the trace buffer size and
the i1C3000 unit. In case of iTRACE GT or Active GT development platform
with 1GB or more trace buffer, it is recommended to use ic3000 GT unit which
offers a high-speed trace upload to the PC. Off-line execution coverage trace
buffer size is configurable in the ‘Hardware/Analyzer Setup’ dialog (1, 10 or
100%).
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Analyzer Setup |

Operation |

— Trace

L

Operation mode INEHUS

— Prafiler

Euffer size | 100%

L Lo

Buffer compression I MHone

— Execution Coverage

O peration mode IEIffIinE

RIQK]

Buffer zize 10%
100%

1%

] 4 I Cancel | Help |

Off-line execution coverage analysis tests the following two metrics:

e Statement Coverage identifies which executable code was executed
and which was not executed

e Decision Coverage exercises all conditional branch instructions and
identifies if the instruction was taken, not taken, taken in both directions
or not executed at all.

Off-line execution coverage has its advantages and disadvantages. It’s available
on all development systems featuring trace and features decision coverage
metric. Decision coverage is an add-on to the statement coverage (a standard
feature on the in-circuit emulators). However, the execution time of the off-line
execution coverage test is limited by the trace buffer size and can never run
infinitely. Further, due to the off-line trace based concept, it’s impossible to
identify which parts of the code were not tested or were tested but were not
executed. Thereby, off-line execution coverage must be used with cautious to
obtain reliable and valid information for the code under the test.

A so called unit test, where the decision coverage becomes a necessity, is getting
more and more important in the test departments. It is impossible to set up a test
application and environment, which would systematically cover and test all
possible paths in the target application. However, a unit test comes very close to
this and can be run systematically. It first identifies all functions of the target
application and then each function is individually stressed with different input
parameters and the output results verified. One of the output results is also
decision coverage metrics next to the decision coverage. Executed logical paths
within the function are identified with the decision and statement coverage
(while the function is exercised with input parameters).

Real-time Execution Coverage

Real-time execution coverage is based on a hardware logic, which in real-time
registers all executed program addresses. It features statement coverage but no
decision coverage since it keeps the information on all executed program
addresses but without any history, which would tell which address was executed
when and in what order. The major advantage of the real-time execution
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coverage is that it can run indefinitely, which does not apply for the off-line
coverage.

Results

Statement and decision coverage results are displayed in the execution coverage,
the source and the disassembly window.
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Source and disassembly window

for (i=0;i<4;++1)
i
Sh.m 1h=1;
Sh.m iB=1i;
sh.m ali]=1i:
Sh.m 1=(long)i:
¥

HE(E

Functions, which have not been executed, are marked with a red box. Fully
executed functions are marked with a blank box while partially executed
functions are marked with a red frame.

Red and green arrows in the source and disassembly window display decision
coverage results. Looking in the disassembly window, the customer can identify
a state of all conditional branches: taken, not taken, taken in both directions and
not executed.

Decision coverage works on an object level and therefore the results are exact
for the CPU instructions, which are displayed in the disassembly window.
Decision coverage results displayed in the source window cannot be exact as the
results in the disassembly window. Source lines consist of more instructions and
therefore decision coverage information of more instructions is merged into a
single source window information mark, which can no longer display the details
available in the disassembly window. Branches column in the execution
coverage window provides information on how many instructions are not
executed (ne), taken (t), not taken (nt) or taken in both directions (b) within a
source line.
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Execution coverage window

Execution coverage results can be saved in a file (XML and XML compressed
format) and can be open any time later. This allows analyzing and sharing
execution coverage results without the emulator being hooked up. Additionally,
execution coverage results can be saved in an html format for report and
presentation purposes. Next chapter describes handling and use of execution
coverage window.
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HTML report

Toolbars

2w (0002 d-lal &« ét-l«alo s
Toolbars are explained in order from the left to the right.

Settings

Execution coverage can be started manually on request or automatically as soon
as the program is run.

Results can be automatically updated every time the program is stopped or on
request by stopping the execution coverage.

90 ¢ Document Management Software User's Guide winIDEA



Display of Statement and Decision coverage can be individually
enabled/disabled. Per default both are enabled.

Note: Decision coverage is available for off-line execution coverage only

Settings |

— Start

™ Start with the CRU Cancel |

&% Start manually

— Update

V¥ Ao update on stop

—Analyziz

¥ Statement Ccoverage

¥ Decision coverage

Configure symbols

Program areas analyzed by the execution coverage can be configured through
‘Configure symbols’ toolbar or ‘Configure ranges’ toolbar or as a mixture of
both. As soon as a symbol or a range is added, a newly covered area can be seen
in the Symbols and Ranges tree structure in the execution coverage window.

Click on the toolbar to activate the configuration

2 w00 Ha-w oo

E‘ % ayrnbols El vl v 2 Syrbols
' B Wl [E] test.c
. W [E] main.c
CPUTest.c CPUTest.c
B g Ranges -] hgh Ranges
Configuration inactive Configuration activated

B-r U Q Q|

Show folders |

[S]
Show files

Show funchions
Show lines

- HWTE[TPOTES
l I bh Ranges

Types of displayed symbols are selected in the configuration tree on the right
side of the toolbar (see above picture).
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Range

Selection or de-selection of a symbol is done via mouse by clicking on the
square or tick next to the symbol or by clicking on the symbol and then use
Space keyboard to toggle between selection and de-selection.

Left picture shows configuration of symbols and the picture on the right shows
final configuration after the configuration is deactivated by clicking on the
‘Configure symbols’ toolbar.

d&-w 00l

By Ranges
Ié_l'"%S?fmhnls E|%'%*|Q@Q| 3
test.c .
Bl |E] main.c -y Ranges
B [#] oD, s
=M [§] CPUTast.c
8 ywatchdogRefresh
-] B NEC_INT Init
w1 B IntHandler_0x190

m-C1 8 ClockManager & B WyatchdogRefresh
i B CPU_TestAsm - B CPU_TestAsm
w- B CPU Pointers -8 CPU_Painters
- B CPU it =By CPU_Init

Configure ranges

Available range options can be seen on the below picture.
lgllo- vl d|g|

Ly Addrange

ﬂ% Sy Remave ran
ae
Y seh Ra ad

1 Addall downloaded code

Add complete address range

w  Remove all ranges

Add range & Remove range

]
Browse... | Cerre |

Browse... |

HE:

Add all downloaded code

This configures execution coverage for all downloaded code. This is the most
recommended configuration and works fine as long as there are no areas to be
tested, which are not part of the download file and as long as the download file
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contains correct information. In case of any doubts, use other configuration
choices.

Add complete address range

It yields a complete CPU address space for off-line execution coverage while for
the real-time execution coverage working address space is limited by the
hardware and covers first S8MBytes (MPC5500 Nexus RTR) of the CPU address
space.

Start

Starts execution coverage session.

Continue

Continues execution coverage session. Execution coverage can be run and
results added in addition to the previous session or even to an old session being
loaded into the current workspace.

Stop

Stops execution coverage session.

Load

Loads results from saved execution coverage session.

Save

FRENEL Sayt
._H Save

Save az...

.
L Save compressed

Saves results in XML format (*.ccv) or compressed XML format (*.ccvgz).

Report

Generates a report in an html format, which can be used for presentations or easy
sharing execution coverage results.

Show not executed only

When selected, it displays not executed parts of the code only.

Display source window, Go to source

It jumps to the source, when symbol is selected and toolbar pressed. The
alternative is double click on the symbol.
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Sort

4. o0y | 0
i M ames Ascending |
EI M ames Descending

Linez Azcending

Linez Descending
Sizes Azcending
Sizez Descending

R anges Azcending

R anges Descending

Symbols and ranges can be sorted by different type and ordering. Clicking the
column name (e.g. Lines, Sizes,...) in the execution coverage window performs
sorting too.

Hexadecimal display

Displays numbers in a hexadecimal format instead of a default decimal.

Show relative paths

Displays relative paths next to the symbol names instead of absolute paths.

dgw 00T aEl waiyalo s

[;l. Ranges

=0 &5 Symbols

DvZamplesh CEWBSDWACtivePROVVESDVFx3_MEC _Interruptsitest.c

(5] DS amplesVCEWSBS0ACtivePROWSSIN x3_NEC Interruptsimain. c
DvSamplest| CEWBSDWACtivePROWESVFx3 MEC Interruptsicrl. s
&-W |E] DS amplesCEWSA0WACtive PROWEBS0W x3_NEC Interrupts\CPUTest o

Absolute paths displayed

Information

The user can enter tester name, test ID, time, date, environment information and
comments as part of the execution coverage session,

Search

Search can be used to find a symbol in the results.
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Getting Started with Execution Coverage

1. Configure real-time or off-line execution coverage in the
‘Hardware/Analyzer Setup’.

2. Open execution coverage window either from ‘View/Execution
Coverage’ or from ‘File/New/Execution Coverage File (.ccv)’

3. Configure areas to be tested for the statement and/or decision coverage.
Program areas covered by the execution coverage can be configured
through ‘Configure symbols’ use or ‘Configure ranges’ use or as a
mixture of both. When areas are configured through the symbols, debug
download must be performed first.

4. Execute debug reset, start execution coverage and run the application.
Stop the application or execution coverage to view the results.
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Debug Session

Download Files

winIDEA IDE features two types of downloads:
e 'Debug' Download often called Download

e Target Download

Download

Download loads files defined in the Download Files tab.

Target Download

Target Download loads files defined in the Download Files or Target Download
tab depending on the setting in the Target download field in the Options tab.
Additionally, a file defined in the Target Download tab can be executed on a
demand any time during the debugging. If the user wants to load a file at a
certain stage during debug session (simulation, testing,...), he should:

e specify any file that he will be using, in the 'Target Download' list.

e at the desired time, the file to be loaded should be selected and loaded
by clicking the 'Download' button in the 'Target Download' dialog.

The development system and target application requirements dictate, which
download type needs to be used.

Normally, beside the code a file contains a debug information, which is
generated by the compiler/assembler and allows high-level source debugging. To
be able to use a high-level source debugging, the user needs to instruct the linker
to output the debug information beside the code. WinIDEA supports most of the
existing debug formats. Of course, binary, Intel or Motorola hex files without the
debug information can be loaded as well.

Loading files on debuggers with overlay emulation
memory

On In-Circuit and Active emulation systems, Download loads files into the
overlay emulation memory, while the CPU is held in reset. The debugger loads
files directly into the memory bypassing the CPU. Thereby, only overlay
emulation memory is accessible by the Download.

Target Download is used when it’s necessary to load the files to the target

(writable) memory or into the internal CPU memory other than the internal flash
or ROM, for instance RAM or EEPROM. If some of the memory is not writable
out of the CPU reset, the user needs to add an initialization (CPU configuration)
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sequence, which is carried out before the Target Download. The CPU being
emulated or its emulation substitute (e.g. bondout) resides on the development
system and carries out Target Download. Thereby, all CPU memory resources,
including overlay emulation memory, are accessible by the Target Download.

Loading files on on-chip debuggers (no overlay
emulation memory)

If an on-chip debugger is used, there is no need to use the Target Download
option. If it is used, this may yield downloading the code twice (depending on
settings).
Downloading from script program
If certain files must be loaded during script execution:

e specify any file that will be used, in the 'Target Download' list.

e use the APIDownloadFilel script function to load the desired file.

Configuring Processes

On certain CPU families, the memory area can be split into several processes.

e Y |

Frocesses | Dowrload Filesl Dptiu:unsl Target Du:uwnlu:uadl Little: Endianl Thumbl

FID ENT
DEFALILT Mew. ..
1 Cuztom
Eemayve |
Properties... |
— Options
[ Use vittual access for the cumently active process

k. I Cancel Sl Help

Process specification dialog

A new process can be added using the ‘New...” button, a non-default process
can be removed using the ‘Remove’ button and the properties of a process can be
edited using the ‘Properties...” button.

Note: the Process dialog is not available on all CPU families.

Use virtual access for the currently active
process

If this option is checked, virtual access is used for the currently active process.
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Customizing processes

Process |

tame PID
i ﬁ PID | |1 HEx

— Addresz mapping
Start [HE=] End [HEX] tapped to [HE=]

Q000FFFF Bemove |
;I Change |

0 |FFFF | 5000000 Fdd

] 4 I Cancel |

Process customization dialog

A custom process can be defined in this dialog. The name of the process is
specified and the processes’s PID, if needed, can be specified.

The memory area where the process is located is specified in the Address
mapping section. The start, end and the location it is mapped to are specified in
the entry boxes below. New areas are added using the ‘Add’ button, the selected
one can be changed to the one specified below using the ‘Change’ button or
removed using the ‘Remove’ button.
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Configuring Download Files

To configure download files select the 'Download Files' command on the Debug
menu.

e Y

Processes [Download Files | Dptiu:unsl Target Du:uwnlu:uadl Little: Endianl Thumbl

[Target Qutput): zample.elf [ELF]

[ Include praject autput file Process IDEF.-'i'-.ULT j
temary area:; Idefault "I
[efault file fan debu gt I[Target Output]: zample.elf j

Cancel | Sl | Help

The Download Files dialog

In the above figure, one download file is defined. The name is 'sample.elf' and is
located in the directory of current project target (see "Directory Organization" on
page 234). Its type is ELF and is loaded without any offset.

You can add more files by clicking the ‘New...” button, delete the selected
downlaod file by clicking the ‘Remove’ button, or edit properties of the currently
selected file using the "Properties..." button.

For every download file the Process can be specified (when using a CPU family
with the ability to run multiple processes) and the memory area to which it is
downloaded.

If more than one file are specified, the default file for debugging should be
selected in the ‘Default file for debugging’ option.

Include project output file

If this option is selected, the file that is output by the project is automatically
added to the download files list.
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Download Options

Download Ed |

F'n:n:essesl Download Files  Options | Target Du:uwnlu:uau:ll Little Endianl Thuml:ul

— After download
[v Werify

Before download IInitiaIize CPL j IHun urtil ... j

E scluzionz Imain |

| r Perfarm thiz action alzo after
| Debug/CPU Reset

Show load map if load ermars
I~
T arget download INu:une [default] j aEcur

] I Cancel | Sl Help

Download Options page

Auto download  |EEEERE

X &

Auto download

Determines when an automatic download should be performed (see “Executable
File” on page 245). The options are:

Never - No automatic download is performed
e  After link - Download is performed when link process completes

e Prompt when changed - User is prompted to confirm download when
a change to the download files is detected

e When changed - Download is performed when a change to the
download files is detected

Before download
An action to be performed before download can be selected here.

e Nothing - Do nothing. Note that the emulation must already be started
(typically through Debug/CPU Reset command).

o Initialize CPU — Initializes the CPU as defined in the
Hardware/Emulation Options/Initialization menu (default)
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After download...

An action can be performed after the download completes.

¢ Nothing (Stop) - The CPU is stopped on its RESET position. No
program code is executed.

e Run until... - The CPU is set to running until it reaches the specified
position (typically the 'main' function, but any function can be selected

with the = button).
e Run - The CPU is set to running.

e Go to program entry point - Presets the program execution point to
the program entry point (if one is specified in the download file). This
option is usualy used along with Before download/Reset for... option.

o Go to... - Presets the execution point to the specified address (any

function can be selected with the = button).

Perform this action also after Debug/CPU Reset

If this option is selected, the action defined in the ‘After download...” option is
also performed when a Debug or CPU reset occurs.

Show load map when download errors occur

When checked, a load map error will be reported if code is loaded outside
debugger range or code overlaps.

Verify

When checked, the downloaded code is verified after download finishes.

Exclusions

Multiple memory range exlusions can be defined. New areas can be specified by

&l

pressing the 'New area' button.

Range (|
Area  |CODE =l
Address [0010 HEx
End  |oF HE
Size |20 HEX,
ITI Cancel

Memory Exclusions definition
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The configured areas can be edited by double-clicking on the area. An area can

be removed by pressing the x 'Remove area' button.

Target Download

After the primary download a secondary download can be performed. This is
usually used to load program code to target memory that is accessible after the
debugged CPU has been released from reset.

o None (default) - No target download is performed

o Download files - Target download is performed with the original set
of download files

o Target download files - Target download is performed with the set
of download files specified in the Target Download page.
Target Download Files

This page specifies download files, which are used in a secondary download if
the 'Target download files' option is specified in the Download files options

page.

Download Ed |

F'n:n:essesl Drownload Filesl Options  Target Download | Little Endianl Thuml:ul

[Project Output]: zample.elf [ELF] J Mew. .

Femove |
j Properties... |

[ Include project autput bl Process IDEF.-i‘-.LlLT j

temarny area:; Idefault 'I
[ Use real-time write Wenerlaad |

] I Cancel | Sl | Help |

Target Download Files dialog

Download

At any desired time, the file to be loaded can be selected and loaded by clicking
the 'Download' button.

Memory area

This setting lets you override the default memory area for the file. Use this when
you wish to load the code from the file to a memory area other than CPUs
program area (for example loading into XDATA memory on 8051).

Include project output file

This option automatically includes the project output file.
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Use real-time write

Real-time writes are performed for target download if this option is selected.
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Big and Little Endian/Thumb setup

On certain CPUs, some memory areas are used in a different memory
organization that the others, either as Big Endian vs. Little Endian and Thumb
set vs. ARM set. The memory areas which contain Big Endian code and Thumb
code can be set in the Debug Options/Big Endian and Debug Options/Thumb,
respectivelly.

bownoad @]

Download Files | Options | Target Download  Big Endian | Thurb |

temaony containing Big Endian code

Hemave |
F'ru:upertles

[ lgnore download file Big Endian memary information

Big Endian Areas
7 Custam

Al
" None

0K | Cancel | SEpli | Help |

Big Endian Memory Area specification

Download |

Download Filesl Dptiansl TargetDDwnIDadI Big Endian  Thumb I

Thumb Areaz temony containing Thumb code

% Custom
ol Hemowve |
r

Hloge P[DDEItIES

¥ lgniore download file Thumb memary informatior:

Ok I Cancel Sply Help

Thumb Memory Area Specification

Big Endian/Thumb Areas

The areas can be set in three ways:
e  All - all areas are Big Endian or Thumb
e None — all areas are Little Endian or ARM

e Custom — memory areas custom specified hold Big Endian or Thumb
code

Memory Containing Big Endian/Thumb code

Here, custom memory areas containing Big Endian or Thumb code are specified.
Multiple areas can be specified. New areas are defined by pressing the 'New...'
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button, existing ones can be edited by pressing the 'Properties..." button or
removed by pressing the 'Remove..." button.

Range |

Eram... | |<FFFFFOOO

[T Cover entire object range
4096 [0=1000) bytes

Ta.. | | 0+FFFFFFFF

k. I Cancel

Specifying the memory range

The memory range can be specified with absolute address or by selecting the
area using the symbol browser by pressing either the 'From...' or the 'To...'
button. If an object is specified in the 'From..." area and 'Cover entire object
range' is checked, the entire object range of the object will be declared as either
Big Endian or Thumb.

Ignore download file Big Endian/Thumb memory
information
If this option is checked, the memory area information from the download file

about Big Endian or Thumb memory areas are ignored and only the areas
specified here are regarded.
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Download File

In the Download File Options dialog, properties of a download file are
configured.

Download File Options |

— File Path
IM:'\S ampleh0nChiphC1 6685 uper] 4D ebug'k.eill B6

¥ Always in project target directony

File Format " Offet
Byte Craft COD -
B Al gode o HEX
Extended Tektronis hes Surnbalz 0 HE:
HI-TECH symbalic Symbols |
Hiw/are Hi-Cross _
IEEE - B35 — Optiokz
Intel extended hex :
Intn:ul ||:|:|FF IF Ll:lEllj 5 |:I |
; Sumbolz
Logitech Modula 2 )
izratel symbolic W Load Line Symbols
katarala 5 [ Optimize tpe infarmation
katorola S spmbalic
MSC COFF Adyaneed. |

] I Cancel |

Download File Options dialog

File Path

Indicates the path of the download file.

If the 'Always in project target directory' option is checked, then file's directory
is ignored and the file is always searched for in the current project target's
directory (see "Directory Organization" on page 234).

By checking this option, you can quickly switch project targets (see "Targets" on
page 235) without having to redefine download files paths (remember that Build
Manager will move all generated files to target output directory, which is
different for every target).

File Format

Setting determines the file format of the download file. winIDEA will attempt to
determine the format automatically as a file is added to the download files list,
but you have to make sure that this setting is correct. Refer to your linker
documentation for information on what formats your linker can generate.

Offset

Determines the value that will be added to address of every absolute object
loaded. This includes program code and absolute symbols. Since all absolute
object files contain address information, you will always use zero offset except
for binary files. The offset can be defined for both symbols and code.
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Load Code

Loads the code.

Load Symbols

Loads symbolic information.

Load Line Symbols

This option should always be on for files containing source debug information.

Optimize type information

Sometimes the compiler generates multiple type definition tags (typically for
every time the header file that contains them, is included by some C/C++ file).

The result are multiple entries under Browser/Typedefs, which isn’t wrong, but
file conversion time can take much longer.

If this option is checked, then types that already exist are not 'multiplied'.

If the program uses structures that have equal names, but different definitions,
then variables of the 'optimized' type will not be displayed as expected, but
rather using the first type structure with that name.

Advanced

This button opens an advanced options dialog for the selected file format.

IEEE-695 Options Dialog

IEEE-695 Options |

Gienerator [ - |

¥ Fead missing debug info from public section

Ok I Cancel |

IEEE-695 Options dialog

From available compiler vendors, select the one that generated the download file
and whether missing debug info should be loaded from the public section.
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OMF-51 Options Dialog

OMF-51 Options |

[Generator
™ Keil C51

@ ELME1 T Lonvert source fineg
" Raisonance

Ok I Cancel

OMF-51 Options dialog

From available compiler vendors, select the one that generated the download file
and, in case of PLM 51, whether source lines should be converted.

UBROF Options Dialog

UBROF Dptions ]|

— Generator

. éa.f.t.nnls |

™ HiTech Cancel

— £180 Bank Addreszes ——
[ Convert to physical

UBROF Options dialog

From available compiler vendors, select the one that generated the download
file.

Convert to physical

When using Z180 Bank Addresses, the compiler can in some cases generate
addresses, which should not be converted to physical addresses. Uncheck this
option in this case.
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ELF/DWARF Options Dialog

ELF/DWARF Options |

Load ELF Symbolz

T -
Load Code from c |
I Program Header / Virtual j &l

[ Load zeroed segments
[v Load debug zection
[ Reverse bit fields arder
[ Dump ELF header

ELF/DWARF Options dialog

In this dialog you can select which ELF symbols are to be loaded, whether
zeroed segments should be loaded or not and whether debug information is
loaded.

The bit field order can be reversed for different endian applications.

The code can be loaded from the Program Header using Physical or Virtual
addresses or from sections. The default option is Program Header / Physical,
other options should be used if this option fails.

If required, the ELF header can be dumped.

Verify Download

The 'Verify Download' command performs a verification of code that was
downloaded.

Download Yerify |

Reszults

Yerifying 08h bytes from 00k
Yerifying 00 7Fh bytes from Q00BH
Werfy OF.

The Download Verify dialog

The verification process reads all the memory ranges that were written in the
download process and compares the contents read with the code that was
actually downloaded.

You can instruct winIDEA to perform an automatic download verify after every
download (see "Download Options" on page 101).
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Load Map

The 'Load Map...' command opens a dialog showing locations where code has
been loaded during the last download.

Load Map |
 FFFFF

Block zize

-
[ Wat mapped -
B Target
Bl Erulatar
B Loaded target
[]Loaded emul
B Enor -
[ tixed
B tixed Emor

0.0000

Address [0.1000 |cooe El

Walue | E4 FD FC A0 e e |
T atal bytes lnaded |E3Ei

Load Map dialog

By clicking on the map, the view zooms into selected area.
Locations indicated as errors indicate either:
e overlapping of download code, or

¢ loading into non mapped areas

Note: the load map opens automatically after download, if errors are detected.
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Debug Information

Although you can debug target programs without any debug information, such
debugging is reduced to setting breakpoints, running in the disassembly window
and inspecting memory in memory windows.

To take full advantage of winIDEA's debugging capabilities, make sure that your
compiler and linker include debug information in the output file.

Two additional symbol manipulation features are implemented to facilitate high
level and symbolic debugging:

Symbol name prefix handling

Some compilers change (decorate) names of global symbols (variables, functions
and code labels) by adding a prefix to the symbol name (most often an
underscore).

This 'feature' confuses the user and defeats some of winIDEA's debugging
features (like "Watch Tips" on page 45). Therefore a symbol 'de-prefix' feature
has been implemented to remove such decoration. See "Symbols" on page 126
for more information.

Selective disabling of debug information

winIDEA allows selective debug information disabling for modules and
functions which you do not wish to debug (debugged code, interrupt routines,
etc.). See "Debugging" on page 127 for more information.
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Symbol Browser
Currently loaded symbols can be viewed in the Symbol Browser dialog (View
menu).

This dialog will also open upon browse request from a dialog, which supports
symbolic address entries. On these occasions you can click the Select button to
transfer the currently selected symbol to the dialog where the browse request was
initiated.

The dialog is resizable and its screen position is restored the next time it opens.

Bl Browsing Yariables [ ]

| File I zample j |v Usze File zuffiz on symbol names

I"-.farial:ules Functinnsl Eunstantsl T_I,Ipedefsl Typez | I'-.-1|:u:|ules| Code Lal:uelsl

SRMCOF il
ATDOCTLO
ATDOCTLA
ATDOCTLZ

ATDOCTLS
ATDOCTLY

ATDOCTLA

ATDODIEN

ATDODR

ATDODRO

ATDODRT

ATDODR2

ATDODR3

ATDODR4 |

Type: Address; Digplay:
|unsigneu:| char ATDOCTLG [Phyzical]010002C5 ;l O Gort by Address
b odule: ' Sort by Mame

|i|:u:-:|:||:u5'| Z = I Hex

Show | Cloze

Symbol Browser dialog

winIDEA maintains seven different lists of symbol classes (selectable on the top
of the symbol browser window). You can display each list by selecting the
appropriate symbol class selector button.

For every selected item, its address and type are displayed. Also, the module
where the item is defined, is specified.

If more download files are selected, the ‘File’ option becomes available and
allows selection of the download file the symbols of which you would like to
browse.

You can choose to display the selected list sorted by address or by name.

By pressing the ‘Show’ button the selected Function, Module or Code Label will
be shown in the aproppriate file. Do note that this function is not ment to be used
for watching a certain varialbe, for that the Watch window should be used.
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Variables
The Variables list holds global variables.

Bl Browsing Yariables [ ]

| File I zample j |v Usze File zuffiz on symbol names

‘u’ariablesl Funu:tiu:unsl Eunstantsl T_I,Ipedefsl Typez | I'-.-1|:u:|ules| Code Lal:uelsl

= _wectab il
-]

.l

- [2]

-3

- [4]

- [8]

- [8]

-7

.

-9 Ll
Type: Address; Digplay:

sshort ((1200)) (PHYSICALITTFFFI) =] [ Gort by ddhess
b odule: €% St biklame

|veu:tu:ur_s1 2u = I Hex

Show |

Symbol Browser dialog, browsing a variable

A global variable symbol associates name, address and type. By double clicking
a variable in the list, the selected variable can be browsed further.

The currently selected item’s address and type are displayed.
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Bl Browsing Functions [ x|

Functions

The Functions list holds C language functions.

| File I zample

‘u’ariablesl Funu:tiu:unsl Eunstantsl T_I,Ipedefsl Typez | I'-.-1|:u:|ules| Code Lal:uelsl

j |v Usze File zuffiz on symbol names

i Leaves

El Locals

[

El Frame pointers
o Ow1028 - Ow107F

E| Source lines
for [I = 0: : 1++]

iCoumbar++;
if [0473 == [0=FF % iCounter]]

[

Type : Address; Digplay:
lang main(] [Physical)00001028 =l [ 5oty ks
b odule: €% St biklame
mair =l | EEE

Show | Cloze

Symbol Browser dialog, browsing a function

A function symbol associates name, type, entry address, one or more exit point
addresses, a list of local variables, nested blocks with their local variables and a
list of source lines that the function is built of. By double clicking a function in
the list, the selected function is browsed further.

e The Leaves leaf displays all exit points from the function. Each selected
exit point's address is displayed.

e The Locals leaf displays all local variables of the function. A selected
local variable's address and type are displayed.

e The Source lines leaf displays all of a function's source lines for which
debug information is generated. A selected line's address and source are
displayed.

Constants
The Constants list displays all constants.

A constant associates a name and value.

Typedefs

The Typedefs list displays all typedef definitions. These include standard C type
names like 'int', 'float’, etc.
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Bl Browsing Typedefs [ ]

| File I zample j |v Usze File suffiz on symbol names
‘u’ariablesl Funu:tiu:unsl Eunstants” Typedefz | Tupes | I'-.-1|:u:|ules| Code Lal:uelsl

byte —
char

double

float

it

larg

long double

long long |-
lang long double

nibble

ghort

zighed

unzigned ;I

Type: Address: Dizplay:

|I:|it Mot Defined 2| | € Sortbysddress
£%) Sort byiklame

j T e

Shiow | Cloze

Symbol Browser dialog, browsing a typedef

For every selected item, its type is displayed. Since a type is not bound to a
target location, no address information is displayed.

In the above figure, a union of the following declaration is displayed:
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Modules

The Modules list displays all program modules for which debug information is
available. These will usually be modules generated from your C project files, as
well as library modules.

il Browsing Source lines

| File I zample j [v Use File suffiz on symbal names

Variablesl Funu:tiu:unsl Eunstantsl Typedefsl Types | Mu:u:lulesl Code Lal:uelsl

) iu:uunter++;

B}
9
11: for [ =10;; 1+4]
11: for [ =0; ; 1++]

13 iCounter++;
14 if (078 == [0«FF _iCounter]]

10: test();
Line; Address; Digplay:
|{ [Phyzical)00001000 2| | sddess
€% Sort byt ame
|N|:|t Defined = I Hex
Show | Cloze

Symbol Browser dialog, browsing a module

By double clicking on a module, a list of all its source lines, for which debug
information is available, is displayed. For every selected line its address and
source are displayed. By clicking the 'Show' button, the module is opened in the
browser and the selected line is displayed.
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Types

The Types list displays all structured types (struct, union, class) as well as

enums.
Bl Browsing Types [ x|
| File I zample j |v Usze File zuffiz on symbol names

‘u’ariablesl Funu:tiu:unsl Eunstantsl T_I,Ipedefsl Typez | I'-.-1|:u:|ules| Code Lal:uelsl

Type: Address; Digplay:
struct gate Mot Defined =l [ 5oty ks
b odule: €% St biklame
|:-:'-.fect|:|r = I Hex

Show | Cloze

Symbol Browser dialog, browsing a type

By double clicking on a type, the type can be browsed further.
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Code Labels

The Code Labels list displays all low level (assembler) symbols, which associate
only a name and target address.

Bl Browsing Code Labels [ x|

| File I zample j |v Usze File zuffiz on symbol names
‘u’ariablesl Funu:tiu:unsl Eunstantsl T_I,Ipedefsl Typez | todules ” Code Labels

| ewxdata -

__idesc__
___memorny
__shas
__adirect
__zgconst
__swdata
__wectah
_EHit
_iCnt
_Eunc
_tab

__Wangsum ll
Type: Address; Digplay:

I_e:-:te:-:t [FhyzicallJO0FED3E ;l O Gort by Address

b odule: ' Sort by Mame

|N ot Defined = I Hex

Show | Cloze

Symbol Browser dialog, browsing a module

For a selected code label, its address is displayed. A code label can not be
browsed further.

Specifying Addresses and Values

Breakpoint Location |

Addrezs... | I (] I
Walue Cancel |
& Decimal / Symbol

" Hexadecimal

Entering address for a breakpoint

Throughout winIDEA you will find yourself in situations where an address or
value must be specified. Usually a dialog looking like this will appear:

You can chose to enter values either in symbolic or hexadecimal form.

Software User's Guide winIDEA Debug Session ¢ 119



Decimal/Symbol

When this option is selected, you can click the button that opens the browser (in
the above figure the Address... button). You can also enter values manually
using C syntax.

If you wish to enter hexadecimal values, prefix them with '0x'.

Hexadecimal

For those of you who do not have ten fingers but rather Ah, you can select the
'Hexadecimal' option. You will not be able to use the browser, but you do not
need to prefix hex numbers with '0x' prefix.

winIDEA will memorize your preferred entry number base, so you do not need
to select the Value option the next time the dialog opens.

Quick browsing to functions

When browsing the editor, you can immediately jump to the definition of the
function you are looking at. When the cursor is positioned on the function name,
press the F12 shortcut (or the selected shortcut for BrowseGotoDefinition, if you
have changed the shortcuts), and another editor will pop up and position the
cursor to the location, at which this function is defined.

To return to the original location, press Ctrl+* on the numeric keypad (or the
shortcut defined for BrowsePopContext).
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Debug Options

In the Debug Options dialog you can control some finer operational settings of
the debug system.

Memory Access

In the Memory Access page you can specify how winIDEA is permitted to
access target memory.

Debug Options |
Higtany | Swrnbolz I Debugging I Directories
Memary Access I kemory Regions I |lpdate I Azzume

— "When CPL iz running
¥ Alow realtime memory access
[ Allow monitor access [interupts CPU execution]

— Cache memory read accesses
Ewncept Address Size

I.-’-'-.II, except j g

¥ Don't cache SFRs

] I Cancel 1] | Help |

Debug Options dialog, Memory Access page

When CPU is running

You can allow winIDEA to access memory of the debugged system even when it
is running.

e Allow real-time access - when checked winIDEA will use real-time
access for reading and writing. This access is not available for internal
CPU memory.

Reading or writing a byte using this method will stall the CPU for one
CPU cycle only.

e Allow monitor access - when checked winIDEA is permitted to use
monitor access. Monitor access stops the CPU, performs memory
access and sets the CPU running. Since this can take several hundred
milliseconds (depending on the speed of the PC and CPU), use this
option only if the CPU can be interrupted for such intervals.
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Cache memory read accesses

Memory read accesses can be cached. This can greatly improve IDE
performance. A memory that is read will not be read again until a write access is
performed or program execution point is advanced. Care must be taken to
exclude memory regions which can be corrupted with read access (some SFRs
on some CPUs).

e None - no caching is performed (default)

e None, except - no caching except in the regions specified in the Except
list

e All, except - all memory accesses are cached, except for regions in the
Except list

e All - all memory accesses are cached

Multiple regions can be defined in the exception dialog.

Don’t cache SFRs

If this option is selected, the SFRs will not be cached.

Entering memory areas

Range |

Area  |CODE =l

Address [FOO0 HEx
End  |FFFF HEX
Size 1000 HEX,

ak I Cancel

Memory area definiton

Specify the Address, the memory area and the size of the memory area to
include/exclude.

Memory Regions

This dialog allows specification of memory regions to which memory access
should be restricted.
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Debug Options |

Histomy I Symbolz | Debugging I Directones
bemaom Access Memory Regions | |lpdate I Agzume

Area Addrezs Size Froperty

ZDATA 0004 - 0004

K, I Cancel Spply Help

Memory regions configuration

An individual region entry specifies the memory space, starting address and end
address/region size. The region can have restricted read or write access. If read
and write access must be restricted, define two regions with equal placement,
one with blocked read and the other with blocked write access.

Range |
Area  |CODE |
Address [15 HE
Erd |24 HEX
Size |10 HE
Broperty IEII:n:k wiite access j

Cancel |

Range specification

This feature can be used to specify the location of FLASH memory, which can
fail if write access is attempted to it (attemting to set a software breakpoint).
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Update

winlDEA can periodically update information on the desktop.

Debug Options x| |

Hiztary I Symbaols I Debugaing I Directaries | BackTrace
Memaom Access I Memory Regions Update | Azzume
Realtime &ccess—— [ Monitor Access
[v Update when ILInning | Update when running
[ Update when stopped [~ Update when stopped

[~ Update on conditional breakpaint

lpdate Period: IEI.EIE FEC |lpdate Period: |1 IEC

— Update Target

[v ‘watches || Registers v 05
[ Memore v SFFRis

] I Cancel 1] Help

Debug Options dialog, Update page

Real-time Access

On emulators with real-time access capabilities, watch expressions on real-time
panes of the Watch window can be updated periodically in real-time.

You can instruct winIDEA to update these expressions when the CPU is running
and when the CPU is stopped.

Update Period

determines the time interval in which winIDEA updates real-time watches.
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Monitor Access

Accessing memory using debug monitor gives you access to all memory
available to the CPU, the CPU must however be stopped for this purpose.

You can instruct winIDEA to update all configured update targets when
e The CPU is running,
e when the CPU is stopped

e when a conditional breakpoint's condition is evaluated to zero.

Note: when CPU stops, all debug windows are refreshed automatically. ‘Update
when stopped’ should only be used if background interrupts are serviced,
otherwise this option only degrades performance.

Update Period

determines the time interval at which the selected update targets are updated.

Update Target
defines the desktop information that is to be updated. This can be:
e cxpressions in the watch window
e currently open memory windows
o the register pane of the disassembly window
o the SFR window's expanded registers

e  operating system window
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Symbols

The 'Symbols' page of the Debug Options dialog allows you to manipulate
symbolic information loaded from download files.

Debug Options |
Memaomn Access | Memory Regions I |lpdate I Azzume
Higtory Symbols | Diebugging I Directories I BackTrace
— Remove spmbol prefis- Optionz
Frefix I_ [v¥ Load symbols when opening workspace
™ Functions [v Display markers only in the last line
u all:ul:ual i ariables [ Scope sensitive browser symbol selection
I— Eal:uels [ Display memary area in pointer prototypes

I Local Variables [ Dereference char® automatically

Inteqger display IHe:-:au:Ieu:imaI j
Character dizplay I,&.SEII (Int) vI [v ANSI Farmat
Binary display  |11111111 00000000 =l

Change aradients |1_
] I Cancel | 1] | Help |

Debug Options dialog, Symbols page

Remove Symbol Prefix

Some compilers prepend underscores (or similar characters) to global symbols
which usually get in the way during a debug session.

You can instruct winIDEA to remove such prefixes from functions, global and
local variables and code labels.

The global variable marker in winIDEA is #. This means that if you have a
global variable called VAR, but are currently in function which also defines a
variable named VAR and you type "VAR' in the watch window, winIDEA will
display the local variable as its visibility obscurs the global symbol. If you wish
to see the global symbol too, then type in #VAR.

Load Symbols When Opening Workspace

This option instructs winIDEA to save symbols when closing workspace and
load them again when the same workspace opens. This way you have symbolic
information available before program download is performed.

Display Markers Only In the Last Line

If this option is selected, the markers in the editor window are displayed only in
the last line, where the code is generated. With this option, the confusion of
markers in lines where no actual code is generated is no longer possible.

Scope Sensitive Browser Symbol Selection

If this option is checked, the symbols in the browser are scope sensitive, i.e.
when a static symbol is selected to be watched, it has a prefix, specifying in
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which function it is defined. If this option is unchecked, the user will be unable
to browse static symbols outside the function, procedure or file, in which they
are defined.

Display memory area in pointer prototypes

If checked, the memory area the pointer points to is displayed in the pointer
prototype.

Dereference char* automatically

Normally, the char* is automatically dereferenced (i.e. the string pointed to is
shown). In some cases this can lead to exceptions if the pointer address is not
valid and debugging is no longer possible. If this is the case, automatic
dereferencing can be turned off with this option.

Integer Type Display

Defines preferential number base system for displaying integer values.

‘char’' Type Display
Defines how values of types 'char' and 'unsigned char' are displayed.
e ASCII displays the value as a character

e  ANSI format defines whether non-pritable characters will be shown
as ANSI characters

e Integer displays the value as a number

e Both displays value in both representations

Debugging

The debugging page allows source debug information manipulation. You can
enter functions and modules in which high level debugging is disabled. This way
you can prevent the source debugger from stepping into interrupt routines or
debugged code.
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Debug Options |

temon Acceszs I kemomy Regionz I |lpdate I Azzume
Histary I Symbolz D'ebugging | Directories I BackTrace
[ Source debugging dizabled in: ~ Dizable intermupts during

[v Step [v Fun until returm
[v Stepover || Fun unti

— Optionz
v Resemve one breakpoint
for high level debugging

Digzable breakpoints befare download
Hew... Hemave | INDne [default j

I:::unfigureu:l teral addreszes

Al

] 4 I Cancel Sppli Help

Debug Options, Debugging page

Note: functions are indicated with parentheses so you can distinguish them from
a module with the same name.

Disable interrupts during

Checking an option disables interrupts during checked high-level step
operations.

Options

Reserve one breakpoint for high level debugging

By default, one breakpoint is reserved for high-level debugging. If software
breakpoint functionallity is not needed, the breakpoint can be released for the
user program to use. If this is the case, uncheck the 'Reserve one breakpoint for
high level debugging' option.

Disable breakpoints before download

When the option ‘Configured on literal addresses’ is selected, the software
disables breakpoints configured on literal addresses before download.
Breakpoint set in the disassembly window is understood under the term
breakpoint set on a literal addresses. Breakpoints set in the source window are
set on line symbols and thus they don’t represent any problems when re-linking
the project. When a breakpoint is set on an instruction in the disassembly
window, it’s set on a first byte of the CPU instruction. After re-linking the
project, the same instruction may be reallocated and the breakpoint is no longer
set on a first byte. The option prevents setting a breakpoint on an address not
aligned with the CPU instruction.

Also, all breakpoints can be disabled using the ‘All” option. Use this option if the
target system is not ready for setting breakpoints after initialization. For example
— the chip selects for program code point to default FLASH memory, whereas
the debug session runs from RAM. Since FLASH memory device can get
‘confused’ if the debugger tries to write to it (by attempting to set software
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breakpoints), this option can be used to prevent this from happening. Once the
chip selects have been configured, just click ‘Enable all’ in the Breakpoints
dialog.

If no breakpoints are to be disabled (in normal debugging operation), this option
is to be set to ‘None (default)’.

Assume

The 'Assume' page allows specification of values of register which remain
constant in course of program execution.

This feature is necessary for compilers that access global variables with a
relative addressing mode to a certain CPU register (typically the AS on 68k
CPUs). To access a certain variable the register value must be known to establish
the address of the variable. If the CPU is running, it must be stopped to read out
the register unless the value of the register is specified in this dialog.

If the value of a certain register is required but can not be accessed (CPU
running, halted etc.), its assumed value is used.

Debug Options x| |

Hiztary I Symbaols I Debugaing I Directaries I BackTrace |
Memaom Access I Memory Regions I |lpdate Agsume

— Register Values

[ Azzume when stopped

Walue: II:IEIEIEIEIEIEIEI HE:x

Set Current W alue

[w Assume non self moditving code [cache read acceszes to program regions)

Cancel 1] Help

Debug Options, Assume page

In the above figure the value 100000h is configured to be assumed for register
AS. This value will be used if the register can not be accessed due to CPU's state.

Assume non self modifying code (cache read accesses to program
regions)

If this option is checked, read accesses to program regions are cached.

Directories

In the 'Directories' page of the Debug Options dialog, you can configure
alternative search directories for project files and download files search
directories. You will want to use this feature if you are using an external make
utility, and don't wish to specify project files in the 'Project files' dialog.
Download files search direcotries are usualy specified when running in OS Run
mode debug mode.
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Debug Options |

temon Acceszs I kemomy Regionz | |Ipdate I Azzume
Histary I Symbolz I Debugging Directories | BackTrace
I.-’-'-.Iternate project files search directonies j

r Search zubdirectonies

v LConvert zource file paths

I'\u:_l,lgdrive"-.u:l'\m:l:'x;'xu:ygdrive'xe"-;e:'x

Source file priority IF'ath fram project file lizt j

o pro ile izt
om download file
Clase | aneel sl Help

Debug Options, Directories page
After program download, winIDEA will attempt to locate sources for modules
reported in the download file.

o first it will try to match the module name to a project file listed in the
project list. If no match is found then the module name remains
unchanged.

e if no source file exists in the established directory, winIDEA will scan
all listed directories (in order of specification) for an occurrence of this
file.

e ifno match is found for the module, no source debugging is available
for it.

If the ‘Search subdirectories’ option is checked, winIDEA will also search
subdirectories of the specified directories.

If the ‘Convert source file paths’ option is checked, winIDEA automatically
converts paths defined. The conversion is defined in the format <original path
specified in the download file>=<path as seen from the current workstation>

Multiple path conversion paths can be specified and separated by a comma (,) or
semicolon (;).

Example:

The statement d:\cygwin\demo=e:\demo
converts paths From: d:\cygwin\demo To: e:\demo.
This converts the paths starting with 'd:\cygwin\demo' to 'e:\demo":

'd:\cygwin\demo\main.c' -> 'e:\demo\main.c'

Source file priority

The option defines which source files take priority — from the path of the project
file list or the download file path.
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History

In the history page of the Debug Options dialog, you can configure the type of
information that is stored in a history file every time the CPU stops.

Debug Options |
Memam Access I Memory Regions I |lpdate I Azzume
Histary | Symbols I Diebugging I Directories I BackTrace

Higtary File — Recorded infarmation
[w Time and status
[w Begisters
[v Source
Ihistu:ur_l,l.t:-:t _| v wWatches
[ Local variables
[ Memomy
[ Special Function Registers
™| Trace

Cloze I [Earzel 1] Help

Debug Options, Directories page

History File
Specifies the path to the history file.

Record
when checked, the history file is recorded.

Clear history on reset

when checked, the history file is cleared when the CPU is reset. When cleared,
history entries are appended to the existing file’s contents.

Recorded Information

specifies what information should be written to the history file.
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MMU Options

The MMU Page allows configuration of virtual/physical address display.
Display of physical addresses can be enabled individually for addresses and

register values.

Virtual display is the default as it reflects the address seen by the CPU core.
Physical address indicates a value seen after MMU translation to external
devices, like memory etc.

Debug Options E |

kMemon Access I kMemon Regions I pdate I Azzume I Hiztary
Symbaols kALl | Debugging I Directories

— Yirtual / Phyzical Display

¥ Fegister VYalues

— Dizplay
& irtual

" Physical

© Wirtual ; Physical

(] I Cancel i Help

Debug options, MMU page

BackTrace options

The Backtrace reconstructs the trace of the emulated program. A complete
reconstruction is a very time consuming process therefore always a compromise
between speed and quality of reconstruction is used. The user can decide the
ratio between quality of reconstruction and speed of reconstruction in three steps.

Debug Options E3 |

kemony Access | kemary Regions | Jpdate | Azsume |
History I Symbaols I Debugging I Directaries BackTrace

Reconstruction

Cluality Speed

I
-

Cloze I [Eance] 1] Help

Debug options, BackTrace page
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Operating System Support

winIDEA provides limited support for debugging operating systems. Most
commonly it will show state of operating system kernel objects.

Operating System Selection

In the Operating System page, the operating system that is used in the
application should be specified.

Operating system |

Operating Syztem |

|ORTI [DSEK.CMX)

Hardware T azk debugging
™| Enatled [stepping, breakpoints. ...
™| nalyzer functions (race, profien, ...

Debugged T ask I j
()4 | Cancel | Spply Help
Operating System page

Operating system
Specifies the type of the system used.

e None No OS awareness (default)

e <name> OS specified in the list
e Custom OS awareness by custom configuration
Setup

Configures the selected OS.
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Task debugging
The emulator provides hardware capabilities for task debugging. To enable it:
e  Check the Enabled option in the Debug/Operating System dialog
Operating system |

Operating Syztem |

[ORTI (D5EK.CH) = setwp. |

Hardware T azk debugaging
[V Enabled [stepping, breakpointz, ...]
[ Analyzer functions [trace, profiler, ...

Debugged Task |TA5KEDN5 =]

K, I Cancel | Spply Help

e Select the task to be debugged.

e Ifyou wish to perform task specific Trace operations, check the Trace
functions option

Now, only breakpoints that occur in the context of task TASKCONS stop
execution.

Note: this function is hardware dependend. For more information, please consult
the Hardware User's Guide.

Note: For OS profiling the ‘Trace Functions’ option should be disabled.
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Custom

Allows customized configuration of an operating system.

05 Setup
kultitazking |

T Uispateh Houtine
Ert

o

T

— Tazk Switch |dentification
Addrezs

| 01000 o

— Size

=]

2k, I Cancel Spply

Operating system, Custom operating system setup

Task switching is supported using a custom operating system. For this
application, the information where the operating system stores the ID of the
current task must be specified under ‘Task Switch Identification Address’.

For more information see “Specifying Addresses and Values” on page 119.

Also the size of the ID must be specified under ‘Size’.
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OSEK Operating System Support

This section describes the implementation of the OSEK operating system in
winIDEA.

It assumes that:
e  Hardware is configured properly,

e An OSEK builder was used to generate the application, with debug
support for at least RUNNINGTASK indication.

e The OSEK and user sources have been compiled and linked to an
executable,

e The executable is listed in the Debug/Files for download dialog
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Configuration

In the Debug/Operating system dialog, select the OSEK option and click the
Setup... button to configure OSEK options.

05 Setup |
ORTI [DSEK CHx) |
ORTI file

Isample. ort

Prafile these 05 ohjects

[w]Tasks [RUMMINGTASE)
[|Current zervice [SERWICETRACE)
[1Services [CURREMTSERWICE)
[1ISAs [RUMMINGISR]

= e

k. I Cancel e 1] Help

OS Setup, OSEK page

ORTI file

In the ORTI file field specify the path to the ORTI file generated by the OSEK
builder.

e Click OK in both dialogs to confirm configuration

e  Perform Debug/Download

Note: winIDEA supports ORTI 0.9 through 2.1.
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Profile these OS objects

Select the OS objects to profile. Objects can be added, removed or modified,
enabled or disabled.

OS Objects
The OS objects can be added, removed or edited.

05 Object |
D escription
ITasks oK I
Definition Cancel |

RUMMINGTASE] j

The 'Definition’ must match an
abject definition in the ORTI file.

OS Objects dialog

Description
Enter the description of the OS object.

Definition

The objects, defined with the TOTRACE attribute in the ORTI file will be
shown here. They can be selected as OS objects, that should be profiled.
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Viewing OSEK objects
OSEK objects are displayed in the OS window
e Select the View/Operating System menu item

e The top item in the OS window displays the operating system (OSEK),
value displays the version as reported in the ORTI file.

] inIDEA - sample - [E:%PROY0OSEKZ sample.c] - |EI|5|

File Edit W%ew Projectk Hardware Debug Tools  window  Help - |5’ |5|
fpragmna CODE SEG « x|
#endif * defin._l Hame | Value =
fif definedi0SCo E"'DSEK Mlatorola ORTL 1 0_20 = LI
#pragma section E"m af
fendif o+ defim =-os

#endif o= defin E]"'FE!JNNINGTASK "Running Tazk [dentification”

MO_TASE 0
<#SEE_TASKE TASK TASKSMD 1
TASE( TASKCONS ) TaskRCY 2
i eTASKPROD 2
StatusType =tat- CTASKOOME 4
REEEHRT - JkselEl [+ CURREMTSERVICE 0% Services Watch' |
[+ STACK
?D [+ TASK
_I [+ ozl os
= =tatus = Rec [+~ TASKSRD TASK
if [ =tatus= [+~ TASKRCY TASK
if ( M=agBT [+~ TaskPROD TASK
4] | b [+ TASKCOMS TAZK -

Ready [Ln 358, Col1 [OWR

IMPLEMENTATION

The item IMPLEMENTATION is special as it defines the layout of other
display OSEK objects. In the figure above, it defines layout of OS, STACK and
TASK objects.

The OS object layout (expanded) defines two members: RUNNINGTASK and
CURRENTSERVICE. Every member has a description identifying its
meaning, displayed in the Value column.

When an OS object member is expanded, it shows valid values (if applicable) for
this member to assume. In the above figure, the RUNNINGTASK can assume
values 0 through 4. When value 0 is contained, NO_TASK task is executing,
value 1 refers to TASKSND etc.

Note: the IMPLEMENTATION

Objects

There can be one or more objects of a type defined in the
IMPLEMENTATION part. In this example, one OS type object, 5 TASK and 9
STACK objects exist.

When an OS object is expanded it will shown current values for its members.
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F'_, winIDEA - sample - [E:\PROYOSEKZ sample.c] o
File Edit Wew Project Hardware Debug Tools  Window  Help _|5’|5|

#pragma CODE_SEG & x
joragps OPE 2l [Name | Value =
#if defined{0SC0 [=]~OsEK Motorala_ORTL_ 1 0_20 = Iy
fendif % defim [?]"'0:51 0s
#endif % defim I PTG T ASE TASKCOMS

i CURREMTSERWICE MO_SERVICE
~#SEE TASI TASIO [ T &Sk SRIn Tack
TASK( TASKCONS [JRTToiie
1

StatusType =tz Generall
MSGCEBTYFE _ H=gE

Mame: [RUNMINGTASE.
do
I Walue: | TASKCONS

=+ statu=s = Re Tope: [UIMTE

1f tatus
* i1l_:: ? aH;E Location: IDSDrtiHunningTaskld

<] | [

Ready

Dezcription: |"Running Tazk |dentification”

In the above figure, the os1 object (of type OS), shows current values for
RUNNINGTASK and CURRENTSERVICE. winlDEA reads out its values
and maps them to the defintion table
(IMPLEMENTATION/OS/RUNNINGTASK,
IMPLEMENTATION/OS/CURRENTSERVICE).

r'_, winIDEA - sample - [E:PROYOSEK2  sample.c] O] =]
File Edit YWew Project Hardware Debug Tools indow  Help ;[ilil
TASK( TASKCO! || Mame " Value =
i - =l
StatusType = = ost 03 <] i
MSGETYEPE _ M: - RUMMINGTASK * RUNMINGT ASK(T] " =
“ CURREMTSERYICE NO_SERYICE =
do =1~ TASKSND TASK [
{ | o FRIORITY 1
o STATE SUSFEMDED
L $Eat;uﬂl = & o BTACK Can ot evaluate
P I I r [+ TASKRCY TASK -
Ready [Ln358 Col1 [0WF
There are two situations where a value of an OS object member can not be
displayed.

e If the member contains value that can not be found in the definition
table (which should only occur before OS initialization starts). See
RUNNINGTASK in below figure.

e If'the expression, by which the value is calculated can not be evaluated.
In the bellow figure the STACK of TASKSND task is not allocated as
the task is suspended.
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OSE Operating System Support

winlDEA realizes OSE Freeze mode kernel awareness by interfacing a Kernel
Awareness Package (KAP) provided by OSE. Besides making use of the KAP
itself, winIDEA exposes the KAP interface to external applications, like OSE
IIluminator, via TCP/IP. Such external clients must connect to the PC that runs
winIDEA instead of specifying the targets IP address.

winIDEA provides memory and register access functions to the KAP, through
which the kernel objects are accessed.

For Freeze Mode debugging, a Freeze Mode Debugger (emulator) and winIDEA
OSE Freeze Mode license is required for this operation.

For Run Mode debugging, the winIDEA OSE Run Mode license is required,
which also includes the Freeze Mode license.

Freeze Mode Configuration
First, OSE Delta must be configured in the Operating System dialog.
Operating system |

O perating Syztem |

II:ISE Syztems O5E Delta j Setup... |

Hlardware llask debugaitg
¥ | Enatied (stepping, breakpminte, .|
T} Enalieen functots (race, praflen .|

DietuggedTiash | TASKEONS ¥

Cancel | e 1] Help

OSE Delta Operating system configuration

Next, press the 'Setup...' button.

In the Communication page select the KAP option. This instructs win[DEA to
load the KAP and retrieve kernel object information through it.
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OSE Communication configuration

In the OSE page specify the ports through which the KAP is exposed to external
clients.

OSE KAP configuration
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Broadcast port

Broadcast port specifies the UDP port on which winIDEA will send out
broadcast indicating its availability. Broadcasts are sent out periodically every
30 seconds.

Server port

Server port specifies the TCP port on which winIDEA accepts connections from
external clients. Any client connecting to winIDEA must specify this port along
with machines IP address.

Note: machine IP address and Server port are a part of the Broadcast. The
[lluminator is able to decode the broadcast and resolve both the IP address and
the TCP port. The default [lluminator broadcast port is 50000.

Register saving

If enabled, OSE will preserve contents of all registers for a switched-out
processes. This ensures higher quality of restored process context.

Run Mode Configuration
First, OSE Delta must be configured in the Operating System dialog.
Operating system |

Operating System |

IEISE Systemsz OSE Deka j Setup... |

Hardware llask debugaitg
¥| Enatled|[stenping, breakpaiits. .|
T fnalveer functions (ace, prafien .|

DietngaedTissh | TASKEONS ¥

Cancel | 1] Help

OSE Delta Operating system configuration

Next, press the 'Setup...' button.

In the Communication page select the TCP/IP option. This specifies winIDEA
the TCP/IP port of the target.
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05 Setup |

Communication | OsE I

Channel ITEF‘HIF‘ TI

— Serial port
Pot IEDM'I "I Baud Rate IEIE'-EIEI vI

— Flow Contral ————{  Diata Bits IE 'I

= DTR/DER Farity INDne vI

¥ EE/ETE _

|l e Stop Bis |1 7
— TCRAP

Address [10.3.20.1 Part [1024
— DLL

Eath.. | I SEtip... |

k. I Cancel | Sl | Help |

OSE TCP/IP settings

Close the window and press ‘Connect’ on the Operating system toolbar.

Canneck s

Programs

Now, winIDEA is connected to the target. The OSE System Browser can be
started now. The OSE System Browser is a special operating mode of winIDEA.
It resembles the OSE Iluminator strongly, but is capable of opening individual
OSE Processes for debugging.
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.5 Browse - winIDEA -0 x|
File \iew Hardware Debug FLASH Tools ‘Window Help
=RTOS B| | o] x|
|2 %
Mame ¥alue =
EI--- Blocks
=1 main 0x10008
Ifi Info
Elf Froceszes
init_inet W' aitFeceive
main W aitFeceive
oze_crmd_prosy WaitReceive
oze_confm W aitReceive
oze_confm_/dbgoon W aitReceive
oze_confr_d/thy W aitReceive
oze_dbgserver FReady |-
[+ |55 ose_ethlink W aith eceive
[+ Sy ose_fss W aitR eceive
[+ Sy ose_heapd W aitR eceive
oze_heapd_cleanup WaitReceive
- Sy ase_inet W aitR eceive
(- Sy ose_inetm WaitReceive
oze_inetr W aitS emaphore
oze_inethim W' aitD elay
oze_login W altReceive
oze_nulldey Ready
Sy nze rto WaitReceive >

OSE System Browser
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Freeze Mode Debug Operation

Z FreezeKAP - winIDEA - [E:\DSE\MBX860_Mono' Freeze' srch TestProc - |EI|£|
File Edit Wiew Project Hardware Debug FLASH Tools  Window Help - |E|ﬂ
[EERREEsEE B[ e =
| 2[R EE® T 0G| O] Name [value » 2|
=559 Blocks =
053 PROCESS (TestProcessl) ﬂ EI% mhain Oyl O00E
[ Ifi Info
static const IIGEELECT o Ellfi Processes
[ 1n1? SRLULE : : irit_irnet W/ aitR eceive
union 3IIGHNAL *in =ig, *o EI_ -, \Waith eceive
: _I ----- 1D 0x10009
o ]| Block D 010008
L D N - Parert |D 010009
l_ in iy = receivefonly  ||: @ | | i User D wl]
[ R . b Type Priaritized
L . N o Priority 0x10
out sig = aJ_.ln:n:[31zeaf _____ Fast Semaphore A
== S | - Signal Buffers Owned 0
B \Wanted Signals
[ S . B Signal Queue 0
[ = ii‘jlz:' - Enwironment Y ariables
= S - Stack
[ 5_Lbaicdte [#-[F5y oze_cmd_proxy WaltReceive
} F:I ___ [mbd =] I"'I'H"iFm "..'..".:liﬂ:!nrni'..'n i u
[ al | | o
- o
4 | > Il
Ay (3 [0

RTOS window in winIDEA
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E*E’,%Srstem Browser ;|g|5|
File
MHame YaluelPid State Friarity
AP - winlDEACZT98@E: Connected =
18 osE 010001
=HIE@I main 010008
1201 Block Info
Iill Ervironment Wariahles
I rmain 0x10009 Receive 16
EHEN Stack Usage
EH =1 Ervironment Variables
EHEIN Signal Queue Empty [
EH =0 Wanted Signals Al signals ws
- IEs Type Prioritized
- 1[E Priority 16
1 State Receive
1B File Mot Available
-1 Signal buffars owned 0
- I[Es3 Fast Sernaphore -1
L3 User Id 00
eI ose_heapd %1 0008 Receive 10
GHE oze_rc 0x1000C Receive 3
G ose_tosv 01 0000 Receive 2
- . ' ~ ammm— —_ . 4 -

OSE System Browser window

KAP operation is initiated automatically after the CPU emulation is started.
winIDEA, Illuminator or other clients operate as usual.

In winIDEA, open the OS window and click the Connect button.

In the Illuminator System Browser, double click on the listed target.

Restoring process context

Process context can be restored by selecting the ‘Set Context’ command from
the OS window local menu, or by double-clicking on the process. This will show
execution point of the selected process, values of local variables and the call
stack.

Inspecting memory

For some kernel objects, like process stack range, memory can viewed by
selecting the ‘View memory’ from OS window local menu, or by dragging the
object into an existing memory window.
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% shell.elf:TestProcess1{0x1

File Miew Debug Tools  Window  Help

OSE Run Mode Debug Session

Run mode debug session is started by double clicking a process in the System
Browser.

0019) - winIDEA -10| x|

s 2B 0r ¢ B || B EE 0@

=3 Modules -
----- % board.c

----- % ern_hnd.c

----- % heapcon.c

----- infrk. o

----- 3 azemain.

----- % OFpPCOn.C

----- % autfrnt. o

----- % goceth.c

----- % smcuart. ¢

----- EI startinet.c

----- % startzhell. o

----- % TestProceszl.c
T}'FIES

@
-2 Functions
&

EEEE

B8 Cumbols

Glabals LI

|6 = lo |

Project Waorkspace

Mame Yalue

Contest: j

= 1Cntl | Unknown identifie

Mame | ¥alue Type

LB L= o [
I8 L= o[

o | v [ wateht {watch2 wR] < | ¢ ]

Watkch
Y ariables

| |\ Locals 4 &ulo  this ||ﬂ ﬂ

—
—_—

Feady

| a00000000 | OWR [ Ready

The newly launched winIDEA indicates the debugged process in the title bar:
<module name>:<process name> (<process I1D>)

In this case:

shell.elf:TestProcessl (0x10019)

Indicates that this instance of winIDEA is debugging TestProcess1 with process
ID 0x10019 in module shell.elf.

Debugging a Single Process

The status in the bottom right corner indicates the current OSE status of the
process. Light green color indicates regular operation i.e. no interference of a
debugger.

To debug a process, click the ‘Stop’ icon in the toolbar. The status will turn dark
green, and current execution point will be indicated.
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;% shell.eli:TestProcess1(0x10019) - winIDEA - [E:'PRO'0SEPIng’, O] =]
File Edit Yew Debug Tools ‘Window Help _|E|5|
(32 BEFHFE OE | |G FRESEEEEHE D @
=13 Modules M { ﬂ
..... % board. o al l_ in sig = receive(only start sig);
. % en hnd.c H 0 free buf{&in =sig):
% heapcon. =
..... % iRt c l_ out siy = allocisizeof(struct start sig), 3T
..... % OsEMain.c l_ gend(&out sig, TestProcessi | :
----- E] osppoon.c
..... = qutimt o [=» S+ I
5] sceathe [ if(a%1Z)
~|Z] smeuart.c [ av=i;
2] dtartinet.c M S_lCntlt++;
----- E] startzhel.c H
----- % TestProcess [ h
=-E3 Types
#-[_ Functions ﬁ
-2 Globals o extern PROCEZE TestProcessl ;
b _
#-[_ Constants S
% Struct start sig *hlabla;
.l 5_9 0Z PROCESS (TestProcessi) il
B8 Sumbols il KT B
x| x|
sl value o Contest: | woid TestProcess1(] j o
s_1Cntl 245729 Iy Iy
Mame ¥alue
@ @
a 1] =
in_=ig Ptr{O0z000000003 = HULL =
only_start_=ig (2.3.2) o
= out_=ig Ptr{O0xz00000000) = HULL _I"-é
m ~| 5
=
oo [owateht o] o] | (Lo L [ Locals 475000 5 this 7 el »[ |
Ready [ Ln36, Col14 [OVA

Use regular debug commands (Step, Step Over, set breakpoints etc.) to debug the
process.

To find/open source files used in the module quickly, expand the ‘Modules’
group in the workspace window. Similarly, expand the ‘Functions’ group to
quickly locate functions.

Debugging Multiple Processes

There is no limit on the number of concurrently debugged processes. To open
further processes for debugging, switch back to the System Browser and double
click the desired process.

In this example the TestProcess2 is exchanging signals with the TestProcess1.
To debug this inter-process communication:

e Open the TestProcess2 by double clicking it in the system Browser.

e Intercept the process by clicking the ‘Stop’ button.
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€3 shell.elf:-TestProcess2(0x10018) - winIDEA - [E:,PRO%DSEPing'She =10l x|
File Edit Mew Debug Tools Window Help - |E’|£|
deBEEBF0G OE |GF RCSERFEEHE L@
- Modules A a=1o01; :I
- Types =] while (1)
-] Functions ﬁ i
-] Globals et
-] Constants [ if(a%102)
0 av=z;
l_ Sig sendl = alloc(sizeof (struct start
ﬁ l_ Send(&5iy sendl, TestProcessl )
[m g
vy
g I: in sig = receiwve(only start sig): —I
= l_ free bufi&in sig);
B
]
[~ a == a 1fnt?_—» -
B8 Symbolz il _’I—I
= Variables B| ~| =] =|
Contest: I'w:uiu:l TestProcess2(] j
Mame | ¥alue Type
a -2 long =
in_: Ptr{0=00000000) = HULL union—
Honl: (2.3.2) un=ig .
1_| 3 |'\.‘ L_cucals.,:{.-’-'-.utn :}\ thiz ,r'H ”ﬂ ﬂ
Feady | LnE5, Calld | OVE

As shown in the source editor and by the status, the process is blocked
(WaitReceive status) on a call to ‘receive’. This is expected behavior since the
requested signal is generated by TestProcess1, which is currently intercepted and
in no position to send it.

e Set a breakpoint after this line (on the free buf call). You can do so
either by keyboard shortcut (F9), clicking the ‘Toggle breakpoint’
button or from local menu.

e Set the process to running — click the ‘Run’ button, press F5 or select
Debug/Run.
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€3 shell.elf:-TestProcess2(0x10018) - winIDEA - [E:\PRO%DSEPing' Shel =10l x|
File Edit Mew Debug Tools Window Help - |E’|£|
deBEABT0O | 0E |GF RPRESERFEEH L@
- Modules A a=1o01; :I
- Types =] while (1)
-] Functions ﬁ i
-] Globals et
-] Constants [ if(a%102)
0 av=z;
l_ Sig sendl = alloc(sizeof (struct start
ﬁ l_ Send(&5iy sendl, TestProcessl )
[m g
vy
g l_ in sig = receiwve(only start sig): —I
= - frEE_E:qu (&in sig);
B
]
[~ a == a 1fnt?_—» -
B8 Symbolz il _’I—I
= Variables B| ~| =] =|
Contest: I'w:uiu:l TestProcessz2[] j
Mame | ¥alue Type
a -2 long =
in_: Ptr(0=x00000000% = HULL unicn—
Honl: (2.3.2) un=ig .
1_| 3 |'\.‘ L_cucals.,:{.-’-'-.utn :}\ thiz ,r'H ”ﬂ ﬂ
Ready | Ln5,Cal10 [ 0vA [ Waieceive |

Status shows not intercepted (light green) but blocked (WaitReceive).
e Now switch to TestProcess1 and set it to running

e  Switch back to TestProcess2
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I"_1 shell.elf:TestProcess2{0x10018) - winIDEA - [E:"PRD%OSEPIng . She - |EI|5|
File Edit Mew Debug Tools Window Help - |E’|£|

|3 BEEBF0R 0E 2R FUOBEEEE L @

- Modules £l if(a%102) :I
-0 Types =T} | ar=i;
|:| Functions L] l_ Sig =sendl = alloc(sizeof (Struct STart
|:| Globalz =| l_ send(&siyg sendl, TestProcessl ]!
-] Constants
I_ in 2ig = receive (only sStart sig):
free buf(&in sig) ;
- _ _
b
E l_ = lonti--:
el o |
H [
B
| = -
o
B8 Symbolz il _’I—I
= Variables B| ~| =] =|
Contest: I'w:uiu:l TestProcess2(] j
Mame | ¥alue Type
a -2 long =
in_: Ptr(0x00135380) = Ptri{zzpool =tart[26057]) union—
Honl: (2.3.2) unsig .
1_| 3 |'\.‘ L_cucals.,:{.-’-'-.utn :}\ thiz ,r'H ”ﬂ ﬂ
Feady | LnB5 Col1 |OVR Feady

As the TestProcess1 was released, it sent a signal, which was received by the

TestProcess2.

TestProcess2 returned from the receive call (unblocked) and hit a breakpoint.
The status shows intercepted (dark green) but ready to run (Ready).

If you check back the TestProcessl1, the situation is reversed — it is now waiting
for a signal from TestProcess2.
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MC/OS-Il Operating System Support

winIDEA will provide listing of the operating system object in the Operating
System window (View/Operating System). The requirement is that pnC/OS-II is
built with the debug symbols switched on.

x|
|2 % &
Name I Value |
Eli Tasks =l
=-[Eh TasK_TESTZ 11
- [Ed O5TCBStat 0S_STAT_[MUTEX] - 0«10
[l O5TCEStPY Ox20400B28
- [B 05TCBStkSize (0=B0 [128)
[ 05TCEStkEottom 0x204009C8
- [B OSTCBE =Pt 0=0
[l O5TCROpt 0S_TASK_OPT_[STK_CHK |ST
- [Ed O5TCBId 0x2 (2]
- [E1 OSTCEDy 0 [0=0)
- [Ed O5TCBFendTO FaLSE
- [Ed O5TCEDeReg FaLSE
[l O5TCBCkSwChr 1[0<1)
- [E1 OSTCECyclesTat 0[0=0)
- [Ed 0STCBCyclesStart 0 [0w0)
- [E1 OSTCEStkUsed 0x0 [0
-6 Waiting For Event 2 Task[s] waiting for Mutex s_phdi
-[El Testt 10
-3 UCOS_IDLE B3
=35 ucos_staTisTic B2
EI-" Ewents
* % 3_phailbosT est I ailbo
% 3_ptutexTest 2 Task[s] waiting for Mutex
% 3 pOTest Queus
% SEM Sempahore
Event Flags
@ FLaG 0 T ask(s) waiting
I emony
z_phlem
¢ Imfrmation
wy
=
o
1
RTOS window in winlDEA

Integration is CPU independent.

By double clicking on the each task, winIDEA will set the current context to the
selected task. After preseting the context, winIDEA will use the register values
used before the selected task was preempted. Callers tree can also be shown in

the Callstack window.
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uCos - winIDEA - [D:\Src\Arm9\evbd1\ICE_GNU\Tasks.c] 10| |

Fie View Project Hardware Debug FLASH Tools Window Help - Iﬁllﬂ
|[e@px|fee AR FUCEREEBEE|DE EH| 5B A H
ucos.map | test.c | Tasksc | task_id.h | startice_as | 4P % Jg‘ 5, ﬁ
I_ 4 Dsgf?’a:gf;}s pFlag=sTest, 0x01 oS ";I Name I ol- = A
SFL n 1 it , Ox01, 05 FLI . -
1 - — : - EI--- Tazks =l
: =2, TASK_TESTZ 11
~[Ed O5STCEStat OS_STAT_[MUTEx) - O
void Task2 (void *pdata) Bl O5STCEStkPr O=20400B28
i - [E OSTCBStkSize (=80 [128) b
while (1} _| - [E OSTCBStkBattom (=204009C8
: ~[E OSTCBE =P (=0
[ OSMutexPend (2_pMutexTest, 0, 0): OSTCEOpt 05_TASK_OPT_[STK._C
//0SFlagPend (s pFlagsTest, 0x10, OS FLI gg;gg'&y g”[%ﬂ
}
3 - [E OSTCBPendTD FALSE
- [E OSTCBDelReq FALSE
N SCTenrLs.. . 1 fhAn b o
void CreateTasks (INIBU priority) 1| | 3 O
™ ix i =
[« | » 1l
= Variables 8|~ =] =

Contest: |vaoid Tazk2[vaid #)

=

Na void 05 _Sched()
ME | |.aid 0SMutexPend
pda % ask.Z[void ¥

*, unsigned short, unsigned char *]

| |\ Localz l/{.-‘-'«utor}x this / ”ﬂ ﬂ

Ready | LnE4. Col3a | OvA STOP

winIDEA with variables and RTOS window

A
[r s E
Name value | B
=L Teatt 10 =
[E UCOS_IDLE B3
[E5 UCOS_STATISTIC 62
[ Events
% s_phailboxTest Mailbox
O5EvertType 05_EVENT_TYPE_MBOX - 0l
[0 OSEventPtr 3_iTesthailbox [0x20400743)
=] 5 Tasks Waiting
-Mone
=- @ 5_phutexTest 2 Task(z) waiting for Mutes
OSEvertType 05_EVENT_TYPE_MUTEX - Ow:
[E3 Mutex Dwner Testl
- Tasks Waiting
Queue
05_EVENT_TYPE_Q - 02
12[0sC)
Queue Num Messages 2 [0x2)
B Queus Messages
iTestl 0 [0x204007B0]
[EX iTestl)1 [0x20400764)
-1 Tasks wWaiting
“-Nane
- % SEM Sempahore
= - Event Flags
- 0 Task(s) waiting
00
Mum: 0
-Mone
= - Memorny
a P s_pMem
(Bl O5MemAddr &_tem[0] (0x20400BCH)
OSMemBlkSize 0«10 [16)
[EX 05MemNElks 0x12[18) ]
=Bl 0SMemNFres 011 117) =
Lt Intermatinn hd =]
o
n

When possible, winIDEA will show symbols instead of plain numbers.
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The pC/OS-II integtration is enabled in the Debug/Operating system dialog box
Dperating system |

Operating System |

{nc/osA =] Setup... |

Hardware iask detwgaing —————
I™ | Enatled (stepping, breakpainte, .|
I™ | Enalvzer funchots Face, praflen .|

[Wetugaed Tiast I j

k. I Cancel | Ll Help

and by clicking ‘Connect’ in the Operating System window toolbar.

| 2%

—Connect
fComec]

1= JF

Ewventz

— A s
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MC/OS-Il settings

All file settings are optional. However the user is welcome to use them in order
to improve readability of the Operating System window.

05 Setup |
Communication  RCAO5H] |
Tazk 10 header file

|task_idh
15 objects header file

Ievents. h

05_CFG.H header file

T ask stack frame information file

5l (21 & [

Istack_arm.def

¥ Automatic refresh

Cancel | Sppl Help

Task ID header file

The task can be named in pC/OS-II in several ways. Naming is dependent on
pC/OS-II version and on the setting in os_cfg.h. If

OS_TASK CREATE EXT EN isnotenabled and OS TASK NAME SIZE is
less than 1 then the only information about the task is its priority. This is also the
case when the task is created with OSTaskCreate.

If the tasks are created with 0STaskCreateExt, then the id parameter can be
used to identify this task. For example if the content of the Task ID header file is

#ifndef  task id h
#define  task id h

#define TASK TEST1 1
#define TASK_TESTZ 2
#endif

then the task will be shown as TASK_TEST1 when created with
OSTaskCreateExt and id parameter set to 1.

When OSTaskNameSet is used, then winIDEA will use this name. Note that
only numbers in #define can be used.

OS objects header file

The same name problem occurs with other OS objects. If OsxxxNameSet
functions are not used, then there is no way to name the OS object with a frendly
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name. You can however enumerate all the global pointers in this file, so that they
will hold the address of the objects. For example when creating the sempahore

OS_EVENT *s pSemaphoreTest=0SSemCreate (5);

pSemaphoreTest will hold address of the created object. If the content of the

header file is

#define s pMutexTest MY MUTEX

#define s pSemaphoreTest MY SEMAPHORE
then this semaphore event will be named MY SEMAPHORE.

winIDEA will use this names for all OS_ EVENT, OS FLAG_GRP and
OS_MEM types.

You can also reuse this file in your source code. The usage of the same value for
the define statement as its name is suggested:

#define s pMutexTest s pMutexTest

This way the name of the variable will be the same as the object shown in the
Operating System window.

OS_CFG.h header file

If left empty winIDEA will try to find it in the workspace folder. It is used
internally for parsing of some pC/OS-II configuration settings.

Task stack frame information file

pnC/OS-II operating system is practically completely CPU independent. One of
the things that is CPU specific is the task stack frame when the context is
switched. This information is used by winIDEA when preseting the context to
the selected task. It is defined in OSTaskStkInit inos cpu c.c.
winIDEA already supports a number of CPUs internally. However, when the
user changes OSTaskStkInit, the set context function can also be used by
defining this file.

For example if OSTaskStkInit is

0S_STK *stk;

opt

stk

* (stk)

* (--stk)
* (--stk)
* (--stk)
* (--stk)
* (--stk)
* (--stk)
* (--stk)
* (--stk)
* (--stk)
* (--stk)
* (--stk)
* (--stk)
* (--stk)
* (--stk)

opt;

ptos; // Load stack pointer
(0S_STK) task; // Entry Point
(INT32U) 0; // LR
(INT32U)0; // R12
(INT32U)0; // R11
(INT32U)0; // R10
(INT32U) 0; // R9
(INT32U)0; // R8
(INT32U)0; // R7
(INT32U) 0; // R6
(INT32U)0; // R5
(INT32U)0; // R4
(INT32U)0; // R3
(INT32U) 0; // R2
(INT32U)0; // R1
(INT32U) pdata; // RO
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*(--stk) =
*(--stk) =
return

((OS_STK *)stk);

(INT32U) SVC_MODE;

(INT32U) SVC_ MODE;

// CPSR

// SPSR

Then the content of the Task stack frame information file should be

#define REG_SIZE 4

#define

#define
#define
#define
#define
#define
#define
#define
#define
#define
#define
#define
#define
#define
#define
#define
#define

STACK _PTR R13

R13
SPSR
CPSR
RO
R1
R2
R3
R4
R5
R6
R7
R8
R9
R1
R11
R12

68
0

4

8

12
16
20
24
28
32
36
40
44
48
52
56

// sp not saved

#define

#define

R14

R15

60
64

REG_SIZE is the default size for all regsiters. STACK_PTR is the name of the
stack pointer. All other #define statements define the offset of the individual
register from the stack pointer of individual task saved in OSTCBStkPtr
member of the OS_ TCB. All names used must be the same as used in winIDEA

disassembly window.

Automatic refresh

When winIDEA and the pC/OS-II Operating System are connected and this
setting is enabled, the Operating System window will be refreshed automatically
when needed (memory changed, CPU stopped). If the setting of this option
decreases performance, then uncheck this option and use the ‘Refresh’ button in

the Operating System toolbar.
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Breakpoints

Besides reading and writing memory, debugging is all about breakpoints.

A breakpoint is a way to stop the CPU. There are various kinds of breakpoints
available:

o Implicit execution breakpoints are transparent to users, but used
heavily for step, step over, run until and run until return operations.

o Execution breakpoints are used to break CPU execution before it
executes the instruction on the breakpoint address. These can be either
hardware execution breakpoints or software execution breakpoints.

o Hardware specific breakpoints depend on the capabilities of the
attached debugger. Refer to debugger manual for more information.

When a breakpoint is hit, the CPU is stopped and winIDEA updates its windows
to reflect the new situation.

Execution Breakpoints

Execution breakpoints act when the CPU attempts to execute the instruction at
the breakpoint location.

5 Sample - winIDEA = Ol =]
Eile Wiew Project Hardware Debug Tools Window Help
- - - =|
" Addr... | Data Disassembly |Reglsters |E|
agga 8z2e692z LJHP |69z - P 89 vl
2 main PC 0003 -
B]=0x1234; ACC 88
E i~ 9 002 06 DPTR,#aaa[0] (B206) B 00
: A,#12 P5W
: DPFH 88
= DPL E6
™ DPTR B08BG
- EBDPTR . A RB 32
i aaa[1]=8x5678; R1 B8
1} aaepr a3 IHC DPFTR R2 B85
BABE 7456 HOU h,H56 R3 88 .
{7 ag18 Fa HOUX EBDPTR . A RLhZ B8 E
— ag11 A3 IHC DPTR RS 88 -
= 8812 FuT8 HOU h,HF8 RG6 81 ]
agi14 FA HOUX EDPFTR . A RY 88 &
D=k " LI II
Ready I [ OvR

Execution breakpoint indicated in source window

This is the most commonly used breakpoint type. winIDEA makes extensive use
of them to implement functions like 'Step', 'Step Over', 'Run Until' and 'Run
Until Return'. These implicitly used breakpoints are not visible to you.

The picture shows

e an active breakpoint on address 0x0003, shown as a circle (program
counter indicator taking precedence),

e an active breakpoint on address 0x0006, the entire line painted,

e adisabled breakpoint on address 0x0008, shown as a circle of inverted
color

e an invalid breakpoint (not set on beginning of an instruction) on address
0x000B, the entire line painted with a different color
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In situations where simple stepping through a program is not enough, you can
explicitly set an execution breakpoint. Such execution breakpoints are indicated
in both source and disassembly window.

An execution breakpoint can be set in two ways.
The quick and easy way is to:
e use a shortcut key or,

e select the 'Toggle breakpoint' command from editor's or disassembly
window's context menu.

This command will set an execution breakpoint at the:
e insertion point of the editor or,
e  at the indicator position of the disassembly window

To configure advanced breakpoint options, you must open the Breakpoints
dialog (View menu).

Note: execution breakpoints are available on all emulation types (In-Circuit,
BDM, etc.)
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Execution Breakpoints Window

In the Execution Breakpoints window, you can customize existing breakpoints

and add new execution breakpoints.

The breakpoint window is resizable and its screen position is restored the next

time it is loaded.

The window is modeless, i.e. you can keep it open while using other winIDEA

functions.

Execution Breakpoints

]
Femowve Al |
Eeapmlindll |
Enable Al |
Dizable Al |

=]|

— Pozition

File: |mait.c

Line: 9

Addrezz:  (DO0O0D0DOO

— Scope

Trigger/Catch I

d

— Canditian

Counf; IEI 3:

[ Enabled

Empreszion; I

—'hen Conditional Breakpaointz Ocour

[V Display message box ¥ Beep

Hardware Breakpoints...

Cloze |

Breakpoints dialog, execution page

Every breakpoint can be enabled or disabled by checking/unchecking the box in

front of the breakpoint definition.

New-@'

Inserts a new breakpoint.

Remove - ﬂ

Removes the highlighted breakpoint.

Remove All

Removes all breakpoints.
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Goto Source - |

Jumps to the breakpoint location in the source.

Reapply All

Typically this option is used in applications with software breakpoints. This
option is used, when the programming code, where the breakpoints are located,
is written over, for example when the code is self modifying. If breakpoints are
first set, then a debug download is initiated. If a code modification occurs, the
previously set breakpoints are overwritten and will not be active any more.
Therefore, the breakpoints must be applied again by pushing the 'Reapply All'
button.

Enable All

Enables all breakpoints.

Disable All

Disables all breakpoints. Especially useful when final application tests are
performed.

Position

Position shows the source file and line of selected breakpoint and its address in
the target system.

You can enable or disable a breakpoint by configuring the 'Active' option.
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Condition

Conditional breakpoints are an advanced breakpoint feature provided by
winIDEA. When a breakpoint is hit and the condition is enabled - 'Enabled'
option checked, winIDEA performs the following checks:

o first the conditional expression is evaluated. If no expression is
specified a non-zero result is assumed.

e if the expression evaluates to non-zero, the breakpoint occurrence
counter is incremented.

o if the breakpoint occurrence counter is less or equal to 'Count' specified,
CPU execution is resumed, otherwise the CPU remains stopped.

When Conditional Breakpoints Occur

You can instruct winIDEA to issue a beep and/or display a message indicating
that a conditional breakpoint has occurred.

This setting is global for all execution breakpoints.

Hardware Breakpoints

Provides a link to a dialog where hardware breakpoints, other then execution
breakpoints, can be configured.

Breakpoint report dialog

If the Display message box option in the execution breakpoints dialog is set,
a message box like this one will come up every time a conditional breakpoint is
hit or the condition can not be evaluated.

Execution Breakpoint Hit |

Location "main.c":31.1

Condition: {31
Pazz: 2

Breakpoint report dialog
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Location
Specifies the location of the breakpoint.

Condition

Specifies the breakpoint condition. This field can also show evaluation error if
the condition was not entered properly.

Pass

Indicates the pass count for breakpoint occurrence.
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Source Debugging

If your compiler can generate source debug information, you will probably
spend most of the time debugging in your own sources.

winIDEA provides you with quick yet powerful functions to control program
flow. All commands are available in the Debug menu as well as in the Debug
toolbar.

Note: no debugging is available until the emulator has been initialized and the
program loaded.

Reset
Er Reset command will place the CPU in reset state, release it from
reset and stop it before it executes the first instruction.
For CPU's that need to perform chip initialization within specified
number of clocks after the CPU has been released from reset
(68HC11), use the Reset and Run command, which does not stop
the CPU after it is released from reset.

Reset button

Run

Run command sets the CPU running.
This command is available if the CPU is currently stopped.

Run button

Stop
@ Stop command stops the CPU immediately.
This command is available only if the CPU is running.

Stop button

On occasions where the CPU can not be stopped without a legal (instruction
aligned) execution breakpoint and no line symbol is hit within one second after
stop has been issued, winIDEA reports:

Can not stop, use breakpoints to stop execution.

In such case set an execution breakpoint to a location in the program where you
know the CPU is executing from often.

Note: stop requires breakpoints only on REmulator and Intel's 251 family on In-
Circuit emulator.
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Step
it Step command performs a single program step. When calling a
& : S ;
function, the function will be stepped in.
If the CPU is running, step command causes the CPU to stop when it
reaches the next source line.

Step Into button

If interrupt servicing in background has been disabled, no interrupt will be
serviced during this step.

Selecting Step... command from Debug menu opens the Step dialog, where you
can specify the number of steps you wish to execute.

Step

Murnber of steps I
Step speed IEI 3 Cancel

\_H
=
B

Step dialog

e  Number of steps set to one acts the same as a single step

e Ifzero is specified, winIDEA will step until step is aborted with the
'Stop Stepping' command (Debug menu).

Step Over
'{_}1 Step Over command performs a single program step inside the
current function. Any function(s) called by executing the current line

Step Over button are not stepped in.

If interrupt servicing in background has been disabled, no interrupt
will be serviced during this step.
This command is available if the CPU is currently stopped.
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Run Until

+(} Run Until command sets the CPU running until its execution reaches
the current insertion point.

Selecting Run Until... command from Debug menu opens the Run
Until dialog, where you can specify the address where you want the

Run Until button

CPU to stop.
Run Until |
Addrezs... | Imain (] I
Walue

Cancel

i

= Decimal / Symbol
" Hexadecimal

Run Until dialog

Run Until Return
{fi], Run Until Return command sets the CPU running until its
execution reaches an exit point from the current function.
If interrupt servicing in background has been disabled, no interrupt
will be serviced during this operation.
This command is available if the CPU is currently stopped.

Run Until Return button
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Go-to Address

Go to Address command presets the CPU's program counter register (PC, IP,
etc.) to the current insertion point.

Selecting Goto Address... command from Debug menu opens the Goto Address
dialog, where you can specify the address you want to preset the CPU's program
counter to.

Goto Address |

Addrezs... | Imair‘ (] I
Walue Cancel |
& Decimal / Symbol

" Hexadecimal

Goto Address dialog

Note: use this command with caution. Since regular program execution is
skipped, going out of the current function without readjusting the stack will
cause the program to crash. Even jumping inside a function can skip over vital
instructions that an optimizing compiler put in locations you don't expect.

Show Execution Point

This option shows the current execution point in the source.

Snapshot

This option refreshes opened windows. It is used during running state of the
CPU.
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Modify Expression

With this option an expression can be modified.

Modify Expreszion |
E spreszion
I#iEDunter E
e Wale:
{0 |
Madify Close |

Modify Expression dialog

First, the expression must be entered or selected with the "..." button.

Then, the new value is entered or selected with the '..."' button.

Setting Execution Breakpoints

Setting and clearing an execution breakpoint (see "Execution Breakpoints" on
page 159) in source is easy. The 'Toggle Breakpoint' command available in
Debug and editor's context menu sets an execution breakpoint at the current
insertion point. If a breakpoint is already set on this location, it is cleared.
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Disassembly Window

Programmers will mainly use the disassembly window where no source debug
information is available. Its functions nearly duplicate source-debugging

Disassembly pane

functions.

Register pane

F3% winlDEA - 2000_31
File Edit “iew Project Hardwhare Debug Tools wWindow  He\p
Address | Data | Disass&\mhlg,ur | Flf:gistt:rs\
n.002a FF HOY R7.A - SP 16 -
0.002B 90011F MOV DFTR ., #011F BC 002F —
0.002E 'FO MOV ADFTH, & ACC B4 'T"  —
*#p=zlest=0C; B 02
0.002F 90011C MOV DFTE ., #011C PSW F
n.0032 E0 OVE & @DFTE DFH 01
00033 | DPL 1F
0.0034 A3 LFTR 011F
0.0035 EOD RO 00
0.003e FA j FE1 03 -
Faol Help, prezs F1 | E
Indicator Breakpoint \—Execution line

Disassembly window

The Disassembly window consists of two independent scrollable panes, which

you can resize by dragging delimiters in the header.
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Registers Pane
Lists all CPU's registers along with their values.

Double clicking a register opens the Modify Register dialog where the selected
register can be modified.

Modify register ACC E4

I'I.-“-‘-. HE*

[7le[64[3[2[1 [0
[l il 2l v el v __ Concel |

Modify Register dialog
The register can be modified by entering a hexadecimal value or bitwise.

Disassembly Pane

lists the target program in disassembled form. The program execution point and
breakpoints are indicated, as well as an arrow indicator with which you can
move up and down to view other parts of the program, set and clear breakpoints,
run until, etc.

Disassembly pane always displays disassembled instruction, but you can
additionally instruct it to display:

e source - if a line symbol's address matches the address of the
disassembled instruction, the source line is displayed before the
instruction.

e labels - if a code label's address matches the address of the
disassembled instruction, the name of the label is displayed before the
instruction.

e symbols - if an absolute location is addressed by an instruction and that
address matches a global variable or a code label, the symbol's address
is displayed instead of the value.

e Example: variable 'var' is located at address 1000h:
MOV A, (1000)
is replaced by
MOV A, (var)

e symbol values - if symbols are enabled and you still wish to see the
absolute number, enabling this setting will display the value as well. In
the previous example this would yield:

MOV A, (var) (1000)

All above options can be set from the context menu, or in the Options dialog.
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Suspending and Resuming Program Execution

When the disassembly window is selected (the arrow indicator is visible),
program flow control will apply to it even if editor windows are opened. Some
of these commands perform exactly the same as if used from editor. These are:

e Reset
e Run
e Stop
Step
_{],} Step command performs a single instruction step. When calling a
routine, it will be stepped in. Performing a Step on block execution

Step Into button commands (LDIR, REP, etc.) will execute individual iterations step

by step.
If the CPU is running, step command causes the CPU to stop.

If interrupt servicing in background has been disabled, no interrupt will be
serviced during this step.

When the Step... command is selected from the Debug menu, winIDEA operates
as described in "Step" on page 166, only this time, steps are performed in the
disassembly window.

Step Over
{ril Step Over command performs a single instruction step. If the
current instruction is a call to a sub routine or a block instruction, the
CPU is set running until the instruction after the current instruction is
reached.
If interrupt servicing in background has been disabled, no interrupt
will be serviced during this step.
This command is available if the CPU is currently stopped.

Step Over button

Run Until

+) Run Until command sets the CPU running until its execution reaches
the current indicator position.

Selecting Run Until... command from Debug menu operates as
described in "Run Until" on page 167

Run Until button

Go-to Address

Go to Address command presets the CPU's program counter register (PC, IP,
etc.) to the current indicator position.

Selecting Goto Address... command from Debug menu operates as described in
"Go-to Address" on page 168

Note: use this command with caution. Since regular program execution is
skipped, make sure that the stack pointer and other important registers are not
corrupted by this action. Careless usage can lead the program to crash.

Setting Execution Breakpoints

Setting and clearing an execution breakpoint (see "Execution Breakpoints" on
page 159) in the disassembly window is easy. The 'Toggle Breakpoint' command
available in the Debug and disassembly pane's context menu sets an execution
breakpoint at the current indicator point. If a breakpoint is already set on this
location, it is cleared.
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Disassembling To Disk

The 'Disassemble to disk' command available in the disassembly pane's context
menu, opens a dialog where you can specify the range of addresses that you wish
to disassemble and store in a disk file.

Dizaszemble to Disk |

ID izazm. kat

Erom Address. .. | IU
To Address... ||UHFF

Dizazzemble Cancel

Disassemble to Disk dialog

Use buttons to browse for file and addresses. When finished click the
'Disassemble’ button to disassemble.
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Disassembly options

Certain options for disassembly can be set using the Tools/Options window, the
Disassembly pane.

Options

Furmatl Environment  Disassembly |SFH Windowl Terminall CASE TDD|I

— Dizplay Information Flag Regizter
™ Hide urused flags
P FF Registers Cleared flags
v Sumbol values o
¥ Labek * |Jze underscare 5 C
¥ Source lines  Use low caze letter 2l
 Indicator
& Anow
= Bar

ak I Cancel Help

Disassembly options

Display information

Select the information to display in the disassembly window. If ‘SFR Registers’
option is checked, the name of the SFR register addressed by the instruction will
be shown.

Indicator

The Disassembly window indicator can be displayed as a bar or an arrow.

Hide Unused Flags

Check this option if you want unused flags to be hidden.

Cleared Flags

With this option you can select how the cleared flags will be displayed — with an
underscore or a low case letter.

174 ¢ Debug Session Software User's Guide winIDEA



Memory Window

Memory windows are best suited for a raw view of the CPU's memory.
winIDEA allows multiple memory windows to be opened.

I Memory 0000000F0 =]
Area: IF'h_I,Isiu:aI vI Addrezs: IDDDDEIEIFEI

d00088Fa | B2 A8 5C E3 E2 FF
A8008808F8 | 34 CA AA E3 12 CC
gogga16e | 64 CO 8D ES 34 CO AG E3
AfBea188 | 12 CC 8C E2 88 CA 8D ES
gagea118 | 34 C7 9F ES BC CA 8D ES
A80888118 | 38 C7 9F E5 18 CA 8D ES
gaaea128 | 2C C7 9F ES 18 CA 8D ES
A8Bea128 | FB CF 8F E2 B3 68 9C ES8
Afaea138 | 1C COA 8D E2 B3 68 8C ES8
A0006138 | 18 C7 9F ES 88 68 9C ES
A80088148 | A1 A0 88 E2 88 68 8C ES
g8088148 | 2C DA 8D E2 86 88 BD ES
A8@ea158 | 24 DA 4D E2 88 CHA AB E3
A880a158 | 18 CA 8D ES 18 CA 9D ES
A00ea1608 | B2 A8 S5C E3 28 68 B0 AA
A808088168 | @8 CA AA E3 1C CA 8D ES
g8gea1ye | 1C CA 20 ES B3 68 5C E3
A8@ea178 | 1D 660 B8 AR BB CH AB E3 j

Memory Window

In a memory window the following elements are visible:

e Memory area selector - shows which of the CPU's memory areas is
currently displayed

e List field - is used to enter either the address or the symbol or anchor
from which you wish to list the memory.

e  Address type field — used to select the type of the address specified
(either HEX for Hexadecimal memory address, Symbol or Anchor)

When ‘Anchor’ is specified, the window is repositioned to the value of the
expression, specified in ‘Address’, when the CPU stops. For example: @SP
always shows the stack.

e  Address column - displays the address of the first item in the numerical
display area at the same line

e Numerical display area - displays memory contents in binary,
hexadecimal or signed or unsigned decimal or floating point format.

e ASCII display area - displays memory contents in ASCII format, if
selected in the Display Mode window

The memory window will also color locations that have changed in the previous
action, and indicate the location of the stack pointer when in range.

Opening a Memory Window

B A memory window is opened by selecting the Memory... command
from the View menu or by clicking the memory window button on
View toolbar.

Memory Window button
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You can select the initial memory area and address where the memory window
should open in the Display memory dialog. You can change memory window's
area and address later, by using the memory area selector and list field in the

window.

Dizplay Memory |
| 01000 x| Addess.. |
Memam Area

CODE
IDATA
YOATA Cancel |

BDATA

Display Memory dialog

Memory Display Mode

A memory window can display memory contents in various ways. The Display
Mode dialog, available from memory window's context menu allows you to
configure how the window displays.

Display type
Determines the number format shown in the numerical display area.

If the 'Character Display' option is checked an ASCII display will be shown.

Display Unit Size

This setting determines how many bytes will be grouped to form a value in the
numerical display area.

For example if the display type is set to 'Signed Decimal' and display unit size to
'2 bytes' the values shown will range from -32768 to 32767.

For float display type unit sizes of 4 and 8 are available, for all other display
types sizes of 1, 2 and 4 bytes can be used.

Note: the memory window always aligns itself according to display unit size
setting. (If 4 bytes are selected, the window will align itself on a 4-byte
boundary).

176 ¢ Debug Session Software User's Guide winIDEA



Display Mode |
— Dizplay Type ————— 1 Dizplay Unit Size —
- & 1Bys
" 2 Byptes
" Unsigned Decimal " 4 Bptes Cancel |
' Binary " B Bytes
" Float
— [Organization
[T Character Dizplay £ Lo Eute First
[T Bealtime access = High Eute First

Memory window's Display Mode dialog

Organization

When grouping several bytes, their ordering inside the group can be specified
either to '"Low Byte First' which should be used on Zilog and most Intel CPUs,
and 'High Byte First' used on Motorola CPUs.

Example:
Memory Address 0 1
Data 0xAA 0xBB

Low Byte First (little endian): WORD value is 0xBBAA
High Byte First (big endian): WORD value is 0xAABB

Character Display

This option selects whether the memory contents will be shown with characters
or not.

Real-time Access

Selects whether real-time access is used or not.

Finding Memory Contents

A very helpful function for browsing the memory is the Find option. It is
invoked using the Ctrl+F shortcut.
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Find |

— Walue
&' Hexadecimal |15FE
" Shing ILD.-“-‘-.
— Search Range

Erom... |I:F'LI it
IEF'LI Painters f"

Find I Cancel

Find in Memory window

I

exadecimal

IL

Value

With this function, a specified value can be found in the Memory window. The
value can be either hexadecimal (the checkbox ‘Hexadecimal’ is selected and the
value is entered) or a string (the checkbox ‘String’ is selected and the string to be
searched for is entered).

Search Range

The search range in which the value is to be searched for is entered here. The
search range can be either hexadecimal - the checkbox ‘Hexadecimal’ is selected
and the hexadecimal values are entered into the ‘From...” and ‘To...” windows,
or decimal or symbolic. If the checkbox ‘Decimal/Symbolic’ is selected, the
search range can be selected with the ‘From...” and ‘To...” buttons. Pressing one
of those invokes the Symbol Browser. For more information on selecting
symbols, see “Symbol Browser” on page 113.
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Modifying Memory Contents

Memory contents can be modified directly in either the ASCII display area, or in
the numerical display area.

To modify a location:
e make sure it is visible

e click on it with the left mouse button - a block caret will appear
covering the selected location

e enter the new value.

Note: If the memory does not change, the CPU might have problems with write
access to that location.

When entering value in the ASCII display area or when using binary or
hexadecimal display types, individual digits can be modified directly. In decimal
(float and integer) display mode however, entering a new value automatically
opens the Memory Fill dialog.

Fill |

— W alle
' Hexadecimal © Binary

| " Decimal £ Ehar |

Cancel

—Addreszs

' Decimal/Symbolic
_| IEF f* Hexadecimal

—Size
|1— = Bytes
" Digplay Units
¥ Hexadecimal
Memory Fill dialog
Value

Enter the new value.

Let winIDEA know what numeric format you are using.

Address

This is initially set to the address that was selected at the time the dialog opened.
You can modify this value if you wish to change some other memory location.

Size
Determines how many locations you wish to fill with the specified value.

If you wish to specify the size in hexadecimal format, make sure the
'Hexadecimal' option is checked.
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The Bytes/Display Units setting should be set as follows:

e if you wish to fill a certain number of consecutive bytes, select Bytes

option

e if you wish to set values in the format that is currently displayed, select
Display Units option. (Example: if you display 4 byte floats and wish to
set ten consecutive floats to value 1.0).

Note: you can open the Memory Fill dialog in any other display mode by

pressing the 'Enter' key.

Saving To Disk

You can save a region of memory to a binary disk file by selecting the 'Save To
Disk...' command from the memory window's context menu.

save |

—

¥ Hexadecimal

— Addresz
¥ Decimal/Symbolic
—I Itm OFF64 " Hexadecimal
— Size

" Bytes
& Dizplay Units

— Eile

.| [Patchenan bin

Farmat I Binary

=~

Cancel

Save memory to disk dialog

Address

Determines the address from which the memory will be saved.

Size

Determines how many bytes or current display units will be saved.

If you specify the size in hexadecimal format, make sure the 'Hexadecimal'

option is checked.

File

Determines the file to which the memory will be saved.

Format

Defines the format in which the file will be saved.

Click the Save button to save the memory to disk.
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MMU Table Walk Window

The MMU Table Walk window displays virtual to physical address mapping of

individual memory pages. The window can be selected from the Debug/MMU
Table Walk menu for all CPUs with MMU.

A direct entry of a virtual address is possible.

MMU Table Walk ]|
"irkLial PID  Physical
[@ [0 [oooooooa
Entry | Wirtual [PID | Physical | Size (Dther
0 FFFOOQ00 FFFOO00O 00100000 1 MB MLE
1 00000000 Q00o0aoo 00010000 B4 kB WLE
2 20000000 20000000 10000000 256 MB WLE
340000000 40000000 00040000 256 kB WLE
4
i
£ 00010000 Q0010000 00010000 B4 kB
7

Claze

The MMU Table Walk dialog
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Watch Window

The watch window is best suited for watching and modifying high level
variables - symbols with associated type. You do not need to bother with their

locations; you only need to specify their name.

Structured variable

Simple variable

M4 winIDEA - 2000_31
Project Hardwapg™ Debug Tool: Window Help

m(=f] ] B ®@ ] 0|@] £

]
o
Im
=
=

T

B —

IE Nan!e /| Value | Type

= o 4111 int =

! B =% (3,~=04,.5.0.0,(1, struct strz_

a 3 int

5| = ~x04 char

= 1 5 long

=

fl 0. float

E = 1. struct stry
Eiarr (1.0.N24.0.000.2 int [50] |
T |4 ] v [ watcht {wiatchdg, Watcha b watchd /| Li ]

For Help, press F1 \ \\/ \/ ﬂ
VAN

Modified values

Display pane selectors

Watch Window

The watch window consists of four functionally identical panes, which are easily
switched by clicking on the appropriate pane selector. This way you can
configure a larger number of watches without having to constantly scroll.
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Adding Watch Expressions
To configure a new watch expression you can:
e select an empty line in the watch window
e start entering the watch expressions
or
e select Add Watch... command from watch window's context menu

e from the Browser dialog (see "Symbol Browser" on page 113) select a
symbol you want to watch

or
o select the expression you wish to watch in the editor and drag it to the
watch window
Expression Conventions

A watch expression can be any legal C expression, with exception of the ternary
'?" operator. Here are some examples of legal expressions:

c variable 'c'
al[3] third element of array 'a'
alc+3]*2 can you figure it out?

The expression syntax has been extended to allow usage of registers and
absolute memory locations in expressions:

e use the '@ prefix to specify a register.

@IX register IX

e use the "' prefix to access absolute memory. If the CPU has more than
one memory area, use memory area specifier before the colon:

:0x1000 byte on address 1000h
XDATA:0x30 byte on XDATA 30h

Overriding default scope

The ANSI C expression evaluator was extended to allow accessing static
variables (file or function scope) even when program execution is out of the
relevant scope. The syntax is as follows:

To access a variable that is static on a file scope:

<module name>#<var name>
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Example:

To access gs_byCount variable in the TESTFILE module
TESTFILE#gs byCount

To access a variable that is static on a function scope:
<function name>##<var name>

Example:

To access s_byCount variable in the main function

main##s byCount

Expression Type Modifiers

winIDEA will display high level variable values formatted according to their
type. If you wish to override default formatting or to enforce a type to a typeless
expression, you can use type modifiers.

A type modifier is a comma followed by a set of characters after the expression:
<expression>,<type modifier>

Following type modifiers are available:

Character Action

force 16 bit signed integer type

force 16 bit unsigned integer type

force 32 bit signed integer type

force 32 bit unsigned integer type

force 32 bit float type
force 64 bit float type

force 8 bit character type

hexadecimal dump

display as zero terminated string

e
o

hexadecimal formatting

decimal formatting

binary formatting

mlw|o(x|welz|la|o|=|c|c|s|—

display member names

o

show elements of array from

<number> repeat <number> times

If the watch window should display a number and the read information is not a
number (for example infinity), the display will show NAN (Not A Number).
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Example 1:

:0x1000,1I -> 7281

displays locations 0x1000-0x1001 as a signed 16-bit integer.
:0x1000,F2 -> (4.01,3.14)

displays locations 0x1000-0x1007 as an array of two 32-bit floats.
structure, rx -> (a:0x3,y:0x55)

displays variable 'structure’, showing member names and their values formatted
hexadecimal.

largearray,a500
displays the array 'largearray', starting from the 500™ element in the array. This

enables watching arrays greater than 256 bytes.

Example 2:
If your program looks like:
void ZeroBuf (int nBufCount, char * pcBuf)
{
for (int I=0; I<nBufCount, I++)
*pcBuf++=0;
}

then watches like this will show:

nBufCount, d the value of nBufCount in decimal
pcBuf the address that the pcBuf points at
*pcBuf the character at location that the

pcBuf points at

Example 3:

When trying to monitor SP content, it is very convenient to monitor it in the
watch window.

To monitor SP content, use following syntax in the watch pane:

: (@SP-8), 8m displays 8 bytes down from current
SP

: (@SP), 6m displays 6 bytes up from current SP

When using standard memory window to monitor the SP, the user has to enter
the physical address where the SP points to.

Modifying Values

winIDEA can only modify values of expressions that evaluate to a target system
address (also called Lvalues). You can not modify constant expressions or
Rvalues. Here are some expressions whose value can be modified:

c variable 'c'
:0x1000 memory at address 1000h

and following can't:
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1 constant
c+1 Rvalue

To modify value of an expression you can:
e click in the value column of the expression you wish to modify

e enter the new value. This can be any valid watch expression.

Note: If the expression does not change, the CPU might have problems with
write access to that location.

Watching Complex Expressions

Complex data types can be watched by expanding the tree box expression.

Structures, unions and classes members will also be shown. If these are complex
as well, they can be expanded further until a simple type is reached.

When expanding a pointer the value that the pointer points to is shown in the
expanded leaf. This can again be expanded until a simple type is reached.
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Variables Window

The "Variables' window is an automated watch window. All expressions shown
are configured automatically. In general, you will be using watch window for
global symbols or expressions and variables window for local symbols, which
change quickly, as you step in and out of functions.

ﬁ_, winlDEA - 2000_31 - [C:\PROMKEILSTAKEILS1ATST2.C]

=l File Edit Wiew Project Hadware Debug Tools Window Help _|5’|5|
void delay{int n} -
{

register int j;

int i, cl;

For{i=0;i<{=n; ++i) {
For{j=0;j<=5;j++) {

= | cl=c++;
H
H
. [
Name VYalue Twpe
n 1 int =
cl o int -
1 a int
4| I\\. anals}{.&utux\.This,/\ ”ﬂ ﬂ

For Help, press F1 \ \ / \ Lhi0 Coll |

Pane selector buttons Modified value

Variable Window

The variable Window has three panes, each showing its specific variables.

All shown variables are configured automatically and can not be changed
manually.

Note: Variables window only show valid contents when the CPU is stopped, the
variables shown, and their address depend on current execution point of the
CPU.

Locals Pane

The 'Locals' pane displays local variables of the current high level function.

Auto Pane

The auto pane displays local, global and member variables that are used in
expressions in the high level statement that executed previously and in the
statement that will execute next.

‘this’ Pane
This pane shows the data member of the current C++ class object.

Entries in this pane are visible only when the CPU is stopped inside a member
function of a C++ class.
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Modifying Values
To modify the value of a symbol you can:
e click in the value column of the expression you wish to modify

e enter the new value. This can be any valid watch expression.

Note: If the expression does not change, the CPU might have problems with
write access to that location.

Watching Complex Symbols
Complex data types can be watched by expanding the tree box expression.

Structures, unions and classes members will also be shown. If these are complex
as well, they can be expanded further until a simple type is reached.

When expanding a pointer the value that the pointer points to is shown in the
expanded leaf. This can again be expanded until a simple type is reached.

The Call Stack

During a debug session, the Call Stack displays the stack of function calls that
are currently active. When a function is called, it is pushed onto the stack. When
the function returns, it is popped off the stack.

The Call Stack window displays the currently executing function at the top of the
stack and older function calls below that. The window also displays parameter
types for each function call.

You can navigate to a function's source code or disassembled object code from
the Call Stack. If source code for the selected function is not available, it
displays the function's object code in the Disassembly window.

Navigating to a function's code changes the view of the program shown in the
Variables window and other debugger windows (i.e. displays local variables and
register values for the selected function context), but does not change the next
line of execution or the value stored in the program counter.
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: inlDEA - Sample - [CPUTest_c]
File Edit iew Proect Hardware Debug Tools Window  Help =7 %]

R FEOBEERE | & & ¢ &aE=F
= int Factorial{int i) reentrant ;|
1
int nRet;
if (i==1)
return ij; [

P nRet=Factorial{i-1)=i;
return nRet;

} =
Bl +| o] x|
Context: |int _?Factariallint] j
N int ?Factorialfint
_________ AINE iy
i void CPU_R ecursion(]
nkEet ‘-.-'EILIIjUI'EELIr][] T IIIT J
a | |\ i_u:uc:als l,-{.l'—‘«utu o this | ”ﬂ ﬂ
Feady [nzz.Co1 [OvF EGDEEE N2 [ N

The Variables window displaying the call stack

When a context other than the active is selected, the program execution point is
indicated with a triangular indicator.

In the above figure, the function 'Factorial' was just called itself recursively.
Current execution point is indicated with the cyan arrow indicator and the green
triangle indicator shows the position of the program counter for the selected
context — in this case the position from where the 'Factorial' called itself
recursively.

Note: the call stack is reconstructed by analyzing the function prologue. For the
analysis to succeed, the function prologue must consist of sequential instructions
only.

Some compilers for 8 bit CPUs optimize code size by putting stack frame setup
code in separate subroutines, to which they branch immediately upon function
entry. In such cases the call stack analysis will fail.

In rare occasions, intensive optimization of code can prevent call stack
reconstruction. In such case, reduce the level of optimization during
development stage.
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Analyzer Tools

The 'Analyzer Tools' dialog controls real-time analysis features of the debugger.

Note: the 'Analyzer Tools' dialog contains items that are under control of
winIDEA. Any debugger specific configuration like trace trigger configuration is
performed in debugger configuration dialogs.
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Profiler

Execution profiler helps identifying performance bottlenecks. The user can find
which functions are most time consuming or time critical and need to be
optimized.

Its functionality is based on the trace recording entries and exits from profiled
functions. A profiler area can be any section of code with a single entry point
and one or more exit points. The nature of the profiler requires quality high-level
debug information on function entry and exit points, or such areas must be setup
manually. The recordings are then statistically processed and for each function
the following information is calculated:

e total execution time

e  minimum execution time

e  maximum execution time
e  average execution time

e number of executions/calls

Execution profiler relies on the fact that recorded instructions are also executed.
It can therefore only be used on CPUs without the execution pipeline or on
CPUs whose pipeline is reconstructed by the development tool.

Profiler Mode Operation Options
The profiler page of the Analyzer Tools dialog controls profiler operation.

Analyzer Tools |

Profiler | Access Coverage I

Frofile Start at
¥ Functions IE:-:ecute j IT_I,Ipe_Simple J
[T Data T Include 05 cbjects T e ITime j

¥ Feep history [ lgnore unknown functions

[~ Auto stark with CFU ¥ Allow functions without exits

[ Limit zession duration |3EI T I ignore functions which exit on entng

¥ Load last session when opening workspace

— Areas I Functionzs Data !
CPU_Azzermbler |
CPU_Pointers
CPU_Recursion ﬂl
Type_trrays
Type_Bitfiglds Edi.. |
Type_Enum
Twpe_FunctionPainter
Tope Mixed _I Select All. |
™| Include function lines
| fsllav jumps om function

k. I Cancel Ay Help

Analyzer Tools dialog, Profiler page
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Profile

The Profiler allows simultaneous profiling of Functions and Data objects
(including OS objects).

The Function profiler is realized by tracing function entries and exits. The
execution time of a function indicates the difference between these two points. In
case the function calls another function which is also included in profiling, the
time spent in that function will not be included in the original function.

Data profiler is realized by tracing write accesses to a variable. For every
profiled data object a separate statistic is maintained. Time, shown for every
value that is written to the object, indicates how long the object assumed the
respective value. The time is measured from the point the value is written up to
the next write (even with the same value).

Auto start when CPU starts

When checked, the winIDEA will start the trace whenever winlDEA starts the
CPU.

Start at

The starting point determines the program address that must be executed for the
profiler to start. You may use this option to synchronize multiple profiler
sessions on the same event.

Continuous operation

Enables continuous operation of the profiler.

Note: When continuos mode is selected in the profiler, the code execution cannot
be recorded properly, therefore nothing is displayed. The main feature and use of
profiler is actually Code Statistics.

Time stamp

The profiler time stamp can be defined here.

Keep History

When checked, full history is maintained. When using deep buffers or continuous
profiling, this option should be unchecked to prevent system resource drain.

Limit session duration

The Profiler session duration is limited to the specified number of seconds when
checked. After the specified duration, the profiler stops recording.

Load last session when opening workspace

When checked, the last session will be reloaded when the workspace is opened.
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Allow functions without exits

When checked, winIDEA allows functions without exits (typically main on
embedded applications).

It is legal for a function to have no exit, but on some occasions the compiler
might choose an instruction sequence other then the return instruction to exit
from a function (280 example: RET = POP HL / JP(HL). winIDEA does not
detect such exit points and profiling such functions will cause a profiler error.

Ignore functions which exit on entry

When checked, winIDEA will ignore (instead or reporting an error) functions
whose only instruction is the return statement. Such functions defeat the concept
of the profiler, which requires separate entry and exit point(s).

Include function lines

This option specifies if for the selected functions their inbound lines should be
profiled too.

This option is not available for assembler routines and for configurations that do
not support line profiling.

Allow jumps on function

This option should be used if the starting address (entry point) of the function
can be jumped to (not as a recursive call) from within the function. This can be
the case on functions with no prolog code, where the first statement is a 'while'
or a 'do-while' statement.

If this option is checked, winIDEA will expect a single return from the function
even if it's entry was recorded multiple times.

Note: functions without prolog code are typically non-recursive functions
without any local variables or parameters.

Configuring Areas

Use the 'Remove' button to remove a profiler area and the 'New...' button to add
profiler areas. The ‘Edit’ button edits the selected area, the ‘Select All” button
selects all configured areas.

OTM...

If the CPU supports special tracing, like OTM on Nexus based CPUs, another
option is presented by the ‘OTM...” button. The configured option is treated like
a data object.
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Configuring Function Profiler Areas

In the 'New Profiler Area' dialog you can specify new areas that you wish to
profile.

Note: On some compilers (HiWare), the function debug-info is generated for
functions, that aren’t really functions, especially when library functions call each
other with JMP, not with CALL instructions. Because of that, profiler errors
occur. In this case, the workaround is not to include library functions in profiler
areas.

Mew Profiler Area E |

= Al C Functions

A&l C Functions in Module
&' C Function

[CPU_Irt

[ Inchude Lines

" Aszsembler Foutine

Bt paimt... | |

I} ze Sentns EXIT ! enit pomts

Ewit paimt. | I Lol |
Hemaye |

k. | Cancel

The Profiler Area dialog

All C functions

This option adds all C functions to the profiler area list.

All C functions in module

This option adds all C functions in the module specified in the 'Name' box.

C Function

This option adds the function specified in the 'Name' box.

Assembler routine

This option adds the assembler routine specified. For every assembler routine
you must specify its SINGLE entry point and ALL its exit points.

Use the 'Add' button to add the exit point specified in the 'Exit point' field to the
exit point list.
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Alternatively you can use the Use '<entry>_EXIT_xx" exit points option. If
you chose this option, the routine's exit points must be matched by according
code labels.

Example:

The three exit points of the 'ServiceIRQ' routine must be named
'ServicelRQ EXIT 0, 'ServicelRQ EXIT 1'and 'ServicelRQ EXIT 2'.
Configuring Data Profiler Areas

New Data profiler areas are defined by pressing the ‘New’ button when ‘Data’
Areas are selected.

Profiler Data Area |

Dezcription ISemaphDre

Addrezs Ig_State

Cancel |

L L

Size IEntire object

Yalue aliaz defintion

| (na defirition] ]|

I L

|nterpretation IState wvariable [regular]

Data Profiler Area definition dialog

Description

Description of the data object.

Address
The Address of the data object (typically a varaiable).

Size

The size of the object. The ‘Entire object’ option selects the entire variable.

Value Alias Definition

The values that the data object assumes will be shown verbatim in the profiler
window. If a definition is provided for these values, the (more descriptive) form
will be used. The definition can be either an enum type or a file with #define
directives.

Interpretation

e State variable (regular): profiler will show statistics for every value
that is written to the object, without further processing;

e Area entry/Exit ident by LSB:  the data object oerves as indicator
of function/service entries and exits. The LSB bit of the value indicates
that the function has entered (1) or exited (0);
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e Area entry exit ident by Zero:

the data object serves as indicator

of function/service entries and exits. The value of zero indicates that the

function has exited.

Function Profiling via Data Objects

To do function profiling via data objects, you need to modify the program code
to perform a memory write upon function entry and exit.

Example:

File Asyst Functions.h:

#define fn Funcl 1
#define fn Func2 2
#define fn main 3

extern char Asyst OTM;

File main.c:
void Funcl ()
{

Asyst OTM

fn Funcl;

Asyst OTM = 0;
}

void Func2 ()

{
Asyst OTM = fn Func2;
Asyst OTM = 0;

}

void main ()

{
Asyst OTM = fn main;

Asyst OTM = 0;
}

Next, set the Profiler Data Area as follows:
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Profiler Data Area

Dezcription IFunctil:uns

Addrezs I.-'l'-.s_l,lst_DTM

Cancel |

Size IEntire object

Yalue aliaz defintion

N
fdefine file j I.-'i'-.s_l,lst_FunctiDns.h J
=

|nterpretation I.-'i'-.rea entrydext ident by Zero

Data area configuration

If the value alias starts with ‘fn_’ then this prefix is removed and the value is
recognized as a function and can be tracked from the profiler window by double
clicking on the name.

Troubleshooting the Profiler

A profiler may yield unexpected results when profiling a function without an
exit point. Consider the following example:

void main ()

{
for (i ;)
{
ScanInputEvents(); // 1000 CALL ScanInputEvents
DisplayStatus () ; // 1004 CALL DisplayStatus
} // 1008 JMP 1000
}

As the loop is endless, some compilers generate no function epilogue. This way,
the JMP instruction is recognized as the last function instruction and thus
assumed to be the function exit point. As it is being recorded periodically, the
profiler will assume that the function is exiting from recursive calls - which
results in incorrect results.

To avoid such situations, remove this function from the profile list.
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Data and OS Profiler

The OS profiler can be used to record task and service activity.

To enable OS profiler, the profiler must be configured in ‘Debug/Analyzer
Tools/Profiler’.

Analyzer Tools

e  Open the Profiler window (View/Profiler/Coverage)
e  Start the profiler

e Select Data Statistics from the context menu to view time and
activation statistics. Individual object’s statistics can be inspected by
selecting Properties command from the context menu.
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OS Statistics and properties

e Select OS Execution from the context menu to view execution history.

: inIDEA - sample - [E:" PROYOSEK 2 ¥ector.c] _|EI|E|
. File Edit Yew Project Hardware Debug Tools  Window Help _|E’|5|
Bl 5 =
0S Objects | Time | Time Graph
0 iz 1.000m:  2000me  3000ms 4000 msz
e b b b b e b
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Execution History
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Simultaneous OS Object and Data Profiler Usage

Simultaneous profiling of OS objects and data is also supported. For this, do the
following:

e Select the OS Objects you want to profile
x
ORTI {OSEK.CMX) |

ORTIfile
ofg.ort

Profile these 05 objects

W] Tasks (RUNMINGTASK)

[ Current service (SERVICETRACE)
[1Services ({CURREMNTSERVICE)
[11SRs  (RUMMINGISRZ)

B = e |

ok | cancel | sp | Hep |

e  Make sure, the Task Debugging/Analyzer Functions option is disabled

zl
Operating System |
|ORTIOSEK.CMX) rl Setwp.. |
Hardware Task debugaing

¥ Enabled {stepping, breakpoints, ..}
[ iAnahzerfunctions firace, profiler, ..

Debugaed Task IBackgn:nund j

ok | canced | el Help

e define additional data objects to profile
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Profiler Data Area

Description I k.

Cancel

gl

Addiess [NePLTG_b AL Present

Size IEntire obiject j

Yalue aliaz definition
| (na defirition) ||

|nterpretation

N
=

IState variable [keep histor for every state]

e  The Profiler configuration should look like this:

nalyzer Tools

‘

Profiler |.Pu:cess Coverage | Execution Coverage |

Profile
I Functions Start at I J
¥ Data Time stamp ITiITIE j

¥ Include OS5 ohjects

Hardware setup. . |

¥ Keep history

I Auto start with CPU
[T Continuous operation

— Mreas
MNePLTG_b_AC_Present

I Include funchion lines
[T Allow jumps on function

Functions |

v Alow functions without exits
¥ lonore functions which exit on entry

Diata

Eemoyve

Edit..

1]

Select Al

oK

Cancel Smply Help

e Begin profiling, the window will show OS and other variables:

J ¢ OEP = Ayerage
Name I Time I Percentage
I{_ﬁ Tasks

------ I{_ﬁ HePLTS b AC Present
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Access Coverage

Access coverage is a data access analysis method. You will typically start access
coverage immediately after download or reset. Whenever the CPU stops,
winIDEA will show which memory areas have been accessed. Two display types
are possible:

e  Graphical
e Memory Ranges

Analyzer Tools E |

Profiler  &ccess Coverage I

Memory Area [ Complete Address B ange
=l Iv &l Global Variables
[~ Awuta start with CPU

— Banges
Include ﬁ 7 Exclude ﬁ 7
HiCounter [ 1] 01100 - 0=11FF
01000 [ 10001

k. I Canicel ][] Help

Analyzer Tools dialog, Access Coverage page

Complete Address Range

Sets the coverage range to cover the complete address range.

All Global Symbols

Sets the coverage to cover all global symbols.

Auto start with CPU

When checked, the winIDEA will start the coverage whenever winlDEA starts
the CPU.
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Memory Area

Specifies the memory area in which the coverage is to be run.

Include Ranges

Specifies the ranges in which the coverage should run.

Exclude Ranges

Specifies the ranges that the coverage should exclude.
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Profiler Window

The Profiler window displays information acquired with a real-time debug tool
(see "Analyzer Tools" on page 190).

Its specialized panes show profiler and coverage results.

Profiler Pane

The Profiler pane of the Trace window displays results obtained in profiler.

JQ & = Calls | 956 Max| 432%5us Aversge | 43185us  Time [412851Z5ms  Tolel |B0S.35300ms ﬁ
Name [All tasks] ITIme | Percentage |
=8 nain 68.31700 n=|J B . 44% =]

iHvoid main() 2.75 us 0.00%

= Test8BitVariablel=0; 250 ns 0.00%

-~ = Test8BitVariahlez=20; 500 ns 0.00%

;o= Type_Simplel ) 1.18500 ms__; 1.75%

= Type_Pointers(}: 5.B5E00 m=| 18 .57%

= Type_Struct(): 22.56428 ms| ] 33.08%

|- Type_Bitfields{); 5. 61050 ns g 21%

= Type_Arrays(): 354.75 us ;i 1.40%

=2 Type_Enun(): 4.06050 MSJ 5.94%

[ Type_FunctionPointer(): 11 57950 ms=) |16 95%

= Type_Himed(): 1611500 s~ _]23.59‘/.

%Type_érrays 328.15475 ms_ 40 .55% P

i 412.65125 s I 5 .01 2

c

Al " Profiles { Poeess Coverage ), Eneculion Coversge / i

Profiler pane, statistical view

Name column

Shows the name of the area.

Functions whose lines have been profiled, can be expanded, to show line-
profiling results.

Statistical View

In the statistical view, results of the entire profiler session are shown.

Time/Count column

In time display mode, the time spent in the area is shown; in count display mode,
number of entries in the area is shown.

Note: the time result of a function is cumulative i.e. times spent (and recorded)
in embedded lines are added to the total function time as well.
The count result of a function is not cumulative.

Minimum and maximum execution time are not available for source lines. If a
profiler object is a function, minimum and maximum execution times are shown.

Percentage column

Shows graphical representation of the time/count column relative to total
time/count or if Lines Relative to Function is selected in the context menu, to the
time/count spent in the function.

204 e Debug Session

Software User's Guide winlDEA



Result bar
The result bar shows the results for the currently selected area.
e Total - shows total time for the entire profile session
e Time - shows total time spent in the selected area
e Average - shows average time spent in the selected area

e  Max - shows maximum time spent in the selected area

Note: Maximum time spent is not available for source lines.

e  Calls - shows number of entries (calls) to the selected area.

Context menu options

Various options can be set in the context menu, i.e. the menu invoked by right
clicking in the Profiler pane.

[® Code Statistics
Code Execution
25 Statiskics
25 Execution

|T Tirne:

Count

Lines relative ko funckion
Eit: chart

Sty e G st

B auta Fit

? Options. .,

Window type *
|:| Zoam
= Hide

Profiler's context menu

Time and Count

The profiler pane can show either time or count results.

Lines relative to function

When a percentage of time spent is shown, it can be shown relative to the whole
recording time (the whole recording time represents 100%) or relative to the
function (the time spent in the function represents 100%).
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Access Coverage Pane

The Access Coverage pane of the Coverage/Profiler window displays results
obtained in the access coverage mode.

Note: Access Coverage is not available for all architectures.

The pane is updated every time the CPU stops. This process consists of:
e Loading the coverage data from the debugger.
e Coverage data analysis, where the loaded information is analyzed.

Two display modes available:

Memory Areas

Memory areas display mode shows a list of memory ranges that were not
accessed yet, in hexadecimal format.

Access Coverage pane, Memory areas
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Graphics Map

Graphics map display mode shows the same information as the memory areas
display mode, however in a graphical map format.

[rata Mode | Code Read | Range: 0x0038-0203F Size: Ox8

0pB0
0EOD
OEBD
0r00
OEBO0
1000
1080
1100
1180
1200
1280
1300
1380 HENENEEEEEEEN

1400 ENEEEEEEEEEEN -
4 | >| . Profiler », Access Coverage A Exscution Coverage

[ ([ [ ol [ ([ [ B[]

EEEEEEE -EEEEN
ENEEEEE  EEEEEAE

Access Coverage pane, Graphics map

In the above figure, accessed areas are marked red and non-accessed blue.
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Special Function Registers Window

winIDEA provides a specialized window (SFR window) to display CPU's on-
chip special function registers.

To open the SFR window, select the 'Special Function Registers...'

command from the View menu, or click the SFR window icon on the

view toolbar.

SFR Window button

The SFR window organizes CPU's registers hierarchically into two levels of
groups (groups and sub groups) and two levels of registers (registers and sub
registers).

A group is a collection of registers that serve a module on the CPU. If you are
currently working on serial communication, you will see all involved registers
by expanding the 'Serial Port' group.

When there area many (nearly) identical CPU modules, a group will contain a
sub-group for every such module. In the figure below, the 'General Purpose
Registers' group contains all 4 register bank sub groups as well as the 'General
Purpose Registers' sub group, which duplicates registers of the currently active,
register bank.

Registers Groups

Bl ~lolx

=l
[

ET1  ExX1 ETOD EXO
i i i i

1 PTO
0

Sub-register Sub -groups Sub-register
names and values

SFR Window showing 8031 CPU's registers

A register corresponds to a CPU's special function register. Along with the
name, its current value is displayed.

Where a special function register contains fields of bits, it can be expanded to
show these sub registers. In the above figure, the PCON register contains the
SMOD sub-register.
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SFR Register Display mode
The value of a register can be displayed in following display modes:
e Dbinary
e hexadecimal
e decimal
e character
You can specify the display mode by selecting the register and specifying the
display mode from the context menu.
Modifying a register

To modify register value, double click on its value. In the in-place edit field that
opens enter the new value using the same number base as the register is
displayed in.

Note: whenever possible, sub registers are modified without writing the entire
register (bit addressable registers). If a sub register can not be accessed
independently of its register, the register is first read, sub register bits are
adjusted, and the whole register is written back.
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Customizing the SFR Window

SFR Window operation and display are controlled by choosing the 'SFR
Window' page of the Tools/Options dialog (also accessible from SFR
Windows’s context menu).

Options |

Fu:urmatl Envirnnmentl Dizassembly  SFR #indow I Terminall CASE Tu:u:uII

— Update kemom Acceszs

& Drly visible registers = Maornitr

Al registers i~ Real Time [if awailable]
— Dizplay

" Mumeric values
& Description
' Description with value

[ Display short names

— Sub-register display
" None
" Walues
' MNames and values

k. I Carnicel Help

SFR Window options dialog

Update

A powerful microcontroller can have several thousand special function registers.
Getting the value for every one of them might take several seconds to complete.
It is thus recommended to update only visible registers. In this case, values of
hidden registers are retrieved when the register becomes visible.

Display

To facilitate identification of register value, a textual description can be shown
along with the value.

Note that this feature is CPU and register dependent and may not be available for
all registers.

If ‘Display Short Names’ is checked, only short names of SFRs will be shown.

Sub-Register Display
The sub-registers can be shown with values, names and values or not at all.

Note that this feature is CPU and register dependent and may not be available for
all registers.
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Memory Access

The memory can be accessed through a monitor or real-time access can be
enabled. If you wish to monitor SFRs in the Real Time Watch window, Real
Time Access must be enabled.

Finding a Register in the SFR Window

When browsing in the SFR window, thousands of SFRs can be displayed;
therefore finding a certain one can be sometimes quite difficult. A Find option
has been implemented for this purpose, which is invoked by pressing the
‘Ctrl+F’ shortcut key and typing in the string to be found.

Find Register |

Fegister name
|IENG

k. I Caricel

Find Register dialog

Custom SFR Windows

Since in modern microcontrollers also thousands of special function registers can
be available, browsing through all can be very time consuming since very rarely
monitoring of all SFRs is needed. To make the monitoring of SFRs easier, a
custom SFR window can be built. In a custom SFR window the user can specify
which SFRs are to be seen.

Creating and using a custom SFR window

Custom SFR windows are managed in the View/Custom SFR menu. To create a
new window, click on the View/Custom SFR/New... menu item. A dialog pops
up asking you to name the new SFR window.

Mew Cusztom SFR |

[ arne:
My SFR Window

k. I Cancel

New Custom SFR dialog

More than one SFR window can be created.

A custom SFR window pops up displaying the newly created window. Items
from the main SFR window can be added to the new window using drag & drop.
Whole groups or standalone registers can be dragged to the new window.
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B8l 2| ol =
Categon: IM_I,I SFR “Window j

Hame Yalue Yalues LSIE

'{:} CPCR Communication Processor Module RsT  OPCODE CH_NUM

- SDAR SDMA Address Register SBEA

&% BRGC3 BRG3 Configuration Register ST EN ExTL ATE O

----- %> PBR1 PCMCIA Eaze Fegister 1
El% SCC2 Senal Communication Controller 2

% GSMA_L 5CC2 General Mode Low F

- GSMA_H SCC2 General Made High| GDE  TCAL REVD TAX _T|;|
4| | ,

Custom SFR window

EDGE TCI TSHC RIMNY Tl

In the Category menu, the name of the currently selected SFR window is shown.
If more than one SFR window has been created, here different SFR window
displays can be selected.

Sharing SFR windows

For every SFR window you create, a configuration file is written in the project
directory with the name of <window name>.CSF. This file can be shared to
anyone who would need the new window. Only the .CSF file needs to be copied
to the project directory of the other user. Upon opening the project the next time,
the new SFR window will be available in the View/Custom SFR menu.

Deleting custom SFR windows

If a custom SFR window should be deleted, delete the <window name>.CSF file
in the project directory.
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Terminal Window

The terminal window features VT52 and VT100 protocol emulation and can
communicate through standard COM ports and additionally through special
debugger communication port (e.g. JTAG on ARM family) or shared target
memory. This might be very useful especially since many evaluation boards
already feature a serial port and the kernel of such boards usually already
contains serial communication support, newer boards even include a VT100
terminal. Such boards become quickly operational using the terminal window.

The debugging can also become easier as the application can send messages
itself to the terminal window.

The terminal window is invoked with the View/Terminal option.

Terminal Window Setup

The terminal window is set up using the Tools/Options menu. You can invoke

the Options menu by right clicking in the terminal and selecting Options.

Alternatively, the Options menu is invoked by clicking on the icon.

Options |

Format  Terminal |

= | Configue... |

— Emulation

[wT100 =] Raws [24
[ Local Echa Columnz |en

[ Append LF on Input Stream ]
Higtary Buiffer |5EIEI
[~ fppend LF on EMTER key

— Send ASCI files Owverride zhortcuks
memory. e 3 Cl+SPACEBAR &
(BN H }( Chil+
Chil+B
Line timeout [after CR ar LF] IEI ms Chrl+C LI
¥ Save to disk IHX.th _I

Carnicel | Help |

Terminal window options menu

Channel

First, a channel must be selected. The channel can be either “Debugger” or
“COM1” to “COM4”. By selecting “COM1” to “COM4”, a standard serial
communications port is used. This enables the user to set the communication
port properties by pressing the 'Configure...' button, described later.
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Emulation

The emulation properties are defined here.

Emulation Type

First, the type of emulation is selected. The terminal window can emulate either
the VT52 or VT100 standard. The latest is especially useful since some
evaluation boards already include VT100 support on-board and therefore
communication can be established very quickly.

The Terminal window can also provide input/output communication for
Semihosting support.

Local Echo

If this option is selected, the character typed or sent to the other side will be
shown in the terminal.

Append LF on Input Stream

If this option is selected, a line feed will be sent on the end of an input stream.

Append LF on ENTER Key

When the Enter key is pressed, a line feed will be appended.

Rows and Columns

The size of the emulation screen is selected here and the size of the history
buffer. The standard emulation screen size is 24 rows high by 80 columns wide,
but if another size is desired, it should be entered here.

History Buffer

The History Buffer saves the output of the terminal and here the desired size of
the buffer can be set.

Send ASCII Files

Sending of ASCII files is simplified. If ASCII files will be needed to be sent to
the other side of the terminal, they can be selected in this menu and then sent

easilly in the Terminal window. The files are added using the ] 'Add file'
button, a file can be removed using the #X 'Remove file' button.

Timeout after CR or LF

When sending files, the terminal waits for the specified amount of time after
every Carriage Return or Line Feed symbol.

Override shortcuts

When emulating the terminal, certain combinations of keys pressed can either
control the Windows operating system, winIDEA, or can be transferred through
the communication channel. By default, all key-press combinations (shortcuts)
with the control key (Ctrl) are transferred through the communication channel. If
a shortcut should not be transferred through the communication channel but be
handled by Windows or winIDEA™, uncheck the box in front of the shortcut.

214 o Debug Session Software User's Guide winIDEA



Override Windows shortouts

| CirkeL ]
[w] Ctrl+hd
[ICtrl+M —
(W] Ctrl+00
[ Chrl+P j

Override Windows shortcuts options

For example, if you wish the Ctrl+N shortcut to continue operating as “New
File” command, the checkbox in front of Ctrl+N must be unchecked.

Save to disk

When checked, the received alphanumeric and CR/LF characters are output to
the specified file.

Configuration

The serial port configuration is performed by pressing the 'Configure...' button in
the Tools/Options/Terminal dialog.

i Sernial Port Options |
— Elove Contral

Baud Hate -

- I DIR/DSK

Daagis [3 2| 1 orses
Paiy  [Nore =] xON/OFF
Ctop Bits |1 "I

k. I Cancel

Serial Port Configuration Options

Baud Rate

Selects the baud rate the terminal is connected with.

Data Bits

Selects the number of data bits in the communication.

Parity

Selects the type of parity used.

Stop Bits

Selects the number of stop bits in the communication.

Flow Control

Selects the type of flow control used.
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Setting the Properties of the Debugger Interface

If the terminal window should communicate through special debugger
communication port, the ‘Channel’ must be set to “Debugger”. In this case
additional communication properties are set in the ‘Hardware/Tools/Debug
Output’ tab.

Hardware Tools |

bemory  C'ebug Output |

Communication type

I[nnne] j ¥} Wse Mefault Buffers

A — Target ‘Wwiite Buffer

ared meman

CPU Channel Sniess. . | Iﬂg_T'W'Eiuffer

¥ [lse default size ID HE

— Target Fead Buffer

Srdiezs. | I#g_THEuffer
¥ [=e default size |D HEx

0k, I Cancel Help

Hardware Tools, Debug output

The communication type can be shared memory or special CPU channel
depending on the specific CPU. Select the supported communication type.

When ‘Shared memory’ is used, the user’s program writes information into a
pre-specified memory location from where the data is being read by winIDEA.
The user’s program can read from terminal window as well.

Some CPUs can communicate with terminal window via serial debug channel.
On such CPUs ‘CPU Channel’ must be selected. In case of ARM family, the
terminal window displays all information send from the CPU through debug
JTAG channel. Likewise the terminal window can send back to the CPU
required information via the JTAG channel.

To enable the benefits of the terminal window with shared memory, all the
necessary functions have been already prepared. Three functions allow the user
to send information to the terminal window and to receive the information from
the terminal window. To use these functions, the file AsystTrace. c delivered
with winIDEA must be compiled and linked to your application. Note that
AsystTrace.c makes use of the standard string library, which must be linked
to the target application.
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IDEA - Test_d60 - [D:\tests\HC12'D60' testd60.c]

Fle Edt Yiew Project Hardware Debug Tools Window Help =R
| if{ t({read < BxBC) && (read > Bx72))){ErrorAD(ch);} /xchecking...result +/- 18%x/ :J
(] — ad_result=read*ad_mul;
= I
=] ] AsystTrace("Result of conuersion on pin %d = %FU -> OK..._.\n",PPORTAD+ch,ad_result);
Y p _

| ad_msg++;
kS — ch¥+;
I read=memb{ADR18H) ; J#read data=/

I if{ *({read < Ox5F) && (read > Ox47))){ErroraD{ch);} /#checking...result +/- 10%=/
i - ad_result-read*ad_mul;

I AsystTrace({"Result of conversion on pin %d = %FU -> OK...\n",PPORTAD+ch,ad_result);
#h

- ad_msg++; -
ilaw o
=S o =
AEE I &
L Test program for HC12D68 POD ———————————————————— = ﬂ

m

= Testing PORTA and PORTB against PORTG,FORTT,PORTH,FORTP,PORTE...
7% | [Tested POD HGC12D6B...... <PORT A & PORT B>
— | |Testing PORTP and PORTS against FORTH,PORTT,PORTG...
D'] Tested POD HC12D66...... <PORT P & PORT s>

Testing PORTT against PORTG,PORTE...
“+ [Tested POD HC12D6O...... <PORT T>
s

Testing PORTH against PORTH,PORTG,PORTT,PORTE...
Tested POD HC12D60.....

Testing PORTG against P

Tested POD HC12D6@...... <PORT G>
Result of conversion on pin 69
Result of conversion on pin 78
Result of conuversion on pin 71
Result of conversion on pin 72
Result of conversion on pin 73
Result of conversion on pin 74
Result of conversion on pin 75
Result of conversion on pin 76
Result of conversion on pin 77
Result of conversion on pin 78
Result of conversion on pin 79
Result of conuversion on pin 88

.235688U -> DK...
-828516U > DK...
.235680U > DK...
6586840 > DK...
-2356000 -> DK...
-828516U -> DK...
-2356000 -> DK...
6586840 -> DK...
-2356800 -> DK...
-82@516U > DK...
.2356800 > DK...
6586840 > DK...

g N

Result of conversion on pin 81 .2356800 > DK...
Result of conversion on pin 82 -828516U > DK... _J
Result of conversion on pin 83 -235680U > DK... -
241 ¥T100 | Debugger CONMECTED
Aeady LG, Col 25 [0VF

The terminal window in winIDEA

Following functions declared in AsystTrace.h are available:

int AsystTrace(const char *pFormat,...);

This function can be used in the same way as the standard “printf” function. The
output is redirected to the terminal window. If the communication buffer is full,
the function does not return until there is enough place for the formatted string.
The formatted string must never exceed the allocated buffer (the size is defined
in AsystTrace.h).

return value
0

int AsystKbhit(void);

return value

Returns a nonzero value if there is at least one character available from the
terminal window.

char AsystGetch(void);

The function waits for the first available character from the terminal window.

return value

Returns the received character from the terminal window.
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The Terminal Window

The Terminal Window can be invoked in the View menu by pressing the
Terminal button.

EEECERLE

=

==
< | _>I_I

T100 | COM1,9600,8 None,1 COMMECTED

The Terminal Window

The Terminal window will appear blank, with communication properties in the
bottom. In our case, the properties would mean, that the cursor is in position 1, 1
(which means row 1, column 1), the emulation type is VT100, and the terminal
is connected through the COM1 serial port, with 9600 bps, 8 bit, Parity None, 1
stop bit.

Connect

The 'Connect' button % connects the terminal.

Disconnect

The 'Disconnect' button % disconnects the terminal.

Copy

The 'Copy' button copies the selected text to clipboard.

Paste

The 'Paste’ button i) pastes the text from clipboard to the terminal.

Send ASCII

The 'Send ASCII' button e sends the ASCII file through the terminal. If the
'Send' button 5/ is pressed, the ASCII file selected is sent.
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-] e

C:Awiork. dirs2051.c51ACOMFIG. TAT

L dirs2051.c514FPGA slo

The ASCII file is selected by pressing the 'Select' arrow and selecting the file,
the file selected has a bullet next to the name.

Clear History Buffer

The 'Clear History Buffer' button i clears the history.

Options

The 'Options' button B opens the Terminal Window Configuration window.
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List of supported VT100 Commands

ESC7
ESC 8
ESCH
ESCD
ESCE
ESCM
ESCc
ESC[A
ESC [B
ESC [C
ESC [D
ESC [K
ESC[J
ESC [g
ESC [Om
ESC [1m
ESC [4m
ESC [5m
ESC [7m
ESC [nD
ESC [nB
ESC [nC
ESC [m;nH
ESC [nA
ESC [nJ

ESC [nK

ESC [m;nf
row n

ESC [ng

Save Cursor

Restore Cursor

Horizontal tabulation set

Index

Next line

Reverse Index

Reset To Initial State

Cursor Up

Cursor Down

Cursor Forward

Cursor Backward

Erase from cursor to end of line

Erase from cursor to end of screen

Clear tab at current cursor position
Atttributes off
Bold or Increased intensity
Underscore
Blink
Negative (reverse) image
Cursor backward n chars

Cursor down n lines

Cursor forward n chars

Cursor position to column m and row n
Cursor up n lines

Erase in display
n =0 - erase from cursor down
n =1 - erase from cursor up
n =2 - clear screen
Erase In Line
n =0 - erase from cursor to right

n =1 - erase from cursor to left

n =2 - erase from current line to end of screen

Set horizontal and vertical cursor position to column m and

Tabulation clear
n =0 - clear tab at cursor

n =3 - clear all tabs
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FLASH Programming

Introduction

If the attached hardware (see "Hardware Plug-In" on page 16) supports FLASH
device programming, winIDEA will create a FLASH menu through which
FLASH-programming capabilities of the hardware plug-in can be used.

q inlDEA - Sample
File Edit “iew Project Hardware Debug

Frogram...

The FLASH menu

winIDEA can support both on-chip and external FLASH programming.

Note: Internal CPU FLASH refers to the CPU currently configured by the
Hardware plug-in.

When using newer/UMI internal FLASH devices, those are handled by the
hardware plug-in and winIDEA considers these regions to be writable. For more

information on UMI FLASH programming, please see the Hardware User’s
Guide.
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Programming

Make sure that the target system is properly connected to the programmer and
the target system is ready for programming.

Next configure the appropriate device.

Configuration
Software configuration consists of:

e Target configuration — either on-chip FLASH or external FLASH
device

e Device configuration — manufacturer and type specification

e Scope configuration — determines whether the entire chip or only parts
of it will be used in the operation

e Download files configuration — files the FLASH will be programmed
with.

To start the setup, select the 'Setup...' command from the FLASH menu.

Target
The Target page will be shown if on-chip FLASH programming is available.

FLASH Programming Setup |

Target | Devicel Su:u:upel Download Filesl

Taget ————— |~ Options
¥ Enternal FLASH device [ iUze Debug download files

) ERW irtermal FlLaEH Auto program FLASH Ineve[ ""I

Device organization

Single device j — Exclusions
1o -0 HEX
Hardware Setup... r ||:| _||:| HE3

(] I Cancel | [ | Help

FLASH Programming Setup dialog, Target page
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Target

Specify the FLASH target. Options that are not available are disabled.

Note: If internal FLASH device programming is not supported (or not available)
and external FLASH is then this Setup tab is not shown.

Options

The 'Use Debug download files' can be used to override settings on the
'Download Files' page and use download files configured for debug system
instead.

Several options to automatically program the FLASH can be selected with the
'Auto program FLASH..." option.

The options include:
e never —the FLASH is never programmed automatically;
e after link — the FLASH is programmed immediatelly after link;
e before download — the FLASH is programmed before download.

Device Organization

Device Organization determines the target device organization. This is either a
single device (8 or 16 bit) or two 8- or 16-bit devices in parallel organization
(common address bus with A1l used as device's A0, one device holds even
addresses, the other odd addresses).

o Single device — select if you wish to program a single standing device;

e Two devices — select if you wish to program the device in parallel
configuration;

e Four Devices — selects if you wish to program both devices in parallel
configuration.

Hardware Setup

For information on setting up hardware, please refer to the hardware manual.

Exclusions

Up to two memory areas to exclude when programming FLASH can be defined
here.
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Device

In the Device page of the 'FLASH Programming Setup' dialog, the external
FLASH device type is configured. If you are programming CPU's on-chip
FLASH, these settings are ignored.

Note: If external FLASH device programming is not available then the Device
tab is not shown.

FLASH Programming Setup |

Target Device | Su:-:upel Download Filesl

bd anufacturer Device

Sharp | | 28FESCT-LA5
I J ZBFMESCT-24
™ lgnore FLASHID | CE
Addrezs

0 HE

[ata Bus Mapping. .. |

] I Cancel Sapl Help

FLASH Programming Setup dialog, Device page

Manufacturer

Select the manufacturer of the FLASH device. The device list will be updated
after the manufacturer is selected.

Ignore FLASH ID

When programming, the FLASH ID is checked. If this is not desired, please
check the ‘Ignore Flash ID’ option.

Device and Version

Select the FLASH device. If there is only a single version of the device, the
'Version' list will be disabled and will show only 'default' value. Should there be
different versions of the device (like 8 and 16 bit data bus versions), select the
one that you are using.

Address

Specify the address of the device in the target system — the address that the CPU
uses to access the device.

Little Endian Target

Check this option if the target system is a Little Endian Target, i.e. swaps the
low and high byte of a 16-bit data bus.
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Data Bus Mapping

The Bus Mapping dialog is invoked by pressing 'Data Bus Mapping' in the
FLASH Programming Setup/Device menu.

Bus Mapping |
—CPU FLASH - CPL FLASH
po [07 |z [

" Byte reversed Iﬁ |1_ Iﬁ IE—
pz [z |po Jio

" Bit reversed
pv [ |bom i

= Custom Iﬁ |4_ Iﬁ Iﬁ
ps [ b1 i3
o5 [ |bw [
ez [ |p1E [i5

0k I Cancel |
Bus mapping dialog

The Bus mapping is useful when the data in the FLASH is mapped differently
than on the CPU.

Straight
The bits are mapped directly.

Byte reversed

The bytes are reversed, i.e. the first byte in the FLASH is mapped as the second
byte for the CPU, the second FLASH byte is mapped as the first CPU byte.

Bit reversed

The bits are reversed. The first FLASH bit is the last CPU bit, the last FLASH
bit is the first CPU bit.

Custom

Custom mapping can be defined here.
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Scope

Settings in the Scope page determine whether the entire device will be operated
on or just certain parts of it.

FLASH Programming Setup |
Device Scope | Diownload Filesl
g Sectors
Cope
™ Entire chip EEUDD
™ Only involved sectors
] ] [w] G000
= Only selected sectorg 4000
(110000
Select all V20000
[]30000
Clear all |

K, I Cancel Spply Help

FLASH Programming Setup dialog, Scope page

Entire Chip

When selected, the entire chip will subject to erase and program operations.

Only involved sectors

When selected, only sectors, where the download file's code is loaded will be
erased and/or programmed.

Only selected sectors

When selected, only sectors that are explicitly checked in the Sectors list will be
operated on.

You can use 'Select all' to select all sectors and the 'Clear all' to deselect them.

226 ¢ FLASH Programming

Software User's Guide winlDEA



Download Files

In the 'Download Files' page the files that will be used for programming the
device are specified.

Note: Settings on this page are ignored if 'Use Debug download files' option is
selected on the 'Target' page.

FLASH Programming Setup

Taiget | Device | Scope  Download Files I

File

[Target Output]: sample.elf [ELF. Cade O fzet=00000100, Sy Offzet=00

[T Include project output file

] e

Cloze |

M emary area: I default

[Fance | Sl Help

FLASH Programming Setup dialog, Download Files page

See also "Download File" on page 107 for more information

Note: When using files other than those intended for EPROM burning (for
example absolute object files with debug information), make sure that they
contain all the code necessary in an EPROM system.

Special care should be taken when programming EPROM for a banked system.
The absolute object file usually holds a single instance of the common area,
although the common area must be multiplied in every bank. If you suspect that
not the entire code is loaded, use the object to hex converter supplied by the
compiler manufacturer, and specify the generated hex file as the download file.
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Device Programming

After you have configured the device and prepared the target system and
programmer, select the 'Program...' command from the FLASH menu.

FLASH Program |

— Device organization

I:u:unfigL_Jring S5T 33WFO30 Byte OK
| Single device [5-bit] Operation completed

¥ | Frogram devices individual

Load Files | [w
Wrzeswre (]
Eraze [w
Skart
Program | [w
Werify [w
SECUTE | ]
aEr

[v bort operation on eror

Setup... |
o | .

FLASH Program dialog

Device organization

The target device organization is specified in the Flash Programming Setup
dialog, the Target pane. This is either a single device (8 or 16 bit) or multiple 8-
or 16-bit devices in parallel organization (common address bus with A1 used as
device's A0, one device holds even addresses, the other odd addresses).

Program devices individually allows you to program only one device at the time.

Load Files

Click this button to load the download files to winIDEA's internal cache.

Unsecure
Select this option to unsecure the FLASH.

Erase

Click this button to erase the configured scope (see "Little Endian Target" on
page 224).
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Program
Click this button to program the configured scope.

Note: this button is disabled if the download files have not been loaded.

Verify

Click this button to verify if programming was successful.

Secure
Select this option to secure the FLASH.

Start

Performs all operations checked next to the Load/Erase/Program/Verify buttons.

Abort

Aborts the current operation.

Setup

Opens the FLASH Programming Setup dialog — see "Configuration" on page
222.

Results

The Results list shows results of operations performed on the FLASH device.
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Build Manager

Introduction

Project configuration file carries
the same name as the workspace
file. They always go hand in hand.

One of the goals in the development of winIDEA was to achieve a tight
integration of all stages of program development (edit, build and debug) by a
single application.

winIDEA provides its own editor and powerful debugging capabilities, it lacks
however an integrated compiler toolset. Instead, virtually any third party
command line driven compiler, assembler and linker can be integrated to run as a
part of winIDEA.

winIDEA provides several specialized objects that facilitate this integration. You
will manage you project hierarchy in the Project Workspace Window, run
compilers using the Project Toolbar and configure compiler options in the
Project Settings dialog.

In addition winIDEA separates project configuration settings from
workspace settings in a separate project configuration file. This file is
generated automatically when the workspace file (.JRF) is generated.

It carries the same name, however with a different extension (.QRF).

This separation allows teams of developers to share the same copy of

the .QREF file while every developer can customize his individual

setting in the workspace file.

When using source code control and versioning systems (SourceSafe, PVCS,
etc.) you will want to control the project (.QRF) file as well as your source files.
Since the workspace file (.JRF) is user specific, it should not be shared.

Note: If you copy the workspace file (.JRF) to a new directory, always copy the
project configuration file ((QRF) too, otherwise you will have no project settings
when you open the workspace file in the new location.

Note: In winIDEA versions earlier than 8.5, the project configuration file had a
.PRF extension. This file is read by newer versions, but changes are saved to the
new QRF format.

Detecting Changes to the Project

When the build manager is configured properly, it will check all project files and
recompile/assemble those where:

e the objet file doesn't exist
e the object file is older than the project file

e any of the header files used by a C project file is newer than the object
file

e compiler/assembler settings for the project file have changed
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A project will be linked (output file generated) when:

the output file doesn't exist
any of the object files is newer than existing output file
linker settings have changed

the indirection file has changed

This check is performed before the CPU operation is advanced (download, step,

etc.).

In such case the below dialog will ask you whether the project should be rebuild.

N |

One or more project fles are out of date or don't exist

Source file "D:APROAS amp_Mew | CESCOSMICAHC 244, O0MCPUT est

Do you want to build the project?

Mo Cancel

The 'Project not up to date’ dialog

Yes

Choose 'Yes' to rebuild the project.

No

If you choose "No' the project will not be rebuild and winIDEA will not prompt
you again until the project is rebuild explicitly.

Cancel

Choose 'Cancel' to abort the attempted operation. The project is not rebuilt.
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Project Organization

winIDEA adds two hierarchical levels between the project and files that it
consists of (project files). These two levels are an abstract organizational form,
which you can use if you feel the need to, or not use at all - especially for small
projects.

Current Target (Debug)

F3% winlDEA - 2000_31

Project root —{ile Edit “iew Poject Hardware Debug Tool: ‘Window Help

S Fles [Debug] [l | =] 2 =] w275
BAME. files
: Source files

T B File Yiew \
For Help, press F1 \ s
Dependencies ’ \Proj ect Files

(headers, etc.) (C files, ASM files, LIB files)

Project Workspace Window showing project hierarchy
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Directory Organization

As strongly recommended in the "Workspaces" section on page 11, all
workspace and project related files are placed in the workspace directory or one
of its sub-directories. The figure below illustrates a small project.

Work direct Workspace file
orkspace directo
P Y Project configuration file

File Hdit Wiew Help

'Debug' Target IaKéim j / BEI ‘x’llﬁ‘l il i

output directory —\C’ D

Release 2000 370 200031 pif Keilind

'Release’ Target
output directory

Tstlc TeZe Tst2h Tedc
Gobieetlsl N\ re v
Project files

Typical Directory Organization

You can see the workspace file (2000_31.JRF) along with a matching project
configuration file (2000 31.qrf).

All project files (Tstl.c through Tst3.c) and some header files are located in the
same directory. For larger projects you will usually want to place project files in
sub-directories whose names resemble group names, but this is entirely your
choice.

The Debug sub-directory contains files generated by processing project files
when the 'Debug' target is selected. This includes object, listing, map, absolute
object, symbol files, etc. in short everything that can be regenerated every time.
The Release sub-directory holds the same set of files, only this time they are
generated by selecting the 'Release’ target.

This separation of source and output files keeps your source directories clean and
brings additional advantages as described next.

234 e Build Manager Software User's Guide winIDEA



Targets
A project can have one or more Targets.

A Target controls all project files by defining default command line options for
newly added project files, and by defining an Output Directory for all
intermediate files generated in compile, assemble and link process.

Targets |

Targets

Cancel

Welete

Bename
— Current T arget:

Debug Set Default

EELEE

Targets dialog

Before inserting any project files in the project, you should review and modify
the target settings in the Project Settings dialog.

Note: Target settings are shown, and can be edited when target’s name is
selected in the tree view of the project.

Every project file that you insert in the project will assume these target settings.

Later on, if you decide to modify targets settings, open the Project Settings
dialog, select the desired Target and configure new Target settings.

Use the 'Reset..." button

To apply Target settings to all project files - by doing so, you reset settings for
every project file (including those, whose settings have been set explicitly) to
current Target settings.
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Use the 'Set Default...' button

To discard current Target settings and return to winIDEA's hard coded default
settings - by doing so you will change Target settings - which will apply to
newly added project files and to existing project files whose settings have not
been explicitly set (see below).

Project Settings E |

Generall Includeal File T_I.Jpesl Customize  Compiler |.-'l'-.$$eml:uler| Linkerl Build I

Set Defaul... | % [T) Sample - Debug
Compiler Path

$[CMPDIR Jbint.arm-elf-goc. ex .. |

Optionz

FEDMAME] -gdwarf-2 -c -mbig-endian ﬂ Eesel.. |

[ Bun &ssembler

Command Ling Defines

;l Prefis I
Poztfix I

Ok I Cancel | Spply | Help

Review command line settings for compiler and assembler
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Why Would You Want to Use More than One Target

In course of development you will sometimes wish to maintain a version that is
easy to debug (debug info, no optimizations, conditionally compiled debugging
aid code), and a version that you release in the finished product (no debug info,
full optimization, no unnecessary code, etc.).

Traditionally, you would work with so called 'Debug' settings when generating
debuggable code. When you wished to create a 'Release’ version, you would
change all settings and make a full build of your project. This is inconvenient
because:

e it takes quite a while to make a full build of a large project

e if some files need special compiler settings (disable debugging in
certain modules etc.), you must take special care in defining settings for
these files every time you change 'global' settings.

e you then need to do this all again to return settings back to 'Debug
mode’'

winIDEA's Build Manager solves this

e by maintaining settings for all configured targets, not just the current
one - so you have to define them only once

e by keeping intermediate files (object, listing) in a separate Output
directory - which is different for every Target. Beside keeping your
source directories clean, this assures that object files located in 'Debug'
target directory are compiled with Debug settings and object files in
'Release’ target directory with Release settings.

Hence, rebuilds are not necessary. When switching Targets you only
perform a 'Make'.

Adding a Target

Note: When a new project is created, a Target named 'Debug' is generated
automatically.

e  Open the Targets dialog in the Project menu.
e Select the 'New..." button

e Inthe 'New Target' dialog specify the name for the new target and
choose whether default options should be used, or target settings copied
from an existing target.

Mew T arget |

T arget Mame:

IHeIease

g

" Use Default Settings: Cancel

New Target dialog

e  Select OK button to finish
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Note: when copying settings from an existing target, only target settings are
copied - not for every individual project file. Files with explicitly set settings
assume Target options in the new target. If you need to, you must configure
them manually.

Renaming a Target

To rename a target click the Rename button in the Project/Targets dialog.

Rename T arget |
— 0Id T arget Mame
Debug
Cancel |

— Mew Target Hame

D ebug

Rename Target dialog

New Target Name

Specify the new name for the target.

Groups

A Group is a collection of project files. Every Group exists in every target and
groups the same project files. Besides being a visual aid in browsing project
hierarchy, group names can be used in the link process.

What Groups don't have, are compilation and assembly settings, output
directories, etc.

Why would You Want to Use More than One Group

e Ifyou wish to enforce link order of an object file or group of object
files, the easiest way to do it is to define as many groups (with
descriptive names) as necessary. For a banked system, for example,
such names could be 'Common', 'Vectors', 'Bank 1' and 'Bank 2’, but
also 'Jack's files', 'Nancy's files' etc.

e When a hundred or more project files are used, you will find it hard to
find them in the Project Workspace window. By organizing them in
groups (again with descriptive names) you will find them much faster.
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Adding a Group
e  Open the Context menu of the Project Workspace Window
e  Select the 'Add Group...' command
e  Enter then name for the new group when prompted for it

e  Select the OK button to finish

Project Files

Project files are the meat of your project. By compiling, assembling and linking
them, your project is built.

winIDEA divides project files by their extension into four types:
e compiler source files (typically .C extension)
e assembler source files (sometimes .ASM, but also .A51, .S07, ...)
e object and library files (.OBJ, but also .H11, .R03...)

o files that do not take part in the build process - text files, graphics -
anything that you find handy to have available by mouse click in the
Project Workspace Window.

Software User's Guide winIDEA Build Manager ¢ 239



Configuring Project Files
e Select the Project Files...' command from the Project menu

e In the Project Files dialog, select the files you wish to add, and the
group you wish to add them to.

e  Select the OK button to finish.

When a project file is inserted in the project, a set of settings for every existing
target is generated for it. For every target, current target settings are used.

Project Files

Look in: |E 4.00 j = ﬁ EH-~
DDebug

¢ cPUTest.c
] MAIN.C

E Test.c

] YECTOR.C

File name: I

Files of type: | Compiler files (*.C) =l Cancel

Help

Add Files o thiz Group:

I C-Source Files j
Filez in Group:

$CMPDIRNIEACRTS H12 Bemove
CPUTest.c —
mair. o
Testc

Ok

AL

The Project Files dialog

Alternatively, you can add a file which is open in an editor, by selecting the 'Add
to project' command from editor's local menu.

Link Order of Files and Groups

On certain occasions the project's object and library files must be linked in
specific order. The Build Manager will process groups and their project files in
alphabetical order unless specified differently in the link order dialog.
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Select Link Order |

Groups ; Files:
Source files T5T1C
BANE files TSTaC
- TST2C -
Link Order dialog

To open the link order dialog:
e select the target in the project workspace window
o right-click it to open the context menu
e select the Link Order... command

Build Manager passes groups to the linker as they are listed in the Group list.
You can change the ordering of groups by selecting a group and moving it up
and down in the list with the arrow buttons right of the list.

Inside a group, project files are processed as they are listed in the Files list.
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Compiler Tool-set Integration

To take maximum advantage of winIDEA's Build Manager, numerous settings
must be configured properly. winIDEA ships with ready-made example projects
for all major compilers, which you can use as template workspaces for your new
projects.

For quick starts and small projects, you can use an example workspace as a
template for your workspace, for bigger projects however you will want to have
more control over the Build Manager's settings.

You have already learned how to add targets and groups, what remains is the
Project Settings dialog, where global, target and project file specific settings can
be configured.

Scope of Settings
Project settings can have one of following scopes:
e Global scope - always valid (example: path to assembler EXE)

e Target scope - valid when the respective target is selected
(example: Target's output directory)

e File scope - valid when a file is being compiled or assembled
(example: compiler command line options)

Configuring Settings for Multiple Files
Settings for multiple files can be configured simultaneously. To do so:
e expand the project hierarchy as needed
e select project files, groups and targets that you wish to manipulate
e configure settings that you wish all selected files to assume
In the figure below, settings for following files are being manipulated:
e main.c in the 'Debug' target
e All files in the 'BANK Files' group in the 'Debug' target
e All files in the 'Release' target

In dialog pages where target and project file specific settings can be set, you will
notice two buttons which are used to reset settings.
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Project Settings

The 'Reset’ button

Clicking on 'Reset' button will preset settings for currently selected files to
current target settings. In previous example this means:

e main.c in the 'Debug' target assumes current 'Debug' target settings

e All files in the 'BANK Files' group in the 'Debug' target assume current

'Debug' target settings

e All files in the 'Release’ target assume 'Release’ target settings

In other words, selecting 'Reset’ on any file or group of files, discards all settings
that were defined explicitly (for a project file after it has been inserted into

project).

Generall Includesl File T_I.Jpe&l Custu:umizel Compiler  Aasembler | Linkerl Build I

Azzembler Path

Setretaul. |

|$[|:h-1 FDIR binarm-elf-as.exe

Options

Ll

FEDMAME] -marmtdmi -0 ${MOEXT].0 -mbig-endian --gdwarf2 ;I Heset . |
2|

=

]

E@ Sample - Debug

E@ Source files

. main.c
=4 Linker Files

b sample.ind
b zample.map
EI'@ Agzzembler Files

;| FLASHS ecurity. =
B[] Documents

0k I Cancel Spply Help

Setting options for multiple files simultaneously

The 'Set Default' button

The 'Set Default' is enabled only when a target is selected. Clicking it will cause
the selected target to assume settings that are hard coded into winIDEA.

This will also affect settings of all project files in the target whose settings have

not been changed explicitly.
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General page

Project Settings

SEEDRjgectamts L]

Obi
GCC - li

il pil = N ==

Project Settings dialog, General page

244 o Build Manager Software User's Guide winIDEA



External Make File

When this option is checked the Build Manager will not attempt to build the
project by itself but will rather call an external batch file - which you must
specify. This batch file is now in charge of creating the absolute object file.

This option effectively disables the Build Manager. All make and build requests
are routed to the external make file. It will however still detect modifications to
either project or include files and invoke the external make file when necessary.

This setting has global scope.

Parameters
The string specified here will be passed to the external make file.

This setting has global scope.

Compiler toolset path

Compiler toolset path defines the directory where compiler, assembler, linker
and companion files have been installed. Although you will see absolute paths to
compiler, assembler and linker or to library files included in the project files list,
all these paths are internally kept as relative to this directory. If you have
different version of your compiler installed in different directories, you can
easily switch amongst them just by changing this path.

This setting has global scope.

This option also accepts entries with environment variables enclosed in % signs.
Example:

The environment variable C_BASE is set to 'X:\C51".

The entry in the 'compiler toolset path' option set to '%C BASE%\BIN' would
yield "X:\CS1\BIN'.

Executable Directory

Defines the directory where executable files are stored when the selected target
is active.

This setting has target scope.

Intermediate files directory

Intermediate files directory option controls placement of temporary files
generated during compile and assembler runs. If the option is checked, these will
be put in the specified subdirectory of the Root directory.

If this option is not checked, the intermediate files will be placed into the
Executable directory.

This setting has target scope.

Executable File

Defines the name of the file, which is generated at the end of the build process.
This will usually be the final executable (absolute object file) generated by
linker. This file must be known by the Build Manager to tell a successful build
from an unsuccessful one.

Although you must specify only the name of the file (without any path
specification), the file is always searched for in the current target's output
directory.
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This setting has global scope.

Root Directory

Specifies a root directory for project files location. Using a root directory,
winIDEA can store paths to project files in relative from, thus assuring
workspace moveability.

If this field is left blank the workspace directory (see "Workspaces" on page 11)
is used as the root directory.

This setting has global scope.

This option also accepts entries with environment variables enclosed in % signs.
Example:

The environment variable C BASE is set to 'X:\C51".

The entry in the 'root directory’ option set to '%C_BASE%\BIN' would yield
"X:ACSI\BIN'.

Error Filter

Defines the method by which output emitted by translation tools (compiler,
assembler and linker) is filtered to extract errors and warnings.

If your compiler is not supported, you can still view unfiltered output in the
'tools' pane of the output window.

This setting has global scope.

Advanced

Clicking this button configures advanced filter options.

The default settings in the advanced dialog are hard coded in the winIDEA for
the currently selected filter.

dnced |

— Compiler
¥ Use default erar file

Customn error file: I * |

— Azzembler
[ Use default erar file

Customn error file: |$[EIL|TF'L|TDIH] > |

— Linker
¥ Use default erar file

Customn error file: I
—1 Uze external filter

Path | ]

Cancel |

Advanced filter options

You may change this options if no filter is available for you version of compiler.
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Use default error file

If this option is checked, the default error file for the generated tool is used. This
file can be either captured STDOUT or STDERR stream or a file with a standard

named or extension.

This standard file is hard coded in winIDEA for the current filter.

Use Custom error file

Check this option to override the default error file. You can use macro names
available by clicking the ™' button.

Exclude File from Make

When this option is checked the selected file will not be processed by any of the
translation tools, no matter what type it is.

This setting has file scope.

Includes

Project Settings E |

General  Includes | File: T_I,Ipesl Eustu:umizel Enmpilerl .-’-'-.sseml:ulerl Linkerl Bivild I
Includes search paths fg - E’fl Debug

FICHPDIR hdrs'

'7 Search subdirectonies

™ wam if include file is not found

Check dzzembler Includes

Include Ke_l,lwnrdl ¥ Fequire [2ading Blankis]

| &llavleading Blanflz]
Fath ztart char I_ Example

Fath end char I_ |

Cancel | i Help

Project Settings, Includes page

Include Search Paths

The Include File Directories list holds a record of all directories that should be
searched for include files. The include files are searched in directories in order of
their appearance in ‘Includes search paths’ dialog. The order can be changed by
pressing the “up’ or ‘down’ arrow.

If ‘Search subdirectories’ at a selected path is selected, also the subdirectories of
this path are searched.

Note: these directories are used by the Build Manager to search for include files
used by project files to determine whether an include file has changed, in which
case the project file needs to be recompiled.

If the compiler itself requires include files path specification, you must provide
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this separately in the form that your compiler expects (environment variables,
command line options, configuration files, etc.)

This setting has global scope.

Warn if include file is not found

This option toggles whether a warning is issued when an include file is found or
not.

Check Assembler Includes

Since there is no standard (like ANSI for C/C++) to define an include file for an
assembler, the include syntax must be described manually.

If ‘Check assembler Includes ‘ is checked, assembler project files will be
searched for includes

Require leading blanks

Check if the include directive must not start in the first column.

Allow leading blanks

Check if the include directive can start in any column, including the first.

Include Keyword
Specify the include directive keyword.

Path start char

Specify the character that immediately preceeds the include file name.

Path end char

Specify the character that immediately follows the include file name.

The dialog will show an example of the current configuration in the ‘Example’
field.

248 o Build Manager Software User's Guide winIDEA



File Extensions page

The File Extensions page defines file extensions by which files handled by the
Build Manager are identified.

Project Settings E |

Generall Includes  File Types | Eustu:umizel I:::umpilerl .-’-'-.sseml:ulerl Linkerl Build I
— Compiler Eﬂ Diebug
Input Ext.[z] Header E=t. Cutput E st Eutra extenszions
IE IH IEI Ierr
—Azzembler
|rput E st [=] Header E=t. Cutput E st Eutra extenszions
E [InC 0
— Linker
|rput E st [=] Eutra extenszions
IEI;HEIB I
(] I Cancel | i | Help

Project Settings dialog, File Extensions page

All settings on this page have global scope.

For every build step the extra extensions indicate other types of files that can be
generated in the process. A file that carries the same name and one of the
extensions specified here is moved to the output directory along with the object
file.

These types can be specified when the "Don't use time based build manager"
option on the Customize page is selected.

Compiler extensions
These are the types of files that a standard C compiler deals with:

o ( files - winIDEA's project files (usually .C or .CPP). If more than one
extension is possible, separate them with commas or semicolons.

e Header files - included by project files
(usually .H)

e  OQutput files generated by compiling a C file (usually .OBJ). If your
compiler generates assembler source, specify the extension of generated
assembler source files.

Assembler extensions
For assembler the following extensions must be defined:

e Assembler source files - winIDEA's project files. If more than one
extension is possible, separate them with commas or semicolons.

e Object files generated by compiling an assembler file (usually .OBJ)
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Linker extensions

e  For the linker, only input extensions must be specified. These include
object file extensions and library file extensions.

Customize page
Customize page contains additional options for running translators.

All settings on this page have global scope.

Project Settings E |

Generall Includeal File Types  Customize |E0mpiler| .-'l'-.sxemblerl Linkerl Build I

Fun after linker:

Path I .|
Camrmand line: | LI

Fiun BeforelAfter. . | Translator Execution. .. |
I @ Azzembler Files
[v Beep when done [ Change working directary - @ Documents
[ Bun translators with relative path [ Display tonl parameters

[ Copy output files ta target dirsctany

Environment Settings:
PaTH=${CMPDIR bin =]

[~
Ok I Cancel Spply | Help |

Project Settings dialog, Customize page

Run After Linker

After link process successfully terminates, sometimes additional tools (object
file converters, etc.) must be ran. If you need to run a tool or a batch file, specify
its path and command line arguments here.

Run translators with relative path

When checked, the translator is passed a relative path of the file(s) it requires for
translation.
Otherwise absolute paths are used.

Copy output files to target directory

When checked, all files generated in process of translation (object, listing, etc.)
are moved to current target's output directory.
Otherwise no files are moved.

Beep when done

By default, winIDEA beeps after the build is done. With this option, the beep
can be turned off.
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Change working directory

When checked, the current (working) directory is changed to the directory of the
file being processed.
This is required by some compilers.

Display tool parameters

Displays parameters passed to the tool.

Show tool window

Under certain conditions a compiler/assembler/linker or a custom tool, which is
spawned by winIDEA, can create it's own subprocesses, which run
independently of it and winIDEA has no knowledge of them. If such a process
hangs, or awaits user input, win[DEA can not abort it.

The bad thing about this is that users don't see the spawned process screen, as
winIDEA launches the initial process in a hidden window.

If this option is checked, the spawned process will be shown in a normal
window. Since compiling multiple files will cause windows to pop-up and close
for every file, this option is off by default. It should only be used if 'hang'
situations occur.

Environment Settings

Some compilers require special environment variables that tell them where to
search for include files, library files, etc. Traditionally you had to set these
options with SET command in the AUTOEXEC.BAT file. You can still do it the
old way, but you can also specify them in this field.

To set a variable X to value A, write

X=A

Note: you must not use the SET keyword when defining the variable.

You can use existing environment variables in new definitions. Following
definition extends the PATH variable to include new path:

PATH=%PATHS%;c:\C51
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Run Before/After

Actions preceding make/build or following compile or assembly execution can
be configured. In this case, select the 'Run Before/After' button.

Run Before/After E |

— Fun after compiler
Path:

— Run after azzembler
Path:

Command line;

Command line;

| ol
ol [ | S

— Bun before make
Path:

— Bun before build
Path:

Command line:

Command line:

RN

— |
Cancel |

Run Before/After dialog

Translator Execution

Clicking the 'Translator Execution..." will open the Advanced Translator
Execution dialog, where you can define how individual tools are spawned and
their output captured.

Run with command interpreter

When checked the tool is not spawned directly, but rather with a command
interpreter.

If the tool fails to start or it's output can not be captured with default settings,
you may try changing this option.

In general the option should be checked when running under Windows NT and
unchecked when running under Windows 9x.

If the compiler is installed in a path with blanks, this option must be cleared. If
the compiler doesn’t operate in this case, the path must be renamed so it doesn’t
contain blanks.

Capture translator output

When checked the STDOUT and STDERR streams are indirected to a disk file
which winIDEA later uses to filter out the error messages.

In general this option should be checked. The only case are tools that expect
input on the STDIN stream or send file output to the STDOUT stream. In such
case this option should be unchecked (for such tools the error output is usually
generated in a separate error file).
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Advanced Ed |

— Compiler :
¥ Fun with command interpreter
¥ Capture translator output

—&gzembler ;

¥ Fun with command interpreter
¥ Capture translator output

— Linker :
¥ Fun with command interpreter
[ Capture translator output

Cancel |

Advanced Translator execution options

Compiler page

The compiler page contains options specific to the C compiler. If you are using
only assembler, you do not need to set any options on this page.

Project Settings |

Generall Includesl File T_I.Jpe&l Customize  Compiler |.-'1'«3$em|:uler| Linkerl Build I

Set Defaul... | E@ Sample - De.l:uug
Compiler Bath E'@ Source files

A S H
$CMPDIR binarm-elf-gz ] _I E.@ n :E?IEFE i

zample.ind

; -2 .z -mbig-endi n | : &) sample.map
FEDMAME] -gdwarf-2 -c -mbig-endian _I Reset ---@.&ssembler Files
b | @ Documerts

Options

[ Bun Assembler

Command Ling Defines

;l Frefis I
FPoztfix I

(] I Cancel | Spply | Help

Project Settings dialog, Compiler page

Compiler Path
Specifies the path to the compiler's EXE file.
This setting has global scope.

If you wish to call up a batch file, you can not specify its path directly, but must
create an intermediate batch file that calls up your batch file.
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If the compiler path is left blank, then the first argument in the 'Options' setting
should be the translator path. This allows per file configuration of the used
compiler (since, for example, some older ARM compilers provide a separate
compiler for ARM and Thumb mode).

Example:

Files are compiled with COMPILE.BAT. To call it from winIDEA, create a new
batch file COMPILE1.BAT containing:

CALL COMPILE.BAT %1

Specify COMPILE1.BAT as the path to the compiler. winIDEA will replace
occurrences of %1 in the batch file with options configured on the page.

Compiler Command Line Options

In this edit field you must enter command line options you wish the compiler to
be called with when the selected file is compiled. These will usually be code
generation options, conditional defines, etc.

Additionally macro entries are supported, available from the button on the right
of the Options edit field. The simplest command line option will usually contain
the macro for the file name being compiled:

$ (EDNAME)

This macro will expand to the full file name at the time when the compiler is
invoked.

This setting has file scope.

Run Assembler

When this option is checked, the Build Manager will run the assembler on the
output file generated by compiler.

This setting has file scope.

Command Line Defines

In this option all command line defines, needed for the compiler to operate, can
be specified.

Prefix/Postfix

The Prefix and Postfix are used when the $ (DEFINES) macro is used. Every
command line define specified is completed with the value specified in the
Prefix and Postfix options.
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Assembler page

The assembler page contains options specific to the assembler. If you are using
only compiler, you do not need to set any options on this page.

Project Settings E |

Generall Includesl File T_I,Ipesl Eustu:umizel Compiler ~ Aszembler | Linkerl Build I

Set Defaul... |
Azzembler Path

[$/CMPDIR)CaB808.2ve =

Dptiohz

+&__ ASk.er - FEDMAKME] ;I Eezeh... |
= |5

- Debug

Cancel i Help

Project Settings dialog, Assembler page

Assembler Path

Specifies the path to the assembler's EXE file.

This setting has global scope.

If you wish to call up a batch file, you can not specify its path directly, but must

create an intermediate batch file that calls up your batch file.

If the assembler path is left blank, then the first argument in the 'Options’ setting
should be the translator path. This allows per file configuration of the used
assembler (since, for example, some older ARM assemblers provide a separate

assembler for ARM and Thumb mode).
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Example:

Files are compiled with ASSM.BAT. To call it from winIDEA, create a new
batch file ASSM1.BAT containing:

CALL ASSM.BAT %1

Specify the ASSM1.BAT as the path to assembler. winIDEA will replace
occurrences of %1 in the batch file with options configured on the page.

Assembler Command Line Options

In this edit field you must enter command line options you wish the assembler to
be called with when the selected file is assembled. These will usually be code
generation options, conditional defines, etc.

Additionally macro entries are support, available from the button on the right of
the Options edit field. The simplest command line option will usually contain the
macro for the file name being assembled:

$ (EDNAME)

This macro will expand to the full file name at the time that the assembler is
invoked.

This setting has file scope.
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Linker page
The linker page contains options specific to the linker.

All settings on this page have global scope.

Project Settings E |

Generall Includesl File T_I.Jpes' Eustnmizel Enmpilerl Azzembler  Linker |Build |

Set Defaul... | Eﬂ Bl
Linker Path

[$ICMPDIRICInk. 2xe [
Options
- LIME. err -ocozm08. k02 Sample.ind ;I ;I

[~
Indirection File Generate replacement in

|$[IHFDIH]SampIe.ind J Ithe zame directory j Edit |
Translate character: I&_ Path Separator I'\ "l Link Order... |

¥ CR-LF after file name [one file name per ling)

™ Skip cbigct file existence check

Ok I Cancel | Spply | Help |

Project Settings dialog, Linker Page

Linker Path
Specifies the path to the linker's EXE file.

If the linker path is left blank, then the first argument in the 'Options' setting
should be the translator path. This allows per file configuration of the used linker
(since, for example, some older ARM linkers provide a separate linker for ARM
and Thumb mode).

Linker Command Line Options

In this field you must enter command line options you wish the linker to be
called with. These will usually be only a path to the Indirection File with perhaps
some additional options.

Link Order

Click this button to change the order in which object files are passed to the
linker. See "Link Order of Files and Groups" on page 240.

Skip object file existence check

If this option is checked, winIDEA will not check whether all linker input files
(object, library) exist. By default, this option is off.

Software User's Guide winIDEA Build Manager ¢ 257



Linker Indirection File options

Due to large number of options that a linker must handle, most linkers can
retrieve linkage options from an indirection file (also called command file,
link file etc.).

Build Manager uses the indirection file to tell the linker which object and library
files should be linked. It will search the indirection file for occurrence of
translation characters, and replace them with a list of object files generated
from the project files list.

The following features and rules apply to creating indirection files that can be
used by winIDEA:

e  All occurrences of %1 are replaced with options specified in the Linker
Command Line Options field

e  All occurrences of %2 are replaced with the name of the final output
file (see “Executable File” on page 245).

e  Occurrences of translate characters are replaced with the names of
object files.

All these conversions do not have any influence on the original indirection file.
From it a new file is generated and the linker is given this file as the indirection
file. When the linker finishes, this file is erased. The location, where this file is
generated, is specified in the ‘Generate Replacement in’ option.

Generate replacement in

The replacement file for the Linker Indirection file will be generated in the
location, specified here. The available locations are:

® the same directory : creates the replacement indirection file in the same
directory as the original indirection file. This option is the default and
recommended as it allows the indirection file to contain references to
other files in relative form.

®  Project Root directory : creates the replacement indirection file in the
Project Root directory

® Target Exec directory : creates the replacement indirection file in the
current target's Exec directory. Note: this was default location in
winIDEA 2005 and earlier.

Translation Character

When the translation character (‘&' default) is encountered in the indirection file
the Build Manager replaces it with the names of object files derived from the
project files list.

There must always be at least two translation characters. The string of characters
that they embed is used as the delimiter between object files:

Example:

if project files are TST1.C, TST2.C, TST3.C and LIBRARY.LIB, then
&, &

expands to

TST1.0BJ, TST2.0BJ, TST3.0BJ, LIBRARY.LIB

If you check the 'CR-LF After File Name' option, then every object/library file
name will be written in a new line:

For the previous example:
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TST1.0BJ,
TST2.0BJ,
TST3.0BJ,
LIBRARY.LIB

If more than two translation characters occur, the following syntax applies:
&<prefix>&<delimiter>&<postfix>&<group>&

For each project file <prefix> will be put before the file name, and <postfix>
behind the name. Project files will be delimited with <delimiter>.

If a group (see "Groups" on page 238) is specified, then only project files that
belong to the specified group are inserted at that position.

If in the previous example LIBRARY.LIB and TST1.C belong to group
'COMMON' and TST2 and TST3 to group 'BANKI1' then following code:

BASE O

&load &&&COMMONG&
BASE 8192

&load &&&BANKI1&

generates:

BASE 0

load LIBRARY.LIB
load TST1.0BJ
BASE 8192

load TST2.0BJ
load TST3.0BJ

The Build Manager will keep a record of which groups have already been
written, so if a translation character sequence without group specification is
found, the object files of all remaining groups are written in that place.

Here is a summary of how fields between translation characters will be
interpreted for different numbers of translation characters:

&<delimiter>&
&<prefix>&<delimiter>&
&<prefix>&<delimiter>&<postfix>&
&<prefix>&<delimiter>&<postfix>&<group>&

Note: The placement of tags in the indirection file takes precedence over link
order settings.

Path separator

This character is used in the indirection file to construct a full path to an object
file. Most linkers understand the backslash '\', but others expect a forward slash
"
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Build Page

The build page contains options related to build operations.

All settings on this page have global scope.

Project Settings E |

Generall Includesl File T_I,Ipesl Eustu:umizel I:::umpilerl .-’-'-.sseml:ulerl Linker ~Build |

— Make

i Internal Make

% External | $IRFDIR)make. bat

O ptiomz ;'
=
— Rebuild
% |nternal Febuild
" External | _I
O ptiomz ;'
=l 2

- Debug

Al

| Help |

Project Settings dialog, Build page

Settings on this page allow you to specify how Project/Make and
Project/Rebuild operations are performed.

Internal (default) - uses winIDEA’s integrated make utility. In case of
Make command, all project files that are out of date are recompiled and
finally linked. In case of Rebuild, all project files are recompiled and
linked.

External — the specified executable is invoked. It is the responsibility of
this executable to perform the requested operation.

Note: Unlike General/Use External Make which invokes the external make
utility after winIDEA identified one or more files being outdated, these tools are
ran unconditionally.
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Build Manager Macros

Whenever defining command line options, build manager macros can be used.

L . 3
The macro list is invoked by pressing the button. The macros that are
normally used for the option you are defining command line for are shown.

Full file name
File name
File Group Mame

Compiler output extension

Directory of file

Target output directory
Compiler directorny
YWorkspace directory

Build Manager Macros selection

The selected macro is translated to a simple note in the command line, which
will be translated to the selected option. For example, the macro selected above,
'Compiler output extension' would translate to $(COUTEXT), which would
translate when generating the command line option to, for example, OUT, which
is the compiler output file extension.

Available Build Manager Macros and their descriptions
The macros listed here are marked by the macro name, its verbose name as it

. » . -
appears when pressint the button, and their description.

$(CMPDIR)/Compiler directory
Path specified in the 'Project/Settings/General/Compiler toolset path'

S(IRFDIR)/Workspace directory
The Project root directory

S(EXEDIR)/winIDEA directory
The directory where winIDEA .exe is located
$(EDNAME)/Full file name

The file name of the file currently compiled/assembled

$(DIR)/Directory of file
The directory of the file currently compiled/assembled

$(NOEXT)/File name

The file name of the file currently compiled/assembled, without file extension

$(OUTPUTFILE)/Output file name

The name specified in 'Project/Settings/General/Output file name'
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$(OUTPUTDIR)/Target output directory

Current target output directory as specified in 'Project/Settings/General/Output
directory’

$(OUTPUTPATH)/Full Target output directory

Current target output directory as specified in 'Project/Settings/General/Output
directory' in full path form.

$(OUTPUTNOEXT)/Output file path without extension

The name with path specified in 'Project/Settings/General/Output file name',
without file extension

$(OUTPUTNAME)/Output file name without extension

The file name specified in 'Project/Settings/General/Output file name', without
file extension

$(CEXT)
File extension specified in 'Project/Settings/File Extensions/Compiler/Input

Ext'.

$(COUTEXT)/Compiler Output Extension

File extension specified in 'Project/Settings/File Extensions/Compiler/Output
Ext'.

$(AEXT)

File extension specified in 'Project/Settings/File Extensions/Assembler/Input
Ext'.

$(AOUTEXT)/Assembler Output Extension

File extension specified in '"Project/Settings/File Extensions/Assembler/Output
Ext'.

$(FILEGROUP)/File Group Name

The name of the Group to which the currently compiled/assembled file belongs.

S(INDPATH)/Indirection File Path
Expands the full path of the indirection file name.

S(DEFINES)/List of C preprocessor defines
The list of defines parsed to the C preprocessor.
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Using an Example Workspace as a Template

You can make a quick start by modifying one of the example projects for the
compiler that you use as follows:

e Use Windows Explorer to create a new directory for the new workspace

e Copy workspace (.JRF) and project configuration (.QRF) files from the
example project directory. You can rename them if you wish, just make
sure that .JRF and .QRF extensions remain and that the names are the
same.

e Copy any project files you wish to include in your project from the
example directory. This could be startup files, interrupt function
examples, etc.

e Open the newly copied workspace in winIDEA.
e Remove unused example project files from the project files list
e Add your project files to the project files list

e Select the Build command to rebuild the entire project
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Build Session

When the Build Manager processes a project file or links the project it creates a
child process with redirected standard handles (STDOUT and STDERR). The
child process runs in a hidden window, so you do not get to see it while it runs.
Any captured output is displayed in the Output window after the process ends.

Output Window

The Output Window is a scrollable, terminal style window that shows raw or
filtered output emitted by external tools spawned by winIDEA.

Build Pane

The Build pane displays build progress and compiler, assembler and linker
output filtered by respective filter programs. If no filters have been configured,
only build progress and unsuccessful generation of expected output file is
displayed.

EJ winlDEA - 2000_31 - [C:A\PROAKEILS1AKEILSIATST2.C]
=l File Edt “iew Pmject Hardware Debug Tools Window Help _|5||5|

-] Files [Debug] extern int c; -
extern float f;

vo id delay{int n)

{
register int j;
int i, cl;

~ = oo for{i=0;i{=n; ++i) {
F|IeV|ew| For(j=8:j<=5;j++) { j

5|F|%"= |E|EJ|D

ompiling ...
8T2.C ... with parameters "C:SPROSKEILS1ISKEILS1STST2.C DB OE LAY
Error? Output file "C:“~PROSKEILSISKEILS1MDebugsTST2.0BJ" was not -eneratgd.

“"CaNPROSKEILSISKEILSISTST2 .G (1.4 @ @ Evror 129: missin
Errorizs>» @ Harningis)

4 | v [ Build A Find In Files ', Todls » Script / 4] »]
For Help, press F1 | Lnd Coll [NUM | INITIALIZE |1 s

Output Window, Build Pane

In above figure the highlighted line is a filtered error message. By double
clicking on it, the source file of the error is opened and positioned to the location
of the error.

If no filter was configured for the compiler all lines but this one would have been
displayed.
Tools Pane

The 'Tools' pane displays all output emitted to standard output (STDOUT) and
standard error (STDERR) by any external tool, including build tools. No filtering
occurs.
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ﬁ_, winlDEA - 2000_31 - [C:APROAKEILS1AKEILSIATST2.C]

=l File Edit ‘ew Project Hardware Debug Toolz Window Help _|5’|1|
01| | [= 0 Files [Debug] extern int c; B
— extern float f;

=

ﬁ vo id delay{int n)

— {

i register int j;

int i, cl;

E| B e For(i=0;i<{=n; ++i) {

= File ' . L0 .

— ] FD[‘(]=B;](=5;]++} { LI

Standard OUTPUT from compiling TSTZ.C. -
ME-DOS C51 COMPILER R4.51 —
COPYRIGHT KEIL ELEKTROMIK GmbH 1987 - 1995 —
e EHROR 1297 IN LIME 4 OF G:~PRONKEILSASKEILSASNTISTZ.G: missing ' 5° befor

C51 COMPILATION COMPLETE. O WARNING(S>, 1 ERROR(S> =
4 | » ' Build » Find In Files %, Tools A Seript / T4 »]
Far Help, press F1 | Ln1. Call [NUM | INITIALIZE |l i

Output Window, Tools pane

In above figure, error messages were emitted to STDOUT, you can review them

but no automatic error source tracking is available.

Note: tools output is captured only when the 'Capture Translators Output'
("Customize page" on page 250) option is checked.
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Building

winIDEA's Build Manager can build on demand (compile or assemble) a single
project file, all modified project files (make) or all project files (rebuild).

Building a Single Project File
e  Open the project file that you wish to build

e  Write any desired changes to the source

@ Compile button e Select 'Compile/Assemble’ command from the context menu,
from the Project menu or click the Compile button on the
Project toolbar.

alternatively you can:
e Select a file in the Project Workspace window

e Select the 'Compile/Assemble' command from the context menu

Building All Modified Project Files

This is probably the build command you will be using most, since Build
Manager automatically detects which files need to be built and performs all
necessary actions to get the project up to date.

To build all modified project files
e Select the 'Make' command from the Project menu

or

Malke button e  Click the Make button on the Project toolbar

Building All Project Files

On certain occasions, such as when you upgrade your compiler or suspect that
the 'Make' didn't get the project built OK, you can instruct the Build Manager to
build all project files unconditionally.

To build all project files
e Select the 'Rebuild' command from the Project menu

or

Rebuild button e  Click the Rebuild button on the Project toolbar

Breaking the Build

winIDEA's Build Manager performs all actions in background, so you are free to
continue with your work while build is in progress. If for some reason you wish
to abort building

e Select the 'Stop Build' command from the Project menu

or

Stop Build button e  Click the Stop Build button on the Project toolbar.
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Workgroup Support

winIDEA's file access is designed to allow multiple developers to work on a
project.

When two or more developers share project code, simultaneous write access to
shared files must be avoided. This is usually achieved through use of a
source/revision control system like RCS, PVCS or SourceSafe.

Currently winIDEA integrates to Microsoft's Visual Source Safe and Intersolv
PVCS. When integrated support is enabled, following operations are available
from winIDEA:

e Add to source control

e Remove from source control
o  Get latest version

e  Check-in

e  Check-out

e Undo check-out

e Refresh status

If a different source control system is used, all these operations must be
performed manually in the source control application.

Configuring the source control system

To enable integration to a source control system, select the 'Settings...' command
from the Project/Source Control menu.

Source Control System

Determines the source control system, which winIDEA can integrate.

To perform vendor specific configuration, click the 'Configure..." button.

Get files when opening the workspace

Executes a 'Get' command immediately after workspace is loaded.

Check out source files when edited

When a file marked read-only is under source control, winIDEA checks it out
automatically.
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Check in files when closing the workspace

Checks-in all checked-out files when a workspace is closed.

Prompt to add files when inserted

When a file is inserted in the project, winIDEA will prompt you whether you
wish to put the file under source control.

Source Control Settings

Source Control Suztem

Microsaoft Vizual Source Safe Configure. ..

— Optionz
[ Getfiles when opening the workspace

¥ Check out source file(z) when edited

Ok

Cancel

dil.

[T Check in files when cloging the workspace
¥ Prompt to add file(z) when inserted

¥ Perform background status updates

[ Use dialog for checkout

V¥ Include only selected files in dialogs

The Source Control Settings dialog

Perform background status updates

Source control status is checked periodically in the background.

Use dialog for checkout

Before file(s) are checked out, the operation is confirmed in a dialog.

Include only selected files in dialogs

Only files selected (in the workspace window or the active file) are shown in a
confirmation dialog.
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Microsoft Visual Source Safe

Note: Microsoft Visual Source Safe must be properly installed and running
before attempting to use it with winIDEA. Please refer to the user's manual of
the software for more information.

Source Safe Settings |

Databaze Path: v {ze Defaul

| N

¥ Use Default Username & Pazsword

Uzernanne: I

Pagzword: |

Project:
[$/5RCACIKB oot

Whorking Folder
¥ Use Project Boot directory

[0 \SRCNEkEoot [

k. I Cancel |

Source Safe settings dialog

Database Path

Specifies the path to the Source Safe database.
Select 'Use Default' option, to use the database path stored in the system registry.

Username and Password

Specifies the user name and password to use when connecting to the source safe
server.

Select the 'Use Default Username & Password' option to use the default.

The username and password can be read from the environment variables. To do
this, the variable must be enclosed in the ‘%’ sign, for example to use the
username from the environment variable called ‘USERNAME’, enter the text
‘% USERNAME%’ into the appropriate window.

Project

Specify the source safe path to the project to which the workspace's project is
mapped in.

Working Folder
Specify the working directory — typically a folder on the local disk.

Select the 'Use Project Root directory' to use the setting specified in the
Project/Settings/General dialog.
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Merant Version Manager

Note: Merant Version Manager must be properly installed and running before
attempting to use it with winIDEA. Please refer to the user's manual of the
software for more information.

Merant ¥ersion Manager Settings |

blerant Wersion Manager Path:

| L

¥ Use Configuration File:
In:::'\pv-:s_datahase"-.arc:hives'xn:ri_l,lwlilm of _I

[ Use Uzername & Pazsword

Uzernarne: I

FPagzword: I

Project [Felative to databasze]

IF'r-:uieu:t'I WProject]

Whorking Folder
¥ Usze Project Fioot directary

| |
Cancel |

Merant Version Manager settings dialog

Merant Version Manager Path

Specifies the path to the Merant executable.

Use Configuration File

Indicates that the specified configuration file should be used.

Use Username & Password

Specifies the username and password to use for the Merant database.

Project (Relative to database)

Enter the project name, relative to the database here. In the upper example, the
project 'Projectl’ would be used.
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* PYCS Yersion Manager - D:'\P¥C5Database

File Edit “iew Actions Admin Tools Help

SE @Y Er P £ 8 Lo EEE e =]

| All Projects | Contents of"Proj ... | DAPYCSProjectsiProject]
W MyProject Databases Wame ==| Diate Checked In | Locked By
5 a Testc 482001 10:13:488
" T Projects testt.c 419/2001 10:08:12
&[] Project2
E--C1 Project3 . | ]
|Read3r | 7 tormaz |ﬁRnnthrkspace |2ﬂ|es

Merant Version Manager configuration

Working Folder
Specify the working directory — typically a folder on the local disk.

Select the 'Use Project Root directory' to use the setting specified in the
Project/Settings/General dialog.

Source Code Control Interface (SCCI) Systems

Note: The SCCI software must be properly installed and running before
attempting to use it with winIDEA. Please refer to the user's manual of the
software for more information.

The Source Code Control (SCC) Interface is a common protocol for source code
control providing software. To configure the integration, select 'SCCI Providers'
in the Source Control System and press the 'Configure' button.

S5CC Advanced Settings |

Active contral provider
I ComponentSoftware RCS j

¥ Use default zemame
Ilzername

Project name
Itest'll

Local project path
ID:RHWDeshTesL&HE |

k. I Cancel |

SCCI settings dialog

Active control provider

Select the source control provider. All SCC providers will be listed here.
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Note: the interface was tested only with ComponentSoftware RCS Source
Control and ClearCase.

Username

If the SCCI software uses the same username with which the user is logged in to
Windows, keep the 'Use default Username' checkbox checked. Is an other
username needed, uncheck the checkbox and enter the correct username.

Project name

Enter the project name, recorded to the master database of the SCCI software
(the Repository, if CS-RCS is used).

Local Project Path

Enter the path of the project on the local disk here. The path should not end with
a backslash (\), or the software will not be able to save the project to the
database.

User interface to a source control system

winIDEA will use different icon colors in the workspace window to indicate file
status:

e  White background is used for files which are not controlled

e  Gray background is used for files that were found in a source control
system

Files, which are source controlled, are furthermore colored:

e Black icon text indicates that the file is checked-in (is available for
check-out)

e Red icon text indicates that the file is checked-out (is available for
editing)

e Blue icon text indicates that the file is checked-out by another user, or
to a different directory

To view detailed source control information:
o Select the file in the workspace window
e Select the 'Properties...' command from the context menu.

Beside file system information, the source control status is displayed in the
bottom line. You will find this very useful, when you wish to identify the
developer who has a file checked-out that you wish to edit.
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i Y winlDEA - iC3kBoot - [Bootinit.c]
File Edt “iew Project Hardware Debug FLASH Tool: Window  Help _|E|5|

J & | B #finclude "stdafx.h" i’

#tinclude "Boot3def .H™
Bl | o] x| #include “BootInit.h"
Eﬁ Files [ iC3kBoot] = #:!.I'I[:ludE "I[:3HFI|._ h"
#-[Z3 Boot Loader #include “‘Asmltils.h*"
Ela C-Source Files #tinclude "AsTimelUtilities_h"

..... & - ff#include "iBus.h"
,,,,, %iz;ﬂiﬂm"“&: #@nclude "DevicelList.h™
..... = - #include "ethernet.h"
E ; #include "SPI.h"
""" =] Boollnit.c #include "IC3EEPRO.h"
----- SlECe
""" B ecLavennc EPPC x immr:  // pointer to

8l Properties ] |I

General | Dependencies |

File M arne;

Saved: |08:06:21 Maonday, July 19, 1333

Statuz: |Eheu:keu:| out by [gorm

=-E3
-3
-3
=-E3

3

& @& maaTMalsns - 0R 0|

g
iy SYS'“'J Last woid InitSCC2 UART()
= - EpEndencies {
~[El _nah . /7 Get pointer to BD area on
i rtx = { RTXBD * )} &Kimmr->udat
Ff1.
/4 Confiogure the port A nin5l|

Ready IR EN RN (11712012 | INITIALIZE | INITIALIZE

Workspace window appearance in a source control enabled project.

If an attempt is made to alter contents of file, winIDEA will check if read-write
access to the file can be gained through check-out operation. If so, it will prompt
for confirmation.

winIDEA |

DS RCHC3kE oathB oatlnit.
The file iz under zource code control and hazs read-only attibutes,

Do you want to check it out?

The check-out prompt
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Source Control File Selection

Before a source control operation is performed, a file selection dialog pops up.
Depending on the selection mode, different files are shown in the dialog.

e If'the source control operation is requested with an editor being active,
then only that file is listed in the dialog.

e If some files or groups of files are selected in the workspace window,
then only selected files are shown

e  Otherwise all controlled files for which the requested operation is
available are listed.

Check Dut File(s) |

Filez 0k
[C]D:ASRCWC3kBootsHCECD efs.h
D:WSRCWC3kB oot CIEEPRD .o
[CD:ASRCWC3kB oot C3HAL o
[C]D:ASRCWCIkB oot C3IHAL B
[w]D:ASRCUC 3k Boot 5Pl ¢ J

Cancel

Select Al

il

[C1D:ASRCUC3kB oot 5P h
[C1D:ASRCWC3kBootSPIT b
[C]1D:ASRCWC3kB oot SPIZ b
[D:ASRCWC3kB ootyethernet. o
[1D:ASRCWC3kB ooty ethernet. h

-
L L el e Y e | P o TP W ) PP J

LCormrment

Check-out selection dialog

Which files to put under source control
The following files should be stored in a source control system database:

e program source files. These include C compiler source and include
files, assembler source and include files.

e project configuration file (.QRF). See Build Manager "Introduction” on
page 231

e any other shared files
The following files are private to user/workstation:
e workspace file (.JRF). See "Workspaces" on page 11.

e intermediate files generated in build process (object files, listing files,
assembler files generated by compiling C source, etc.)

e download files
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Script Language

winIDEA Script Language

winIDEA provides a simple C-like script language that can be used to facilitate
common task like testing. The script files are identified by the ISL extension.

ISL Syntax

The syntax of ISL resembles that of the C programming language. If you are

familiar with C it will be easy to write programs in ISL.

The strings in ISL follow C syntax. The backslash character "\' is treated as start
of an escape sequence. Here's a list of supported escape sequences:

Character ASCII ASCII Escape
Representation Value Sequence

Newline NL (LF) 10 or 0x0a \n
Horizontal tab HT 9 \t
Vertical tab VT 11 or 0x0b \v
Backspace BS 8 \b
Carriage return CR 13 or 0x0d \r
Formfeed FF 12 or 0x0c \f
Alert BEL 7 \a
Backslash \ 92 or 0x5c \\
Question mark ? 63 or 0x3f \?
Single quotation mark ' 39 or 0x27 \'
Double quotation mark ; 34 or 0x22 \"
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An ISL program is based on a single non-document text file.

ISL constitutes of different tokens. These tokens are:

ISL-keywords
ISL-operators
ISL-identifiers

ISL-string literal

ISL-numbers

ISL-keywords

declare
do

else
for
function
if

int
loop
return
var
void

while

ISL operators

Operator |Description [Example
= assign a=2
+ plus a=2+3
- minus a=a-1
/ divide a=a/2
* multiply a=a*2
&& logic AND a&&b
I logic OR allb
! logic not la
== equal a==b
1= not equal al=|
< less a<b
> great a>b
<= less or equal a<=b
>= great or equal | a>=b
O) parenthesis (((a-2)*3)+1)/2
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ISL identifiers

ISL identifiers are used to name variables and functions. All identifiers are case
sensitive and may contain the following characters:

e underscore ‘ ’
o letters (‘A’-‘Z’ and ‘a’ to ‘z’)
o digits (‘0’ to ‘9°).
A digit must not be the first character of an identifier.
String literals
Have the form:
“character-list”

Where character-list is a list of ANSI characters.

Currently ISL does not support string variables, but you can use a string literal as
a parameter to winIDEA's built in functions (All these function have prefix
API).

Example:

ISL APIPrintString( “Hello”);

ISL numbers
All ISL numbers are signed 4 byte integers.

Your first ISL program

Here is the listing of your first ISL program.

function void main ()

{
APIPrintString("Hello!");

}
To create and run it proceed as follows:
e run winIDEA
e create a new file
e write the above ISL program
e save this file, giving it “.ISL” extension. (for example “Hello.isl”).
e select "Run ISL" command from Tools menu or editor's local menu.
Output generated by an ISL program is displayed in the Output window.

If winIDEA can not interpret the ISL program, errors are written to the Build
pane of the Output window.
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Running a script program

To run a script program, select the 'Run Script...' command from the Tools
menu.

winlDEA Script language |

Frogram narne:

|C:MSLProjectitest sl =

B Cancel |

The 'Run Script' dialog

In the dialog specify the script file to execute.

Alternatively, you can start a script program if the script file is open in the editor
and you select the 'Run Script' command from the context menu.

Another alternative is to run the script as a keyboard shortcut.

Running a script program as a keyboard shortcut

Four different script programs can be defined to be run as a keyboard shortcut.
There are two prerequisites for this:

e the script program must be named ‘SCRIPT1.ISL’ through
‘SCRIPT4.ISL’, and

e the appropriate keyboard shortcut must be defined in the
‘Tools/Customize/Keyboard’ menu in the ‘Tools’ category for running
>Run ‘SCRIPT1.ISL’< through >Run ‘SCRIPT4.ISL’<.
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Customize

K.eyboard I Toals I Lacal Tn:u:nlsl

=]|

LCategories: Commands:
Debug - Rur zcript BESEr I
FLASH _I Stop script —
Browse
Remove |

Wfindow J
Help

Plnin: F ditar LI
Prezs new sharkout

Joalt +]
— Currently azsigned tj

|Inazzigned

Run 'SCRIPTZI5L
Run 'SCRIFTZ15L'

Run 'SCRIPT4.15L
Tl

Current keps:

Crl+aslt+Shift+1

[

— Description

Mo Dezcrption

Reset to... |

o ]

Cancel

Help

ISL from beginning

ISL program is divided into two parts:

e global declaration block

o functions part, where global declaration block can be omitted. Every
function or scope can also have its own local declaration block.

Every ISL program must have one function named 'main'. This function does not
accept any parameters, returns no value and must not be declared in the global
declaration block. Execution of an ISL program will begin with this function.

Global declaration block

If you will not use any global variable and there will only be the function main
in your ISL program there is no need for the global declaration block. The main
purpose of this block is to declare global variables and functions for later use.

Remember that you don’t have to declare function the main and all others API

functions.

The syntax of the declaration block has the following form:

_declaration_block_

declare

{

_function declaration ;
_variable declaration_;

}

Function declaration

_function_declaration =

function return type <Name>

(var variable type ,..);
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_return type =
void or int

_variable type =
int

Function declaration example:
function int Max (var int ,var int );

function void Test ();

Variable declaration
_variable declaration ;

var variable type <Name>;
Variable declaration example:

var int a;

In the following example we will write a program which prints the numbers from
0 to 10 in the output window.

declare

{
var int a;

}

function void main ()
{
for (a=0; a<1l0; a=a+l)
{
APIPrintF1 ("%d",a);
}
}

For printing numbers we used APIPrintF1 which is a simplified version of C
function printf. The format specifier recognizes only %d, thus the APIPrintF1
("%d", a) replaces %d with the value of variable formatted decimally.

In the next example we will show how to use a user defined function. Here is the
listing of this example.

declare

{
function int Max (var int, wvar int);

}

function void main ()

{

declare
{
var int a;
}
a=Max (2,7);
APIPrintFl ("Max of 2,7 is %d.",a);
}

function int Max (var int a, var int b)
{
if (a>b)
{
return a;
}
return b;

}
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The function 'Max' was first declared in the global declaration block as explained
before. The definition of a function is similar to declaration, only this time you
must provide variables names as well. Here is the syntax.

_function definition =
function return type <Name> (var variable type

<Name>, ...)

{
_function body ;

}

In this example we also use the local declaration block for declaring-defining
variable a. The Local declaration has the same syntax as the global declaration
block. Function declarations are not supported in the local declaration block.
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Expressions

Expressions consist of operators, numbers and variables and are very similar to
C expressions. The precedence and associativity is the same as in C language.

Example:
a=2*5/7;

a=b+c;

Statements
ISL supports five different types of statements. These are:
o if-else
e loop
e for
e while
e do-while

All statements are very similarly to C statements, except for the 'loop' which is
not found in C language. Here is the syntax for all ISL statements.
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if-else statement

if =

if ( expression )
{

_block body

}

Example:

if (a>3)
{
a=a+l;

}
or

if - else =

if ( _expression )
{

_block body

}

else

{

_block body

}

Example:

if (a<3)
{

a=a+l;
}

else

{
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loop statement

loop =
loop ( number )

{
_block body

}
Example:

loop (10)
{
APIPrintString(“ten times”);

}
The loop statement repeats the block body  number times. Loop is very

simple to use when you need some action only to repeat number_ times.

for statement

for =
for (expressionl;expression2;expression3)

{
_block body

}
Example:

for (a=3;a<6;a=a+l)
{
APIPrintF1(“%d”,a);
}

or

for (;;)
{

APIPrintString (“Forever.”);

}

286 e Script Language Software User's Guide winlDEA



while statement

while =
while (expressionl)

{
_block body

}

Example:

a=0;

while (a<10)

{
a=a+l;
APIPrintF1(“%d”,a);

}

or

while (1)
{

APIPrintString (“Forever.”);

}

do-while statement

do -while =
do
{
block body
} while (expressionl);

Example:
a=0;
do

{

a=a+l;
APIPrintF1 (“%d”, a);
} while (a<10);

or

do
{

APIPrintString (“Forever.”);

} while(1);
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Software API Functions

Summary of all supported software API
functions

The API funcitons are sorted in alphabetical order.

int APIAppendOutput(string strFileName, int bOutput);

void APIBeep();

int APIBeginTrace();

int APIClearBreakpoint(int iType, int iHandle);

int APIClearBreakpoints();

void APIClearDisplay();

int APICompareFiles(string pszFilel, string pszFile2, bool bDumpDifLines);

int APICopyMemory(int iFromMemArea, int iFromAddress, int iSize, int
iToMemArea, int iToAddress);

int APICreateProcess(string strApplicationName, string strCmdLine, BOOL
bSync);

int APIDownload();

int APIDownloadFile(int iFileIndex);

int APIDownloadFilel(string strFileName, int nReserved);

int APIEvaluate(string strExpression);

int APIEvaluatel(int iAccessMethod, string strExpression);

int APIEvaluate2(int nAccessMode, string strExpression);

void APIExit(int iExitCode);

int APIFillMemory(int iAccessMethod, int iMemArea, int iAddress, int iValue,
int iSize);

int APIFLASHProgramFile(string strFileName);

void APIGoto(LONG lAddress);

void APIGotol(string strAddress);

void APIGotoLC(int iLine, int iColumn);

int APIInputNumber(string pszMessage);

int APILoadProject(string strFileName);

int APILoadProjectl(string strFileName, int bSaveOld);

void APIMessageBox(string strMessage);

int APIMessageBoxYesNo(string strMessage);

int APIModify(string strL'Value, string strExpression);

int APIModify1(string strLValue, int nValue);

int APIOpenMemoryDumpFile(string strFileName, int iForWrite);
int APIPassParameter(string strClass, string strTitle, int iParameter);
void APIPrintB(int iValue, int iNumBits, int iNumBIlanks);

void APIPrintF1(string strText,int iVO0);
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void APIPrintF1LC(int iLine, int iColumn, string strText,int iV0);
void APIPrintF2(string strText,int iV1,int iV2);

void APIPrintF3(string strText,int iV1,int iV2,int iV3);

void APIPrintInteger(int iValue);

void APIPrintIntegerLC(int iLine, int iColumn, int iValue);
void APIPrintString(string strText);

void APIPrintStringl C(int iLine, int iColumn, string strText);
int APIProjectlmport(string strImportFileName, int iReserved);
int APIProjectIsUpToDate(int iReserved);

int APIProjectMake(int iLinkMakeBuild);

int APIProjectSetTarget(string strTargetName);

int APIReadInt(int nAccessMode, int nMemArea, int nAddress, int nSize, int
nBigEndian);

int APIReadMemory(int iMemArea, int iAddress, int iSize);

int APIReadMemory1(int iAccessMethod, int iMemArea, int iAddress, int
iSize);

int APIReadMemory2(int iAccessMethod, str strLocation, int iSize);

int APIReadMemoryDump(int iAccessMode, int iMemArea, int iAddress, int
iSize, int iReserved)

int APIReset(int bAndRun);

int APIRun();

int APISaveAccessCoverage(string strFileName, int nFlags);
int APISaveExecutionCoverage(string strFileName, int nFlags);
int APISaveProfiler(string strFileName, int nFlags);

int APISaveProject(string strFileName);

int APISaveTrace

int APISetBreakpoint(int iType, string strBP);

int APISetOutput(string strFileName, int bOutput);

int APISetOutputl (string strFileName, int bOutput, int bNoDefaultCRLF);
void APISetRegisterDump(int bDump);

void APISleep(int nMiliseconds);

int APIStepInto(int bHighLevel, int iNumSteps);

int APIStepOver(int iHighLevel, int iNumSteps);

int APIStop();

int APIVerifyDownload();

int APIWaitStatus(int nStatus);

int APIWaitStatus1(int nStatus, int iTimeout);

int APIWritelnt(int nAccessMode, int nMemArea, int nAddress, int nSize, int
nBigEndian, int nValue);

int APIWriteMemory(int iMemArea, int iAddress, int iValue, int iSize);

int APIWriteMemory(int iAccessMethod, int iMemArea, int iAddress, int
iValue, int iSize);
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int APIWriteMemory2(int iAccessMethod, str strLLocation, int iValue, int iSize);

int APIWriteMemoryDump(int iAccessMode, int iMemArea, int iAddress, int

iSize, int iReserved);

int APIWriteTrace(str strFileName, int nFrom, int nTo);

Please note that all string values use the same sting literals as the ISL language
and follow the ANSI C convention for escape sequences:

Character ASCII ASCII Escape
Representation Value Sequence

Newline NL (LF) 10 or 0x0a \n
Horizontal tab HT 9 \t
Vertical tab VT 11 or 0x0b \v
Backspace BS 8 \b
Carriage return CR 13 or 0x0d \r
Formfeed FF 12 or 0x0c \f
Alert BEL 7 \a
Backslash \ 92 or 0x5¢ \\
Question mark ? 63 or 0x3f \?
Single quotation mark ' 39 or 0x27 \'
Double quotation mark " 34 or 0x22 \"

Also, please note that the integer values in the ISL language can store 32-bit

values.

Please note that there is also a connection of hardware API functions. For more
information on Hardware API Functions, please consult the Hardware User’s

Guide.
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int APIAppendOutput(string strFileName, int bOutput);

Configures file and screen output.

return value

Returns 1 on success, 0 on failure

strFileName

Defines the name of the file that is to receive output. If the file already exists, the
output will be appended to it.

If this parameter is blank, output is not written to any file.

bOutput

When set to 1 output is written to the output window, if set to 0, output is not
written to the output window.

void APIBeep();

Beeps the system tweeter.

Example
APIBeep();

Beeps the tweeter

int APIBeginTrace();

Begins trace

return value

Returns 1 on success, 0 on failure

Example
APIBeginTrace();

Begins the trace

int APIClearBreakpoint(int iType, int iHandle);

Clears a breakpoint

return value

Returns 1 on success, 0 on failure
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iType

Defines breakpoint type (see APISetBreakpoint)

iHandle
Specifies the handle of the breakpoint (see APISetBreakpoint)

Example
A=APISetBreakpoint(0,"0x1234")

APIClearBreakpoint(0, A);

Clears the execution breakpoint you have previously set with APISetBreakpoint
and its handle has been stored to the variable 'A’.

int APIClearBreakpoints();

Clears all execution breakpoints

return value

Returns 1 on success, 0 on failure

Example
APIClearBreakpoints();

Clears all breakpoints

void APIClearDisplay();

Clears the output window.

Example
APIClearDisplay();

Clears the output window.

int APICompareFiles(string pszFile1, string pszFile2,
bool bDumpDifLines)

Compares two files

return value
Returns 1 if files compare OK, 0 if files are different

pszFile1 and pszFile2

Files that should be compared
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bDumpDifLines

When set to 1 lines in which there are differences are listed.

Example
APICompareFiles("C:\\Filel.txt", "C:\\File2.txt", 1);

Compares files C:\Filel.txt and C:\File2.txt and lists the differences between
them.

int APICopyMemory(int iFromMemArea, int
iFromAddress, int iSize, int iToMemArea, int
iToAddress);

Copies a range of memory to another location

return value

Returns 1 on success, 0 on failure

iFromMemArea

Specifies CPUs memory area where the memory is to be copied from

iFromAddress
Address to copy from
iSize

Number of bytes to be copied

iToMemArea

Specifies CPUs memory area where the memory is to be copied to

iToAddress
Address to copy to
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int APICreateProcess(string strApplicationName, string
strCmdLine, BOOL bSync);

This function creates a new process on the host.

return value

If process is successfully created the return value is 0 if bSync is 0; otherwise it
is the exit code of the child process.

In case of failure, the return value is —1.

strApplicationName
The path to the application.

strCmdLine

Command line parameters for the application.

bSync

If 0, the APICreateProcess will return immediately, otherwise, it will wait for the
child process to terminate.

Note: use this function to spawn a child process that can perform any further
processing of output obtained by script execution.

Example
APICreateProcess("c:\\test\\test.exe", "/demo /run", 0);

Runs the program c:\test\test.exe with the command line parameters '/demo /run’
and doesn't wait for it to finish.

int APIDownload();

Performs program download.

return value

Returns 1 on success, 0 on failure

Example
APIDownload();

Perform the program download.
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int APIDownloadFile(int iFilelndex);

Performs program download of a file specified in the ‘Debug/Files For
Download.../Target Download Files’ tab.

iFileIndex

The index of the download file from the ‘Debug/Files For Download.../Target
Download Files’ tab. Index 0 corresponds to the first file specified in the ‘Target
Download Files’ tab.

return value

Returns 1 on success, 0 on failure

Example
APIDownloadFile(1)
Downloads second file from the file list in the 'Debug/Files for

download/Target download' tab

int APIDownloadFile1(string strFileName, int
nReserved);

Performs program download of a file matching the strFileName string specified
in the ‘Debug/Files For Download.../Target Download Files’ tab.

strFileName

The name of the download file from the ‘Debug/Files For Download.../Target
Download Files’ tab.

nReserved

Reserved for future use.

return value

Returns 1 on success, 0 on failure

Example

APIDownloadFilel("Sample.bin", 0)

Downloads Sample.bin file from the file list in the 'Debug/Files for
download/Target download' tab

int APIEvaluate(string strExpression);

Evaluates the expression and outputs the result. The output must be first defined
with the function APISetOutput or APISetOutputl.
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return value

Returns 1 on success, 0 on failure

strExpression

A valid C expression to evaluate

int APIEvaluate1(int iAccessMethod, string
strExpression);

Evaluates the expression and returns the result

return value

The value of the evaluated expression. If the expression can not be evaluated, 0
is returned.

iAccessMethod

Defines the access method to be used. Currently following values are defined:

e 0 —regular monitor access. If the CPU is running, it is stopped, memory
is read and CPU set running again

e 1 —real-time access. For the function to succeed with this access mode,
the debugger must support real-time access

strExpression

A valid C expression to evaluate

int APIEvaluate2(int nAccessMode, string
strExpression);

Evaluates the expression and outputs the result. The output must be first defined
with the function APISetOutput or APISetOutputl.

return value

Returns 1 on success, 0 on failure

nAccessMode
Defines the access method to be used. Currently following values are defined:

e 0 —regular monitor access. If the CPU is running, it is stopped, memory
is read and CPU set running again

e 1 —real-time access. For the function to succeed with this access mode,
the debugger must support real-time access

strExpression

A valid C expression to evaluate
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void APIExit(int iExitCode);
Exits winIDEA.

iExitCode

This value is returned to the calling process.

Example
APIExit(99)
Exits winIDEA with exit code 99.
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int APIFillMemory(int iAccessMethod, int iMemArea, int
iAddress, int iValue, int iSize);

Used to fill a memory range. The LSB of iValue is used to fill iSize bytes.

return value

Returns 1 on success, 0 on failure

iAccessMethod

Defines the access method to be used. Currently following values are defined:

e 0 —regular monitor access. If the CPU is running, it is stopped, memory
is read and CPU set running again

e 1 —real-time access. For the function to succeed with this access mode,
the debugger must support real-time access

iMemArea

Specifies CPUs memory area - zero based index of memory area as seen in the
Open Memory Window dialog.

iAddress

Address to write to

iValue

The value to be written (only the LSB is used)
iSize

Number of bytes to fill
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int APIFLASHProgramfFile(string strFileName);
Writes the file to the FLASH using current FLASH settings

return value

Returns 1 on success, 0 on failure

strFileName

File that should be written to the FLASH memory. When file path is given, the
download files list is searched for a matching entry. If found, the settings from
the download file are used, otherwise the file settings are auto detected.

If the strFileName is empty, all the files configured in the FLASH setup are
used.

void APIGoto(LONG iAddress)

Presets execution point.

return value

Returns 1 on success, 0 on failure

iAddress

The address to preset the execution point to

void APIGoto1(string strAddress)

Presets execution point.

return value
Returns 1 on success, 0 on failure

strAddress

The address to preset the execution point to

void APIGotoLC(int iLine, int iColumn);

Positions the print point of the output window.

iLine, iColumn

The line and column of the new print position. A subsequent print operation will
be printed on that position.
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int APlinputNumber(string pszMessage);

Opens a dialog asking you to enter a number.

pszMessage

The message which the dialog shows.

return value

Returns the number entered, returns 0 if Cancel is pressed.
Example:
function void main ()

{

declare

{

var int a;

}

a=APIInputNumber ("Enter number:");

int APILoadProject(string strFileName);
Opens workspace file defined by strFileName

strFileName

Path of the project workspace to open.

return value

Returns 1 on success, 0 on failure
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int APILoadProjecti(string strFileName, int bSaveOld);
Opens workspace file defined by strFileName

strFileName

Path of the project workspace to open.

bSaveOld

Specify 1 to save changes to the existing workspace, or 0 to discard them.

Exits winIDEA.

iExitCode

The return code passed to the calling process.

void APIMessageBox(string strMessage);

Displays a message box.

strMessage
The text of the message to be displayed.

int APIMessageBoxYesNo(string strMessage);

Displays a message box, giving 'Yes' and 'No' buttons as choice.

return value

If user selects 'Yes' function returns 1, otherwise 0.

strMessage
The text of the message to be displayed.
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int APIModify(string strlLValue, string strExpression);

Modifies a location

return value

Returns 1 on success, 0 on failure

strLValue

The expression to be modified - this expression must evaluate to a target location

strExpression

The new value that strLValue should assume

Example:
APIModify ("#iCounter", ":0x1200")
Modifies the global variable iCounter with the value from the address 0x1200.

int APIModify1(string strLValue, int nValue);

Writes ‘nValue’ into ‘strLValue’

return value

Returns 1 on success, 0 on failure

strLValue

The expression to be modified - this expression must evaluate to a target location

nValue

The new value that strLValue should assume - this could be either a number
literal or an integer script variable.

int APIOpenMemoryDumpfFile(string strFileName, int
iForWrite);

Opens or closes a dump file for memory write source or memory read
destination.

return value

Returns 1 on success, 0 on failure

strFileName

Specifies the path to the dump file. if this string is empty the file that was last
open is closed
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iForWrite

0 for read destination, 1 for write destination

Note: one 'for write' file and one 'for read' file can be open simultaneously.

int APIPassParameter(string strClass, string strTitle, int
iParameter);

Passes parameter iParameter to the desktop window specified by
strClass/strTitle.

The parameter is passed using the Windows WM_COPYDATA message.

strClass

The name of the class of the desktop window. If this parameter is empty,
winIDEA will pass NULL in the FindWindow call to obtain the receiver window
handle.

strTitle

The name of the desktop window. If this parameter is empty, winIDEA will pass
NULL in the FindWindow call to obtain the receiver window handle.

iParameter

The iParameter is packed into the dwData field of the COPYDATASTRUCT
whose address is passed in the LPARAM field of the message. Other fields are
set to zero.

return value

Returns 1 if the window could be found, 0 if not.
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void APIPrintB(int iValue, int iNumBits, int iNumBlanks);

Binary print value.

iValue

The value to be printed.

iNumBits

Number of bits to print.

iNumBlanks

Number of blanks to insert between individual bits.

void APIPrintF1(string strText,int iV0);

Formatted print of one value.

strText

The format string to be used for formatting. Should contain only one formatting
(%) character.

The standard sptrinf function is used to format the string.

iv0

The value to be printed.
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void APIPrintF1LC(int iLine, int iColumn, string
strText,int iV0);

Formatted print of one value.

iLine, iColumn

The line and column of the print position.

strText

The format string to be used for formatting. Should contain only one formatting
(%) character.

The standard sptrinf function is used to format the string.

ivo
The value to be printed.

void APIPrintF2(string strText,int iV1,int iV2);

Formatted print of two values.

strText

The format string to be used for formatting. Should contain only two formatting
(%) characters.

The standard sptrinf function is used to format the string.

ivo, ivV1

Values to be printed.
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void APIPrintF3(string strText,int iV1,int iV2,int iV3);

Formatted print of three values.

strText

The format string to be used for formatting. Should contain only three formatting
(%) characters.

The standard sptrinf function is used to format the string.

ivo, iV1, iV2

Values to be printed.

void APIPrintinteger(int iValue);

Prints decimally formatted iValue.

iValue

The value to be printed.

void APIPrintintegerLC(int iLine, int iColumn, int iValue);

Prints decimally formatted iValue on position specified by iLine and iColumn.

iLine, iColumn

The line and column of the print position.

iValue

The value to be printed.

void APIPrintString(string strText);

Prints strText.

strText
The text to be printed.

306 e Script Language Software User's Guide winlDEA



void APIPrintStringLC(int iLine, int iColumn, string
strText);

Prints strText on position specified by iLine and iColumn.

iLine, iColumn

The line and column of the print position.

strText
The text to be printed.

int APIProjectimport(string strimportFileName, int
iReserved);

This function imports project configuration for an XML file.

return value

1 in case of success, 0 in case of failure.

strimportFileName

Path to the XML file containing project information.

iReserved

Reserved, must be 0.

int APIProjectMake(int iLinkMakeBuild);

Makes the current project.

return value

Returns 1 on success, 0 on failure

iLinkMakeBuild

Specifies the make operation to perform:
e 0-Link
e | -Make
e 2 —Rebuild

int APIProjectlsUpToDate(int iReserved);

Checks whether the current project is up to date.
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return value

Returns 0 is not up to date, otherwise non-zero

iReserved

Reserved for future use.

int APIProjectSetTarget(string strTargetName);

Sets the current project target.

return value

Returns 1 on success, 0 on failure

strTargetName

Name of the new target.

int APIReadInt(int nAccessMode, int nMemArea, int
nAddress, int nSize, int nBigEndian);

Reads an integer from memory

return value

The function returns the integer read, 0 if access fails

nAccessMode
Defines the access method to be used. Currently following values are defined:

e O0- regular monitor access. If the CPU is running, it is stopped,
memory is read and CPU set running again

e ] —real-time access. For the function to succeed with this access mode,
the debugger must support real-time access

nMemArea

Specifies CPUs memory area - zero based index of memory area as seen in the
Open Memory Window dialog.

nAddress

Start address

nSize

The size of the integer in bytes

nBigEndian

0 if the memory is to be interpreted as low byte first
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organization, 1 if high byte first organization

int APIReadMemory(int iMemArea, int iAddress, int
iSize);

Reads memory and dumps it to output. The output must be first defined with the
function APISetOutput or APISetOutputl.

return value

Returns 1 on success, 0 on failure

iMemArea

Specifies CPUs memory area - zero based index of memory area as seen in the
Open Memory Window dialog.

iAddress

Start address

iSize

Number of bytes to read
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int APIReadMemory1(int iAccessMethod, int iMemArea,
int iAddress, int iSize);

Reads memory and dumps it to output. The output must be first defined with the
function APISetOutput or APISetOutputl.

return value

Returns 1 on success, 0 on failure

iAccessMethod

Defines the access method to be used. Currently following values are defined:

e 0- regular monitor access. If the CPU is running, it is stopped,
memory is read and CPU set running again

e 1 —real-time access. For the function to succeed with this access mode,
the debugger must support real-time access

iMemArea

Specifies CPUs memory area - zero based index of memory area as seen in the
Open Memory Window dialog.

iAddress

Start address

iSize

Number of bytes to read

int APIReadMemory2(int iAccessMethod, string
strLocation, int iSize);

Reads memory and dumps it to output. The output must be first defined with the
function APISetOutput or APISetOutputl.

return value

Returns 1 on success, 0 on failure

iAccessMethod

Defines the access method to be used. Currently following values are defined:

e 0 —regular monitor access. If the CPU is running, it is stopped, memory
is read and CPU set running again

e 1 —real-time access. For the function to succeed with this access mode,
the debugger must support real-time access

strLocation

A name of variable, label or an expression evaluating to a memory location.
Typically a name of a variable.
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iSize

Number of bytes to read

int APIReadMemoryDump(int iAccessMode, int
iMemArea, int iAddress, int iSize, int iReserved);

Reads iSize bytes from memory and writes in the dump file

return value

Returns 1 on success, 0 on failure

iAccessMode
Defines the access method to be used. Currently following values are defined:

e 0 —regular monitor access. If the CPU is running, it is stopped, memory
is read and CPU set running again

e 1 —real-time access. For the function to succeed with this access mode,
the debugger must support real-time access

iMemArea

Specifies CPUs memory area - zero based index of memory area as seen in the
Open Memory Window dialog.

iAddress

Start address

iSize

Number of bytes to read

iReserved

Reserved, must be zero

Example:

the bellow program reads 0x1000 bytes from address 0 in the dump file. It then
opens the dump file for MemoryWrite access and writes the same bytes to
address 0x2000 - hence copying 0x1000 bytes from 0x0000 to 0x2000.

function void main()

{
APIOpenMemoryDumpFile("DUMP.DMP", 0);
APIReadMemoryDump(0, 0, 0, 0x1000, 0);
APIOpenMemoryDumpFile("", 0);
APIOpenMemoryDumpFile("DUMP.DMP", 1);
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APIWriteMemoryDump(0, 0, 0x2000, 0x1000, 0);
APIOpenMemoryDumpFile("", 1);

}

int APIReset(int bAndRun);
Resets the CPU

return value

Returns 1 on success, 0 on failure

bAndRun

Set to 1 if you wish the CPU to resume running immediately after being released
from RESET state.
If this parameter is set to 0, the CPU will enter STOP mode after released.

int APIRun();
Sets the CPU in running.

return value

Returns 1 on success, 0 on failure

int APISaveAccessCoverage(string strFileName, int
nFlags);

Saves access coverage data to a text file.

return value

Returns 1 on success, 0 on failure

strFileName
Specifies the path of the file where the data should be saved to.

nFlags
A value mask, whose bits specify:
e  0x01 - use hexadecimal numbers

e  0x02 - write only not accessed areas

int APISaveExecutionCoverage(string strFileName, int
nFlags);

Saves execution coverage data to a text file.
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return value

Returns 1 on success, 0 on failure

strFileName
Specifies the path of the file where the data should be saved to.

nFlags
A value mask, whose bits specify:
e  0x01 - use hexadecimal numbers

e  0x02 - write only not executed arecas

int APISaveProfiler(string strFileName, int nFlags);

Saves profiler data to a text file.

return value

Returns 1 on success, 0 on failure

strFileName
Specifies the path of the file where the data should be saved to.

nFlags

Reserved, must be zero.

int APISaveProject(string strFileName);

Saves the workspace

strFileName

Path of the workspace file to which the configuration is saved.

return value

Returns 1 on success, 0 on failure

int APISaveTrace(string strFileName, int nFlags);

Saves profiler data to a text file.

return value

Returns 1 on success, 0 on failure

strFileName
Specifies the path of the file where the data should be saved to.
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nFlags

Reserved, must be zero.

int APISetBreakpoint(int iType, string strBP);

Sets a breakpoint

return value

On success returns a breakpoint handle - used by APIClearBreakpoint to clear
the breakpoint, on failure -1 is returned

iType
Defines the type of breakpoint to be set
e 0 - for execution breakpoints
e 1 - for memory access breakpoints

o 2 - for IO access breakpoints (Z80 family only)

strBP
Defines the breakpoint address
e numerical "0x1234"
e symbolic "main"
e range (type | and 2) "0x1000-0x1FFF"

int APISetOutput(string strFileName, int bOutput);

Configures file and screen output.

return value

Returns 1 on success, 0 on failure

strFileName

Defines the name of the file that is to receive output.

If this parameter is blank, output is not written to any file.

bOutput

When set to 1 output is written to the output window, if set to 0, output is not
written to the output window.

int APISetOutputi(string strFileName, int bOutput, int
bNoDefaultCRLF);

Configures file and screen output.

314 o Script Language Software User's Guide winlDEA



return value

Returns 1 on success, 0 on failure

strFileName
Defines the name of the file that is to receive output.

If this parameter is blank, output is not written to any file.

bOutput

When set to 1 output is written to the output window, if set to 0, output is not
written to the output window.
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bNoDefaultCRLF

When set to 1 a default CR-LF (new line) will not be generated automatically
after every screen print. To enforce positioning in a new line, append the "\n'
character to the string printed.

void APISetRegisterDump(int iDump);

Controls register printing.

iDump

Set to 2 if all registers should be dumped every time program execution stops.
Set to 1 if only the PC (Program Counter) register is to be dumped.

Set to 0 if no registers should be dumped.

void APISleep(int nMiliseconds);

Suspends winIDEA for the specified amount of time.

nMilliseconds

the number of milliseconds to wait.
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int APIStepinto(int bHighLevel, int iNumSteps);

Executes single program steps.

return value

Returns 1 on success, 0 on failure

bHighLevel

Set to 1 if you wish to perform single high level (source level) program steps, set
to 0 to execute single instruction steps.

iNumSteps

Specifies the number of steps to be executed

int APIStepOver(int iHighLevel, int iNumSteps);

Executes single program steps, without stepping into function and subroutine
calls.

return value

Returns 1 on success, 0 on failure

bHighLevel

Set to 1 if you wish to perform single high level (source level) program steps, set
to 0 to execute single instruction steps.

iNumSteps

Specifies the number of steps to be executed

int APIStop();

Stops the code execution.

return value

Returns 1 on success, 0 on failure

int APITerminalConnect(int nOn);

This function opens and connects the terminal window. Set 0 to disconnect, set 1
to open and connect, set 2 to disconnect and close.

return value

Returns 1 on success, 0 on failure
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int APIVerifyDownload();

Verifies the downloaded code.

return value

Returns 1 on success, 0 if verify fails

int APIWaitStatus(int nStatus);

Pauses ISL execution until the specified status is reached

return value

Returns 1 on success, 0 on failure

nStatus

Specifies the status to wait for

0 - CPU STOP

e 1-CPURUN

e 2-TRACE WAITING

e 3 -TRACE SAMPLING

e 4-TRACE LOADING

e 5-TRACEIDLE

e 6 -PROJECT BUILD FINISHED

Notes on using APIWaitStatus

When using APIWaitStatus in combination with APIReset, certain problems can
occur.

APISetBreakpoint (iBPType, "0x948D");
/* Reset and run */
APIReset (1) ;
/* Wait till CPU runs */
APIWaitStatus( 1 );
first you set a breakpoint,
next you reset and run the CPU,
you wait until the CPU state is running.

This script is interpreted on the PC and runs asynchronously of the target
execution program that is started in step 2 (CPU is set into running before
APIReset(1) returns. If a breakpoint is hit before APIWaitStatus(1) is called, the
CPU will already be stopped and the APIWaitStatus will wait forever.

The solution is not to use the APIWaitStatus(1) at all, unless you want to wait
for external resets or IRQs that can independently of the win[DEA set CPU to
running. The script functions like APIReset(1) and APIRun, always set CPU to
running, and there is no need to wait for it.
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int APIWaitStatus1(int nStatus, int iTimeout);

Pauses ISL execution until the specified status is reached or until the timeout is

reached

return value

Returns 0 on timeout, 1 on success, 2 on success but the waited operation failed
for other reasons, i.e. waiting for build to finish succeeded, but the building itself
had errors.

nStatus

Specifies the status to wait for

0 - CPU STOP

1 - CPU RUN

2 - TRACE WAITING

3 - TRACE SAMPLING

4 - TRACE LOADING
5-TRACE IDLE

6 - PROJECT BUILD FINISHED

iTimeout

Specifies the maximum time in milliseconds to wait for the specified status. If
the timeout is reached before the status is reached, the function returns 0.
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int APIWritelnt(int nAccessMode, int nMemArea, int
nAddress, int nSize, int nBigEndian, int nValue);

Writes an integer (nValue) to memory

return value

Returns 1 on success, 0 on failure

nAccessMode
Defines the access method to be used. Currently following values are defined:

e 0 —regular monitor access. If the CPU is running, it is stopped, memory
is read and CPU set running again

e 1 —real-time access. For the function to succeed with this access mode,
the debugger must support real-time access

nMemArea

Specifies CPUs memory area - zero based index of memory area as seen in the
Open Memory Window dialog.

nAddress

Start address

nSize

The size of the integer in bytes

nBigEndian
0 if the memory is to be interpreted as low byte first

organization, 1 if high byte first organization

nValue

The value to be written
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int APIWriteMemory(int iMemArea, int iAddress, int

iValue, int iSize);

Writes a value to memory

return value

Returns 1 on success, 0 on failure

iMemArea

Specifies CPUs memory area - zero based index of memory area as seen in the

Open Memory Window dialog.

iAddress

Address to write to

iValue

The value to be written

iSize

Number of bytes used in iValue to write (1-4)
Example:

to write 0x1234 to address 0x1000, area 0
APIWriteMemory (0, 0x1000, 0x1234,

size is 2 because 0x1234 takes 2 bytes

to write 0x00001234 to address 0x1000, area 0
APIWriteMemory (0, 0x1000, 0x1234,

size is 4 because 0x00001234 takes 4 bytes

2)

4)
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int APIWriteMemory1(int iAccessMethod, int iMemArea,
int iAddress, int iValue, int iSize);

Writes a value to memory

return value

Returns 1 on success, 0 on failure

iAccessMethod

Defines the access method to be used. Currently following values are defined:

e 0 —regular monitor access. If the CPU is running, it is stopped, memory
is read and CPU set running again

e 1 —real-time access. For the function to succeed with this access mode,
the debugger must support real-time access

iMemArea

Specifies CPUs memory area - zero based index of memory area as seen in the
Open Memory Window dialog.

iAddress

Address to write to

iValue
The value to be written
iSize

Number of bytes used in iValue to write (1-4)

Software User's Guide winIDEA Script Language ¢ 323



int APIWriteMemory2(int iAccessMethod, str strLocation,
int iValue, int iSize);

Writes a value to memory

return value

Returns 1 on success, 0 on failure

iAccessMethod

Defines the access method to be used. Currently following values are defined:

e 0 —regular monitor access. If the CPU is running, it is stopped, memory
is read and CPU set running again

e 1 —real-time access. For the function to succeed with this access mode,
the debugger must support real-time access

strLocation

Expression evaluating to a memory location. Typically a name of a variable.

iValue
The value to be written
iSize

Number of bytes used in iValue to write (1-4)
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int APIWriteMemoryDump(int iAccessMode, int
iMemArea, int iAddress, int iSize, int iReserved);

Reads iSize bytes from the dump file and writes them into memory.

return value

Returns 1 on success, 0 on failure

iAccessMode
Defines the access method to be used. Currently following values are defined:

e 0 —regular monitor access. If the CPU is running, it is stopped, memory
is read and CPU set running again

e 1 —real-time access. For the function to succeed with this access mode,
the debugger must support real-time access

iMemArea

Specifies CPUs memory area - zero based index of memory area as seen in the
Open Memory Window dialog.

iAddress

Address to write to
iSize
Number of bytes used in iValue to write (1-4)

iReserved

Reserved, must be zero
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int APIWriteTrace(string strFileName, int nFrom, int

nTo);
Outputs trace buffer to the file specified.

return value

Returns 1 on success, 0 on failure

strFileName

Specifies the filename of the trace buffer output file.

nFrom

Specifies the starting frame. Frame numbers are relative to trigger position.

nTo

Specifies the last frame.
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Examples for working with API functions

Example 1

For a particular test function the 7th bit of the accumulator is to be read.
Accumulator is bit addressable but how to do that using ISL APIs?

ANSWER

You can use APIReadMemory or APIEvaluate instead. To read only one bit use
the following syntax:

Read bit 7 from address 0x82
(:0x82>>6) & Ox1

Read bit 4 from R13 register
(QR13>>3) & 0x1

Example 2

We are using an Emulator and winIDEA and an HCO5PV8 POD. How can we
access and modify CPU registers?

ANSWER

The syntax to access SFRs is the same as in the watch window: To access
register XYZ, you must write @XYZ

The script provides following functions:

int APIEvaluatel (int nAccessMode, string
strExpression) ;

and

int APIModify(string strLValue, string strExpression);

SO write:
APIEvaluatel (0, "@XYZ");

APIModify ("@XYZz", "0");

Example 3
The APIDownloadFile is defined as:
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Int APIDownloadFile(int iFileIndex)

What does the file index exactly mean? I understand that it is some number
pertaining to the files listed for downloading so that they may be downloaded
independently. But in the download file list table no such number is mentioned.
If I assume the number according to the order of files, the download process fails
for second file onwards.

ANSWER

Index 0 in the API functions means first file in the 'Download Files' menu.
Index 2 therefore means 3rd file in the 'Download Files' menu.
function void main ()

{

if ('APIDownloadFile (2))

{

APIMessageBox ("Code wasn't loaded succesfully");
}

else

{

APIMessageBox ("Code was loaded succesfully");

}

APIStepInto(0,2);

}
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Example 4

The output is dumped to the target result file using APISetOutput. This result file
created using the APISetOutput is to be compared with the reference file. But
once APISetOutput starts dumping the output to the file, it does not stop and
sends subsequent messages also from the output window. So the
APICompareFiles function is unable to open the result file and the comparison
does not take place. Is there any method by which we can stop the APISetOutput
function before initiating the process of comparison?

ANSWER

You have to close the connection - output to file.

You can do this with APISetOutput with its parameter strFileName - if this
parameter is blank, output is not written to any file.

Example 5 — a full ISL example file

The example file below can be used for testing of API functions.
declare
{

function void step();

function void stepl();

function void trace();

function void dl();

var int a;

var int b;

var int c;

}

function void main ()
{
if (APIMessageBoxYesNo (" Do you want to test a POD in TARGET? "))

{

//HASYSTSetClock (1,16000) ;
HASYSTSetMapping (0, 0x0, OXFFFF, 1) ;
HASYSTSetMapping (1, 0x0, OXFFFF,0) ;
dl () ;

APICopyMemory (0, 0x0, OXFFFE, 4, 0x0) ;
HASYSTSetMapping (0, 0x0, OXFFFF,0) ;
dl () ;
}

else

HASYSTSetMapping (0, 0x0, OXFFFF, 1) ;

HASYSTSetMapping (1, 0x0, OXFFFF,2) ;
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if (APIMessageBoxYesNo (" Do you want to test 24MHz clock?

HASYSTSetClock(1,24000) ;
}
}

dal();

if (APIStepInto(1,1)==0)
{
return;
}

a=HASYSTSetAccessBP (0, "c");

if (a<0)

return;
}

APIRun() ;

APIWaitStatus(0);

HASYSTClearAccessBP (0, a);

APISetOutput ("trace.hys",0);

trace () ;

APISetOutput ("testl.hys",1);

b=APISetBreakpoint (0, "testFunction");

if (b<0)
{
return;
}

APIWaitStatus(0);
APIClearBreakpoint (0, b);
c=APISetBreakpoint (0, " _test");

if (c<0)
{

return;
}

APIRun() ;

APIWaitStatus(0);

APIModify ("i™,"0");

APIModify("j","0");

APIModify ("c","0");
step ()7
APIClearBreakpoint (0, c);

b=APISetBreakpoint (0, " delay");

if (b<0)
{

return;

APIRun () ;
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APIWaitStatus (0);
APIModify ("£","0");
APIModify ("st","0");
stepl();
APIClearBreakpoint (0, b);
a=HASYSTSetAccessBP (0, "c");
if (a<0)
{
return;
}
APIRun () ;
APIWaitStatus (0);
HASYSTClearAccessBP (0, a);
APIEvaluate("c");
APIEvaluate ("f");
APIEvaluate ("st");
APISetOutput ("trcstop.hys",1);
APIBeep () ;

APIBeep () ;

function void step()
{
if (APIStepInto(1l,1)==0)

{

return;
}
loop (10)
{
if (APIStepInto(1l,1)==0)
{
return;
}
else
{
APIEvaluate ("1i") ;
APIEvaluate ("j");
APIEvaluate ("n");
APIEvaluate ("c");
}
}
loop(10)

{
if (APIStepInto(0,1)==0)
{

return;

else
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{
APIEvaluate ("i");
APIEvaluate ("j");
APIEvaluate ("n");
APIEvaluate ("c");

}

function void stepl ()
{
loop(10)
{
if (APIStepInto(1l,1)==0)
{

return;

else
{
APIEvaluate ("c");
APIEvaluate ("f");
APIEvaluate ("st");

}

loop(10)
{
if (APIStepInto(0,1)==0)
{

return;

else
{
APIEvaluate ("c");
APIEvaluate ("f");
APIEvaluate ("st");

}

function void trace ()

{
HASYSTSetTraceOperation (0) ;
HASYSTSetTraceTrigger ("test");
APIBeginTrace() ;
APIRun() ;

APIWaitStatus(5);
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APIWriteTrace (-20,500);

function void dl ()
{
if (APIDownload()==0)
{

return;
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Frequently Asked Questions on API Functions

Q: How can I stop the code execution via the script. APIExit and return
terminate winIDEA and the script respectively.

A: Use the new APIStop function, introduced in winIDEA 9.1. If you use an
older version, use APISteplInto(0, 1). It executes a single instruction step -
effectively stopping the CPU prior to that.

Q: I tried APIModify1 to change the register values but it only works if the CPU
is not running.

A: That's how it's supposed to work. Makes no sense modifying a register while
the CPU is running.

Q: How can you dump a register value into a variable?

A: Use APIModify("variable name", "@register name"). For example to store
the value of register RO to variable 'xyz' write: APIModify("xyz", "@RO0").

See also "Expression Conventions" on page 183 for help on legal expressions.

Q: How can I dump an address segment content into a variable? The
APIReadMemory only fetches the value to the output window.

A: Use APIModify("variable name", ":address"). For example to load a byte
from address 0x1000 into variable 'xyz' write: APIModify("xyz", ":0x1000").

See also "Expression Conventions" on page 183 for help on legal expressions.

Q: When it says strExpression for APIEvaluate or elsewhere, what is this? Any
C expression or statement? What if I include a conditional statement, the
function return is the satisfaction of the condition? It seems it accepts any string
when only returning False for the erroneous ones.

A: See also help on legal expressions in winIDEA help/Debug Session/Watch
window/Adding Watch expressions/Expression conventions. All C expressions
except for the '?' operator are supported. An expression like: '3*(2>=1)' yields 3
as the result.

Q: How the APIEvaluate could be used to read a register content, as expressed
by the example?

A: Append the @ sign before the name of the register - can also be a SFR
register.

APIEvaluate("@DDRA");
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Customizing the Environment

Environment Options

The environment appearance is controlled in two dialogs, the Options dialog and
the Customize dialog, both available in the Tools menu.

winIDEA Environment

Options |
Termninal | CASE Tool I izyztem, connect
Farmat E nviranment | Dizazzembly I SFR window
—Workzpace

Wiorkspace file format | [RENGEE(=El=1]

[ Auto zave workspace when exiting winlDE2
¥ Reload last workspace at startup

— Documents
v futo save when running tools

¥ Save only editor documents o auta save
[ Create backup files
v FReload externally modified files

V¥ Automatically

[T Dizable breakpaints when reloaded
[V Start File/Open from workspace directon

— IDE
¥ Usze build manager ¥ Close progress window when finished
[T Cache network: files

k. I Carnicel Help

Options Dialog, Environment page

Workspace file format

Defines the default file format used by winIDEA. This is either the legacy binary
format (.jrf and .qrf extensions), or XML format (.xjrf / .xqrf) extensions. Note
that winIDEA always saves in both file formats. This setting affects only the
files shown when selecting a new workspace to open.
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Auto save workspace when exiting winIDEA

When checked, the workspace is automatically saved. Otherwise you are
prompted whether you wish to save it or not.

Reload last workspace at startup

When checked, the last workspace that was open when winlDEA most recently
terminated is reloaded.

Auto save when running tools

When an external tool is ran, the files will be automatically saved if this option is
selected.

Save only editor documents on auto save

Only editor files will be saved automatically, not the analyzer documents.

Create backup files

If this option is checked, winIDEA will create backup files of every file saved.
Whenever a file is saved, winIDEA will also save the old file and add the
extension ".bak' to it. For example, when saving 'main.c', the old file will be
saved under the name 'main.c.bak’.

Reload externally modified files automatically

If a file is modified outside winIDEA (for example in an other editor), it will be
reloaded automatically if this option is checked.

Disable breakpoints when reloaded

When a loaded file is reloaded, breakpoints are disabled if this option is checked.

Start File/Open from workspace directory

If this option is checked, the File/Open will always start up in the workspace
directory, otherwise the last location where files have been opened is used.

Use build manager

If this option is unchecked, the build manager will not be used. See "Build
Manager" on page 231 for more information.

Close progress window when finished

When checked, a progress window is closed when the process has finished.

Cache network files

If this option is checked accesses to files located on the network are 'cached', i.e.
a temporary copy of the accessed file is created in the TEMP directory.

Checking this option improves performance on Novell networks. If you are
using TCP/IP or Microsoft's NetBEUI, clear this option, since the operating
system itself caches network accesses.
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CASE Tool Integration

winlDEA supports integration of different CASE tools. The CASE tools are
integrated by inserting the appropriate data into the Tools/Options/CASE Tool

window.

Options |
Format I E nvironment | Digaszembly I SFR “window
Terminal CASE Tool | CONNECT

CASE Tonl

I EazCaze j Settings... |

" Operatian

[T Bunwhen winlDEA starts Stark fiow |

Cancel Help

CASE Tool setup window

CASE Tool

The CASE Tool to be integrated is defined here. If no CASE Tool should be
integrated, this setting should be set to “None”. When a tool is selected, its
properties can be selected using the “Settings...” button.

Settings

Invokes the settings regarding the selected CASE Tool.

Run when winIDEA starts

Starts the CASE Tool when winIDEA starts. When winIDEA exits, the CASE
Tool is closed as well.

Start now
Starts the CASE Tool.
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EasyCASE/EasyCode Integration

winIDEA provides an interface to the Easy Case/Easy Code application.
Integration includes:

e  Source debugging/tracking in either winIDEA or EasyCASE
e Setting execution breakpoints in either winIDEA or EasyCASE.

Settings
First, the CASE Tool should be selected.

Options |
Farmat I E nvironmet | Dizaszembly I SFR ‘Window
Terminal CASE Tool | CONNECT

CASE Toal

I EazCaze j Settings... |

" O peration

[T Bun when winlDEA starts Start hiow |

2k, I Cancel Help

CASE Tool setup window

If EasyCase is used, the path to the EasyCASE executable is specified by
pressing the Settings button.

EaspCASE |

EasyCASE executable

] I Cancel |

EasyCASE Settings page

The executable can be searched using the “...” button, which opens a file
browser.

If EasyCode is used, no additional settings are necesarry, since all necesarry
information is automatically copied from the EasyCode installation.
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Rhapsody in MicroC Integration
WinIDEA provides an interface to Rhapsody in MicroC application.

The link between winIDEA and Rhapsody in MicroC enables the graphical
representation of the various states of the application to be shown directly in
Rhapsody in MicroC. This animation takes place in the graphical back animation
(GBA) server, a component of Rhapsody in MicroC. If the application stops, the
GBA server also displays the current state, which gives the user quick feedback
where the application has stopped.

Settings
First, the CASE Tool should be selected.

Options |
Farmat I E nvironmet | Dizaszembly I SFR Window
Teminal CASE Tool | CONNECT

CASE Tool

IHhapsu:ud_l,l it MicrolC j Settings... |

" O peration

[T Bunwhen winlDEA starts Start niow |

Cancel Help

CASE Tool setup window

By clicking Settings, the installation path to the Rhapsody dll is specified. The
installation path should be set to the location where amc_communication_dIl.dll
is located. If Rhapsody will be running on a remote computer, this dll must be
copied to the local computer (computer where winIDEA is running).
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%~ GBA_2: GBA Server

Rhapsody in MicroC

Inztallation Fath

Iu::"-.H hapzodyhamc_communication_dll.dll
Path ta *.gba
Host Mame

|SERVER4

Part [0
EEEE

¥ Use realtime access

[T Trace Communication

III:E"uH CO2MCozmichd. 005RhapzodyDumpFile. bt

Set Diefault... |

Cancel |

ok

Rhapsody in MicroC Settings page

The dll can be searched using the “...” button, which opens a file browser.

Host Name and Port ID

The Host Name can be the name of the remote or local computer. Port ID should
be set to the same value as in the Rhapsody GBA Server.

File View Help
User Hane: Adninistrator
Host Mane: testl
Port Ho: G666
=

Process Chart Hane

Aninate Instance Hane

Hext Instance |

Pr‘euuous Instance

Open Dhart coo

=

Hessapes

winIDEA communicates with Rhapsody in MicroC through the TCP/IP protocol
which must also be installed.

Set Default

If Rhapsody is installed on a local computer, the Set Default button can be
clicked and winIDEA will try to fill in all settings automatically.
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Use real-time access

When “Use real-time access” is checked winIDEA will access target memory
when the program is running. Whenever possible, check this option.
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Keyboard Shortcuts

Despite being a graphical Windows application, the nature of work that you
perform inside winIDEA keeps your fingers on the keyboard, and reaching for
the mouse to perform frequent actions like step, wastes your time and health.

winIDEA therefore provides fully customizable keyboard shortcuts for all
commands available on the menu and toolbars. You can configure these on the
Keyboard page of the Customize dialog.

Customize |

keyboard I Tooks | Local Tools |

LCateqaries: Commands:
ProjectCompile - s |
F'ru:u'%ectLink

ProjectBuild fIEMIEYE |

FrojectBreak.

ProjectProject Files Feset to... |
ProiectS athinns j

Prezs new sharkout Curment kepz:
INDne Fr
— Currently azzigned to
IIhazsigned }
— Descrption
Compile # azzemble all modified project files and link to an

| 2k, I Cancel Help

Customize dialog, Keyboard shortcut configuration
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To configure a shortcut for a command:

Select the command category in the Categories list

In the Commands list select the command for which you wish to
configure a shortcut

Select the 'Press new shortcut' field
Press the desired shortcut combination

Click the Assign button

You can reset the keyboard shortcuts by selecting the 'Reset to..." button and
selecting the desired set.

Preset keyboard schemes

T |

— Warning !
Rezeting will dizcard all vour previous changes.

" Microsoft Developer Studio
" Borland C++ IDE

Reszet I Cancel

The reset keyboard dialog

winIDEA comes with three predefined sets of shortcuts:

iCE DOS version
Microsoft Developer Studio
Borland C++ IDE
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Window Colors

Colors and fonts can be configured individually for virtually all winIDEA's
workspace visual elements in the Format page of the Options dialog.

Options |
Teminal | C4SE Tool | CONMECT
Farmat I E nviranmett I Dizazzembly I SFR “Window
— TextColar —————— [ Background Calar ——— [~ Preset

I:l.l:l -|_|-|_| Colourfull |
B 0] O] white
NIl | ey )|

B ] e

Wwind

i

Eray

[tem Eont:

0 B [ Courier
Digaszembly Error

‘T&-’ZT::DP:P Selection Size: 10
Wariable
SFR
Prafiler
Arccess Coverage—
Execution Covers — SAMPLE TEXT -

"Ev'_-:nrkspace ;I

Le

2k, I Cancel Help

Options dialog, Format page

To configure appearance of a window:

e Inthe Window list select the window for which you wish to configure
colors and font,

e Select the font to be used and its size in the window,

e In the Item list select individual items and configure text and
background color for each item.
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isystem.connect

isystem.connect is a gateway protocol that allows third party applications to
access some of winIDEA's functionallity, like accessing memory, controling the
CPU etc.

Please note that when isystem.connect is enabled, winIDEA generates a small
amount of network traffic scanning the UDP discovery port and opens and
listens to the TCP connection ports. A warning from your firewall may be seen
regarding these actions.

If network access is not desired and the extended funcionality of isystem.connect
is not needed, please disable isystem.connect.

Options |

Format I E rrvironment I Dizazzembly | SFR window |
Terminal | CASE Tool ispstem. connect

¥ Enable izystem. connect

TCF Connection Port Range |531 5 |5324 Current port: 5315

IDF Digcovery Park IEES?E | Dizcoveny service iz mnning

[ Limit number of clients I'I

Fun extermal client diagnostic |

] I Cancel Help

Options dialog, isystem.connect page

Enable isystem.connect

Check this option to allow third party applications to access winIDEA via
isystem.connect.

TCP Connection Port Range

Specify on which TCP ports should winIDEA establish the isystem.connect
service. When winIDEA starts (or the isystem.connect is enabled), it will scan
these prots to find the first free port and start listening on it for incomming
connections.
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UDP Discovery port

This port is used for broadcast discoveries initiated by the isystem.connect client
application. When the client requests connection to winIDEA, an UDP broadcast
on a UDP port is issued. All winIDEAs listening on that port will respond and
the client can then choose to which instance it will connect.

Limit number of clients

This option allows limitation of simultaneous isystem.connect connections to
one winIDEA instance.

Note: If you are unsure about TCP and UDP port settings, contact your network
administrator.

Run External Client Diagnostics

winIDEA supports detailed isystem.connect diagnostics, which should be
performed when an isystem.connect client application is having problems
connecting to win[DEA. Such problems are typically caused by:

- third party antivirus software blocking UDP/TCP ports. winIDEA disables the
Windows firewall but is not aware of Norton, Avast, NOD32, etc.

- different versions of winIDEA running (intalled is OK, just not active at the
same time) simultaneously on the PC

The 'Run external diagnostic' button launches iConnectDiag.exe which is using
our standard isystem.connect utility classes to enumerate all running instances of
winIDEA and attempts to connect to each of them.

E:\winlDEAViConnectDiag. exe

xxxx izystem.connect diagnostic eeoe
Loading iConnect.DLL: E:>uwinIDEA~iConnect.dll

Enumerating all running instances of winIDEA

=xx pinlDEA instance

Inztance ID:

?orksgace: E=s~PRO~Sample~Active“~Emul2~HC12~DP512~MC?512Dx51 2 Hobank~Cosmic Samp|
e.Jjr

TCP Port: 5315

Connect : 0K

300~ Jof o0 Jof-Jof - oo~ Sof-JoE 30 Jof-Jof - o -JoE-oE-0E-Jof-oE—Jof-Jof-uE- - JoE-of 0o -JeE-ef-Jof-JoE-

2 WPINIDEA inStance s
Inzstance ID:
Workzpace: E:\PRONPPCA55xxCoveragerIntRAM~Sample_iTracePro.jrf
TCP Port: Lile
Connect: FAILED
UERSION CONFLICT
ERROR: <client> RC1: Can not connect. Error: B. Connection refused by server
<servery RS2: Incompatibhle versions.
Client:-9.7.114
Cerver:?.7.113

30E-30E 3030060 - 3030 - 0 3o~ 300630 30k -0~ -0 - JoE 060 -Jof-0E 30 -JoE-0E- 0 - oo 0o -eE-n-eE-E-

Connect via port 5315
Connect :

Prezsz any key to continue...

The above screenshot shows diagnostics when two different winIDEA build
instances are active.
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o Ex\winlDEAViConnectDiag.exe

wxdd jzystem.connect diagnostic oo
Loading iConnect.DLL: E:>uwinIDEA~iConnect.dll

Enumerating all running instances of winIDEA
Connect via port 5315
Connect = 0K

Press any key to continue...

This sceenshot shows firewall blocking UDP discovery but a direct TCP connect
is still working.

et Ex\winlDEAViConnectDiag.exe

xxxx izystem.connect diagnostic eees
Loading iConnect.DLL: E:>winIDEA~iConnect._dll

Connecting directly via TCP port 5315
Connect : 0K

Enumerating all running insztances of winIDEA
w3 INIDEA inStance s
Instance ID:

Workspace: E:snPRONUBSBSFx3APRONFx3. jrf

TCP Port: L3ie6

Connect: 0K

Workspace: E:»?.7%5RC~iC3kKrnl~iC3kKrnl.jrf
TCPF Port: 5315
0K

to continue...

This sceenshot was taken with two instances running, with no UDP or TCP
blocking.

For more information on isystem.connect, please refer to a standalone document,
describing isystem.connect functions. For the latest information, please contact
your local distributor.

Software User's Guide winIDEA Customizing the Environment e 347



XCP Slave Plug-in

Introduction

A target under winIDEA control can be accessed with XCP over TCP or UDP.
winIDEA is shipped with a software plug-in that implements XCP slave

functionality.
Plug-ins |
Pluag-ins:
Refresh
Load all
dnload all
Start all
Stop all
— Plug-in infarmation
LLmad
|9.6.81 ion: (1.0
Interface.l Werzian: Unioad
- |=CP
M ame: I Shat
Drescription; IwinIDE.i'-. #CP zlave plug-in Stap
Author: I.ﬂ'-.ndrei kdlinar for 1SS TERM
Copyright. [Copyright 2005 (5YSTEM. Allights reserved Configure..

— Plug-in zettings
[T Load on winlDEA startup ™" Show about on startup mefad

[~ Show configuration on startup Fead

[ Start on winlDEA, startup

Wirike

Claze
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Usage

The plug-in is shipped with winIDEA. It is by default configured to be loaded
and started automatically with winIDEA. The default protocol is TCP and the
default port is 5555.

In order to access the XCP slave plug-in configuration open the winIDEA
software plug-in dialog (winIDEA “Tools” menu, “Software plug-ins...” menu
item), select the XCP plug-in from the plug-in list and click the
“Configuration...” button.

The following dialog shows:

Protocal;
Cancel |

X

fTce

Puort;
|5555

You can change the protocol opening the drop-down list; available protocols are
TCP and UDP.

x
Pratocal: IIIII!HIIII
I -

Cancel |
Part;

|5555

The port can be configured on this dialog. Type the required port name in the
“Port” edit control.

To apply the new settings press the “OK” button, the settings are applied, the
plug-in is restarted.

To discard the changes press the “Cancel” button.

For more information about winIDEA software plug-ins refer to the related user
or development documentation.
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Configuring Vector CANape

Inside CANape go to open the “Tools” menu, select the “Driver
configuration...” menu item. The following dialog displays:

XCP driver settings x|

General | Calibration Fiam | Flash | Events | DAG list| Other |

D rivee:
T est connection | Estended driver settings .. |
Pratocol laper:
General:
Wersion number: |1_|:| vI Estended protocol settings ... |
Timeout T1: IEEIEIEIEI me  [Standard CTO)
Seed & Kew
[™ Enable WL path: ISeedNKechp.dll Erowse .. |
Checkzum:
¥ Enable b ethad: I,&,DD_1 4 j
DLL path: Iu:hksum.u:lll Erowse, ... |
Tirneaut T2 |1 0000 me [BUILED CHECKSWH]

Tranzport layer:

Configuration ... |

TCF/IP

Hiw Imterface: I j Configuratiar ..

k. I Cancel | Help |

In the transport layer control group, in the interface drop-down list select TCP/IP
or UPD/IP depending on the settings you have chosen for winIDEA’s XCP slave
plug-in.

|nterface:

If you press the “Interface” “Configuration” button the following dialog
displays:
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XCP on TCP/IP settings x|

— General
YVersion number: |10 Extended settings ... |

—&ddreszing

Host: IIncthnst

Port: IEEEE
Cancel | Help |

Here you can setup the port used and the hostname or IP address of the computer
running the winIDEA instance controlling the target you want to calibrate.

You may experience problems when running the XCP slave on a different host
from CANape. To work around this issue make sure the host name configuration
was loaded properly at every startup and test several times for connection. This
is a known CANape issue. For more information please consult the CANape
support page or contact Vector.

Configuring other XCP masters

The XCP protocol implementation of the winIDEA XCP slave complies with the
XCP standard. Any XCP master should be able to communicate with the
winIDEA XCP slave plug-in. Make sure that the protocol and port settings on
the master and the slave match. For information on how to configure the
transport protocol on your XCP master consult your application’s
documentation.
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Custom Tools

winIDEA allows integration of external third party tools, which can be ran from
the tools menu.

Tools are configured in the Tools and Local Tools pages of the Customize
dialog.

The Tools defined in the 'Tools' page are common to all winIDEA workspaces,
whereas tools defined in the 'Local Tools' page are available only to the current
workspace.

Customize |

Keyboard Tooks ILDcaITDDISI

tenu contents:

Add
Bemove |

T er test: IBackup file

LCommand; I:-:u:u:up_l.l.e:-:e

Arguments [$1FilePath] c \backup B
Initial directon: |$[FiIEDirectl:lr_l,l] |_>|

™ Prompt for Argumerts W Save documents befare running tocl

2k, Cancel | Help

Customize dialog, Tool configuration page

To add a new tool:

click the 'Add' button,
e configure the text that should appear in the menu (Menu text)
e  specify the path to the tool (executable)

e configure any command line arguments that should be passed to the
tool when invoked (Arguments). You can use special file macros when
the tool is to operate on a currently open source file.

o specify the initial directory for the tool.

Prompt for Arguments

When checked the 'Tool Arguments' dialog will open prior to every tool
invocation.
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Save documents before running tool

When checked all documents will be saved before the tool is ran.

Tool Arguments

Tool Arguments |

Arguments: |$[FiIEName]

Cancel |

Tool Arguments dialog

This dialog opens upon invocation of a tool with 'Prompt for Arguments' option
selected.

The string that you specify here will be passed to the toll in the command line.
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Entering License Information

What is a License

Operating systems support and interoperability with CASE tools can be licensed
for you using the Tools/Feature License menu option.

How to Obtain a License

A license comes as an encrypted initialization string, which you request from
your local distributor and, which he can send you via mail, e-mail, FAX or over
the phone.

Programming the License

The software licenses are programmed in the Tools/Feature License dialog.

Feature Licenze |
" Computer bazed—— [~ IDENT
Name |SEFWEH4 |D"r’M5TEKIW
[ User based _ Send this string
Mame Iar'u:lrE| ta the licensing
autharity
Company I
— Lizenhze ztring
| | Paste INIT |
Operating systern: O5SEK
CASE tool support; Siemens EazyCaze Frograrm

Cloze

:

The Tools/Feature License menu

The current license status can be seen in the license information pane.
The IDENT value is the identification code of your software.

The four INIT fields are the place where you must enter the initialization string.
The INIT string is requested with pressing the 'Request INIT..." button.

When finished, select the Program button to license the Emulator with the new
license.

Computer based vs. User based

The licenses are normally computer based, this means that the licensed tools will
be available to everyone that works on that computer with no limitation; the
tools, on the other hand, will not work on a different computer.

The licenses can also be user based. This means that the licensed tools are
available on every computer, where the user is logged in with the specified user
name.
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Request INIT

To request an INIT string, press the 'Request INIT...' button.

First step: Specify the License or Feature to be Enabled

Specify the License or Feature to be Enabled |

License serial number IEIES1 2345

| Enable CASE - Standard IHhapsud_l,l in Micral j

Thiz licenze enables suppart for one CASE tool.
Fleaze specify the appropriate CASE tool.

< Back I Mest > I Caricel Help

License serial number request

The licensing wizard requires you to insert the license serial number. To obtain
the license serial number, contact your iSYSTEM distributor first, you can
purchase a license from him and you will also receive a serial number.

There are two types of licenses: Standard and Professional. The Standard license
enables the usage of one software tool, while the Professional license enables
you to use all tools from the selected family (for example, the professional
RTOS license will enable the usage of all operating systems; the professional
CASE license will enable all CASE Tools).

If you have purchased a standard license, you will need to enter the tool you will
be using.

Once you have entered the serial number, press the Next button.
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Second step: User Information

User Information

=]|

“Mame IJDhn Doe

*Compary IGE
Addiess  [101 GE Drive

Ciky IEhicagn

£IF I'IUEIEIEI
State |||_

“Country ILIniteu:I States
“Phone |+1-123-1234EE?

i |+'I 1231234567

-

e-mail

Iidue@ge.cnm

< Back I Mest » I

Cancel |

Help |

User information dialog

Now, please enter your user information. The information is needed by
iSYSTEM to confirm your license. When you have entered the information,
please press the Next button.

Third step: Send the Initialization Request

The program will now show the system's IDENT that will be sent to the
distributor. There are options, which define the sending and receiving method for
the request.

'Send the request via e-mail' will generate an e-mail message with your default e-
mail handler and try to send it. If the mail handler is not running, it will send the
message immediately after it is started. If the e-mail generation is unsuccessful,
the program will issue a warning and ask you to manually send the request file to
iSYSTEM.

Send the Inmhalization Request

=]|

IDEMT I Dy BT CEw

™ Fi3 - create a test file

— The Initialization String should be returned
O by Fax

% wia e-mail

¢ Back I Finizh I

Cancel

Help

Send the Initialization Request dialog
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'Send the request through FAX' will generate a text file, which you will be asked
to print out and fax to iISYSTEM.

If the option 'The Initialization String should be returned via e-mail' is selected,

the initialization string will be returned to the e-mail address defined in the User
information dialog. If the information was not entered, the e-mail based request

will be replied to.

If the option 'The Initialization String should be returned by FAX' is selected, the
initialization string will be faxed to you to the fax number, defined in the User
information dialog.

Entering the Initialization String

When you have received the initialization string, enter it in the Tools/Feature
License dialog. If you have received the initialization string through e-mail, copy
the string to clipboard. In the License page, press the Paste INIT button. With
this, the string will be automatically entered. Now, press the Program button to
program the new license. Now, the requested features are available immediately.
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Technical Support

winIDEA provides a packing utility, which puts the files of your choice into a
single file, which you can send to your technical support engineer.

Preparing Files for Technical Support
e Select Support/Technical Support... command from the Help menu

Technical Support Ed |

— Included Information
¥ | workepace Configuration Fles

[ Project Dutput Files
[ Project Source Files ¥ Default &nalyzer Files

IMPORTAMT: if pozsible, create the support file with debug
gegzion active at the point where the problem iz obzerved.

MOTE: only files in workzpace directory and itz subdirectones
cah be properly restored by technical support.

— e-mail
¥ Send support file via e-mail  Address
I Germany, Augtria, Swiss j Isuppnrt@isystem.cnm

| k. I Cancel

Technical Support dialog

On selecting the OK button, the attached emulator is diagnosed. (Diagnostic
information is written to file 'CONFIG.TXT' in the workspace directory.)

It is recommended that the support file is generated at the moment where the
error or incorrect behaviour is observed. winIDEA will pack the current register
content and stack in the report file, making it easier for support personel to
reproduce the problem.

Note: make sure that hardware is properly configured.

winIDEA can pack following files:

e workspace configuration files. These are the workspace file (.JRF and
.XJRF) and project configuration files ((QRF and .XQRF). See
"Workspaces" on page 11.

e download files. These are files specified in download files dialog for
debug and PROM systems. See "Download Files" on page 97.
These files should be sent when you experience any kind of problem
with the debugger.

e project source files. These are your .C and .H source files specified in
the project files dialog. See "Project Files" on page 239.
Send these files if there are problems with building, source debugging
or the debugger problem can not be made visible without source files.

e project output files. These are files located in the current target's output
directory (see "Root Directory" on page 246).
Usually these files are not required. Since sending them usually
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generates a very large file, send them only when requested by support
engineer.

e default Analyzer files. These are your .trd and .lad files (see "The
Trace" on page 46), that bear the same name as the workspace file.

Note: winIDEA can only pack files that are located in or bellow the workspace
directory. See "Path Specifications" on page 11.

winIDEA does not save the linker indirection files or any other files used by the
build indirectly. A workaround is to add these files to the project. Their
extension will prevent them from being compiled/linked, but they will be seen in
the project window and will be included in the backup/support file.

The resulting file is named 'SUPPORT.WSB' and is stored in the workspace
directory.

The Support File can be sent via e-mail to support personel automatically. Please
specify your country, if it is listed in the menu, otherwise select ‘Other...” and
specify the e-mail address as provided to you by the support personel.
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Appendix

Build Manager Temporary Build Files

Following files are generated by Build Manager before or during build process.

File name Description

__ STOUT.RDR contains captured output emitted by translator to standard
output device

__ FSOUT.RDR contains filtered output from translator

_ STERR.RDR contains captured output emitted by translator to standard

error device

_ CMP.<ext> compiler options - when compiler can retrieve them from a
file. Extension of this file is equal to extension supported by
compiler for these purposes.

__ CMP.BAT batch file used to run compiler or assembler.

_ ASM.<ext> assembler options - when assembler can retrieve them from
a file. Extension of this file is equal to extension supported
by assembler for these purposes.

_ LNK.<ext> linker indirection file. Extension of this file is equal to
extension supported by linker for these purposes.
__ LNK.BAT batch file used to run.

Note: the files above are generated only when necessary.
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Menu Reference

File Menu

Contains source document management commands.

New

Creates a new unnamed document. The new document is fully editable. When
closing or saving unnamed documents, the save as dialog will prompt you for the
name of the file where the document should be saved.

Open

Opens an existing file.

Close

Closes the active editor.

Save

Saves the contents of the active editor to its file. If the editor contains a new
unnamed document, the Save As dialog will prompt you for the name of the file
where the document should be saved.

Save As...

Opens the Save As dialog where you can enter the name of the file where the
document should be saved.

Save All

Saves all editors, which have been modified.

Page Setup

Opens the Print Setup dialog, where page layout is configured.

Print

Opens the Print dialog, where the printer and its settings are configured, and printing
can be started.

362 ¢ Appendix

Software User's Guide winlDEA



Find in Files

Searches for a string occurrence across multiple files.

See "Find in Files Utility" on page 44.

Workspace

Opens workspace management options:

New workspace...

Creates a new workspace.

See "Creating a New Workspace" on page 13.

Open Workspace...
Opens an existing workspace.

See "Opening an Existing Workspace" on page 11.

Save Workspace...
Saves the current workspace.
See "Saving Workspace" on page 13.

Available if a workspace is open.

Backup Workspace...
Saves a backup (.wsb) file of your workspace.

See "Backup a Workspace" on page 14.

Restore Workspace...

Restores the workspace from a backup (.wsb) file.

See "Restore a Workspace" on page 15.

Workspace Pick List
Opens the workspace selected from the pick list.

winIDEA maintains a list of four most recently used workspaces. These are
displayed on the File menu's pick list.

To open a workspace from the pick list

e select the workspace file on the pick list.
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File Pick List
Opens the file selected from the pick list.

winIDEA maintains a list of four most recently used files. These are displayed on the
File menu's pick list.

To open a file from the pick list

e seclect the file on the pick list.
Exit
Exists winIDEA.

Edit Menu

Contains source document management commands.

See "Document Management" on page 25.

Find...

Searches for text occurrence in the active editor window.

See "Finding Text" on page 35.

Replace...
Replaces text in the active editor window.

See "Replacing Text" on page 35.

Find Next

Repeats the last find command.

Go To...

Lists the active editor window from a specified line.

Undo

Undoes the last editor modification.

Redo

Undoes the last Undo operation.
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Cut

Removes the currently selected text from the editor window and puts it on the
clipboard.

See "Cutting Text to Clipboard" on page 36.

Copy
Copies the currently selected text to the clipboard.
See "Copying Text to Clipboard" on page 36.

Paste

Inserts the text from the clipboard into the current editor window.

See "Pasting Text from Clipboard" on page 37.

Delete

Removes the currently selected text from the editor window.

Select All

Selects the whole text of the edited file.

Toggle Bookmark

Toggles a bookmark on the edited line.

Next Bookmark

Jumps to the next bookmark.

Bookmarks...

Displays a list of all bookmarks in the current editor window.

Options...
Opens the editor options dialog.
See "Configuring Editor Options" on page 41.

View Menu

Contains dockable windows management commands.

See "Window Management" on page 17.
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Preset Desktop

Contains commands, which set the desktop layout to a predefined template.

Edit/Build

Sets the desktop layout to a predefined Edit/Build template.

Debug - High Level
Sets the desktop layout to a predefined high level debugging template.

Debug - Low Level

Sets the desktop layout to a predefined Low level debugging template.

Full
Sets the desktop layout to a predefined full desktop template.

Full Screen
Expands winIDEA through the full screen.

See "Full screen operation" on page 19.

Toolbars
Contains toolbar show/hide commands.

See "Toolbars" on page 20.

File
Shows or hides the File toolbar.

See "File Toolbar" on page 21.

View
Shows or hides the View toolbar.

See "View Toolbar" on page 22.

Project

Shows or hides the Project toolbar.

See "Project Toolbar" on page 23.

Debug
Shows or hides the Debug toolbar.
See "Debug Toolbar" on page 24.
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Document Bar
Shows or hides the Document selector bar.

See "Document Selector Bar" on page 29.

Project

Shows or hides the Project workspace window.

Output
Shows or hides the Output window.

See "Output Window" on page 264.

Watch

Shows or hides the Watch window.
See "Watch Window" on page 182.

Variables
Shows or hides the Variables window.

See "Variables Window" on page 187.

Special Function Registers
Shows or hides the SFR window.

See "Special Function Registers Window" on page 208.

Custom SFR

Shows the custom SFR window.

See "Custom SFR Windows" on page 211.

New

Generates a new SFR window.

Custom SFR Pick List

Opens the custom SFR window selected from the pick list.
The custom SFR windows you have generated are listed in the pick list.
To open a custom SFR window from the pick list

e select the custom SFR window from the pick list.
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Memory...
Opens a new memory window.

See "Opening a Memory Window" on page 175.

Disassembly
Shows or hides the Disassembly window.

See "Disassembly Window" on page 170.

Profiler
Shows or hides the Profiler window.

See "Profiler Window" on page 204.

Execution Coverage

Shows or hides the Execution Coverage window.

See “Execution Coverage” on page 87.

Trace
Shows or hides the Trace window.

See "The Trace" on page 46.

Operating System
Shows or hides the Operating System window.

See "Operating System Support" on page 133.

Terminal
Shows or hides the Terminal window.

See "Terminal Window" on page 213.

Symbols...
Opens the browser dialog.

See "Symbol Browser" on page 113.
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Project Menu

Contains Build Manager commands.

Compile/Assemble
Compiles the file in the active editor.

See "Building a Single Project File" on page 266.

Link
Links the project.

Make
Builds all modified files and links the project.

See "Building All Modified Project Files" on page 266.

Rebuild

Builds all files and links the project.
See "Building All Project Files" on page 266.

Stop Build

Terminates the current Build Manager operation.

See "Breaking the Build" on page 266.

Source Control
Shows the Source Control options.

See "Workgroup Support" on page 267.

Settings...

Configures the Source Control.

See "Configuring the source control system" on page 267.

Get Latest Version...

Gets the latest version of the file.

Check Out...
Checks out the file.
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Check In...
Checks in the file.

Undo Checkout...

Undoes the checkout (invalidates changes and reverts to the file in source control).

Add to Source Control...

Adds the file to source control.

Remove from Source Control...

Removes the file from source control.

Refresh Status

Refreshes the status of files under source control.

Project Files...
Opens the project files dialog where you can manage files that constitute a project.

See "Project Files" on page 239.

Settings...
Opens the Project Settings dialog.

See "Compiler Tool-set Integration" on page 242.

Targets...
Opens the Targets dialog.
See "Targets" on page 235.

Update All Dependencies

Updates all project dependencies. The dependency list is used when a Make is
executed to determine which files need to be built.

Add to Templates...

Adds the current file to templates. Enables you to be able to open a file based on the
selected one.
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Debug Menu

Contains debug system management commands.

Download
Initializes the hardware and loads download files to the emulator.

See "Download Files" on page 97.

Files for Download...
Opens a dialog where download files can be configured.

See "Download Files" on page 97.

Verify Download

Verifies the download by comparing the downloaded code with the core read back
from the debugger.

See "Verify Download" on page 110.

Show Load Map...

Displays the load map.
See "Load Map" on page 111.

Operating System
Opens the Operating System configuration dialog.

See "Operating System Support" on page 133.

Run
Sets the CPU running.
See "Run" on page 165.

Reset and Run

Resets the CPU and sets it in running.

Stop
Stops the CPU.
See "Stop" on page 165.

CPU Reset
Resets the CPU.
See "Reset" on page 165.

Step

Executes a single step.
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Step...

When selected from the menu a dialog opens where the number of steps to be
executed is configured.

When selected with a keyboard shortcut or toolbar button, a single step is executed.

See "Step" on page 166.

Step Over
Performs a single step inside current function.

See "Step Over" on page 166.

Run Until

Runs until current caret position.

Run Until...

When selected from the menu a dialog opens where the address to run to can be
specified.

When selected with a keyboard shortcut or toolbar button the CPU is set running
until it reaches the current caret position.

See "Run Until" on page 167.

Go-to Address...

When selected from the menu a dialog opens where the address to set the program
execution point to can be specified.

When selected with a keyboard shortcut or toolbar button the CPU's execution point
is preset to current position.

See "Go-to Address" on page 168.

Run until Return
Sets the CPU running until its execution reaches the exit of the current function.

See "Run Until Return" on page 167.

Show Execution Point

Shows the current execution point.

Snapshot

Refreshes opened windows.

Modify Expression
Modifies an expression.

See "Modify Expression" on page 169.

Breakpoints...
Opens the breakpoint configuration dialog.

See "Breakpoints" on page 159.
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Hardware Breakpoints...
Opens the hardware breakpoint configuration dialog.

See "Hardware Breakpoints" on page 163.

Toggle Execution Breakpoint
Sets or clears an execution breakpoint on the current caret position.

See "Setting Execution Breakpoints" on page 169.

Analyzer Tools
Opens the Analyzer Tools dialog.
See "Analyzer Tools" on page 190.

Start Profiler

Activates the Profiler module.

See "Profiler" on page 191.

Start Access Coverage
Activates the access coverage module.

See "Access Coverage" on page 202.

Start Execution Coverage

Activates the execution coverage module.

See “Execution Coverage” on page 87.

Debug Options...

Opens the Debug Options dialog, where debug system operation options are
configured.

See "Debug Options" on page 121.
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Tools Menu

Contains commands that control winIDEA environment and custom tools.

Hardware Plug-In...

Selects the hardware plug-in.

See "Hardware Plug-In" on page 16.

Disconnect
Disconnects winIDEA from the Emulator.

Normally, winIDEA locks the Emulator for exclusive use from the first download
and until the workplace closes. Is the Emulator shared and somebody else would like
to be using it, you can release it by pressing the Disconnect button, without having to
close the workplace.

Options...
Opens the Options dialog.

Customize...

Opens the Customize dialog where keyboard shortcuts and custom tools can be
configured.

See "Keyboard Shortcuts" on page 342 and "Custom Tools" on page 352.

Feature License
Opens the dialog to license additional features.

See "Entering License Information" on page 354.

Run Script...

Runs a script program. See "Script Language" on page 277.

Stop Script...
Stops the script program. See "Script Language" on page 277.

Custom Tool

For every configured custom tool a menu item is generated. By selecting them the
tools is run.
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Window Menu

Contains window management commands.

Cascade

Cascades all open editors windows.
Tile

Tiles all open editor windows.

Close All

Closes all open editor windows.

Windows

Displays a dialog where currently open editor windows are listed.

Help Menu

Contains help commands.

winIDEA Contents
Opens winlDEA help file.

Technical Support

Opens a dialog where you can select the files that you wish to pack and send to your
technical support engineer.

About

Displays winIDEA version and copyright information.

Hardware User's Guide
Opens the Hardware User's Guide.
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SLO Text Format Specification

This is a specification of a text type symbol table that can be read in by winIDEA.

You can use an additional download file of SIT format to define custom symbols that
are otherwise not available in the main download files, or you can write a SIT format
converter to load symbols from a file of an unsupported type.

File Extension

The file must carry a '.SIT' extension.

File Header
The first line must contain the following string to allow type recognition:

260691SLO

File Tags

MODULE tag

Defines a program module generated from a source file or a precompiled object
module or library.

MODULE <module name> [,module source]
e <module name> is a mandatory field, up to 8 characters

e [module source] is an optional field specifying the path to the source file
from which the module was generated.

LINE tag

Defines a high level or assembler statement association between a line in source code
of the preceding MODULE definition and a target location.

LINE <address>,<line> {,column {,last 1ln. {,last col.}}}
e  <address> is the address of the code associated with the line symbol
e  <number> defines the position of the line in the source file
e {column} is optional, defining the column in which the line starts
e ({lastIn.} is optional, defining the last line of the line symbol

e {last col.} is optional, defining the last column of the line symbol
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GLOBAL tag

Defines a global variable, defined in the preceding MODULE definition. If there was
no preceding MODULE definition it is associated to a predefined global module
with blank name.

GLOBAL <name>,<address> {,type}

e <name> is name of the variable
e  <address> is the address of the variable

e {type} is optional, defining the type of variable

LABEL tag

Defines a code label (usually generated by assembler), defined in the preceding
MODULE definition. If there was no preceding MODULE definition it is associated
to a predefined global module with blank name.

LABEL <name>,<address>
e <name> is name of the label

e  <address> is address of the label

CONSTANT tag

Defines an association between a name and a value, typically defined by an EQU
statement or a C const definition.

CONSTANT <name>,<value>
e <name> is name of the constant

e  <value> is a decimal (if not explicitly specified hex with the 0x prefix)
value of the constant

FUNCTION tag

Defines a high level procedure or a nested block. A function will have a non-blank
name and is assumed to be defined in the preceding MODULE definition. A nested
block caries a blank name. Its scope definition does not necessary refer to the
preceding FUNCTION declaration, but is calculated from its address. Blocks that
can not be fitted in a function are not allowed.

FUNCTION <name>,<address>,<exit address 1>,..<exit
address n>

e  <name> is name of the function. If blank, than this is a block definition
e  <address> is the first address of the function/block.

e  <exit address 1>,..,<exit address n> are exit addresses from the
function/block. At least one exit (higher most) must be specified.

Software User's Guide winIDEA Appendix ¢ 377



LOCAL tag

Defines a local variable. It is assumed to be defined in the preceding FUNCTION
definition (true function or a block)

LOCAL <name>,<address> {,type}
e  <variable name> is name of the variable
e  <address> is address of the variable

e {type} is optional, defining the type of variable

FORMULA tag

Defines a way to calculate a physical location. A formula must be defined prior to its
usage in any address definition.

FORMULA <number>,<definition>

e  <number> is the index number of the formula by which it will be referred to
in address definitions (1-255)

e  <definition> is a string, defining the way a physical address is calculated.
See CPU appendix for information on defined formulas.

Address Specification

<address> of an object is a decimal value, or hexadecimal if prefixed with a '0x'
prefix.

10 address 10 (0Ah)
0x10 address 16 (10h)

Optionally the address value can be preceded by a number and a colon sign, thus
overriding the default physical linear address mapping.

2:10 value 10 applied on formula 2.

If formula 2 was defined as '(SP+ADDRESS)' then the 10 specifies a 10-byte offset
from the SP register.

Example:
FORMULA 1 (IO) (ADDRESS)
GLOBAL port 1:0x40
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Type Specification

<type> of a variable can be one of the types below

|type type description
void void type
bit a single bit
s8 signed 8 bit entity (char)
u8 unsigned 8 bit entity (unsigned char)
s16 signed 16 bit entity (short)
ul6 unsigned 16 bit entity (unsigned short)
s32 signed 32 bit entity (long)
u32 unsigned 32 bit entity (unsigned long)
32 32 bit float number (float)
fo4 64 bit float number (double)
80 80 bit float number (long double)

Pointer Specification

A type can be prefixed by a 'p' thus specifying a pointer to the type:

ps8 pointer to s8

*char

Size of a pointer can be specified by a decimal digit following the 'p'. If no size is
specified a value 2 is assumed.

p2s8 2 byte pointer to s8

*char

The memory area to which the pointer is pointing can be specified by a decimal
number following the 'p<size>' where <size> is a mandatory single digit pointer size
specifier. The number that follows specifies the index of a linear formula that points
to the memory area. If no number is specified the default formula (ADDRESS) is
assumed (CODE area on 8031 CPU family).

P24s8 2 byte pointer to s8, is
accessed by 4-th formula

If the 4-th formula was defined (XDATA)(ADDRESS), then this is a pointer to a
char variable located in XDATA memory area.

the object pointed to,

* xdata char

Array Specification
A type can be prefixed by an 'a' followed by a number, thus specifying an array of
the type:

a40s8 array of 40 s8 elements
char[40]

alOpul6 array of 10 pointers to ul6 elements
unsigned int *[40]
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Examples

A SIT file can contain just simple user extensions to the symbol table, thus defining
additional symbols:

260691SL0O
GLOBAL HeapOrigin, 0x4000
LABEL start,O0

The above file defines an untyped global symbol 'HeapOrigin', located on address
4000h and program label 'start' on address Oh.

If you write your own translator from your linker output or listing file the SIT file
might look something like this:

260691SLO

FORMULA 1, (IX+ADDRESS)

MODULE STARTUP, C: \LUKNA\STARTUP.ASM
LABEL start, 0

GLOBAL StackTop, OXFFFF

CONSTANT StackSize, 0x1000

MODULE MAIN, C:\LUKNA\MAIN.C
LINE 0x1000,10

LINE 0x1008,12

LINE 0x1010,13

LINE 0x103C, 17

LINE 0x106A,18

LINE 0x1070,20

GLOBAL c,0x4000, s8

FUNCTION main, 0x1000, 0x1080
LOCAL i,1:-2,sl6
FUNCTION ,0x1010,0x106A
LOCAL i,1:-6,£32
If you decide to write your own translator, this is the order in which to do it:
e write the 260691SLO header
e write all required formulas
e write global variables and labels that are not defined in any of modules

e write module by module with its lines, globals, labels and functions
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Accepted Formulas

The list below shows formulas that are accepted:

Formula string

Description

(ADDRESS) default linear addressing mode

<register> variable stored in a CPU register.
Example: RO

(<register>+ADDRESS) offset from a CPU register.

Example: (SP+ADDRESS)

((<variable>)+ADDRESS)

offset from a variable.
'<variable>' is a simple type variable.
Example: ((?C_XBP)+ADDRESS).

All above formulas can be preceded by a memory area specifier, thus defining the
CPU memory area. If none is specified the default program area is assumed.

(<memory area>)<formula>
Example:

(XDATA) (ADDRESS)

linear addressing in the XDATA area
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Color Syntax Files Definition

Special Keyword Definition

Keyword coloring has proven itself many times for developers, since information is
organised also in colors. The colors for standard keywords for C/C++ can be
specified in the Editor Options/Colors dialog. Also, special keywords can be defined,
for example special typedefs can be defined as keywords for both C/C++ files and
Assembler files. The keywords are defined in two special files called ‘C.CCS’ for
C/C++ keywords and ‘ASM.CCS’ for Assembler keywords. The coloring of
keywords is defined also in the Editor Options/Colors dialog, under ‘C/CPP Custom’
and ‘ASM Custom’, respectivelly.

The ‘C.CCS’ and ‘ASM.CCS’ are expected by winIDEA to be located in the 'CCS'
subdirectory of winIDEA's installation directory.
C.CCS and ASM.CCS File Syntax

‘C.CCS’ and ‘ASM.CCS’ syntax is simple. Text of every line in the file is
considered a keyword, and the file is a plain text file.

Example (c.ccs):
UINT

DWORD

BYTE

Example (asm.ccs)
SECTION

MODULE

DB

DS
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Assembler Color Syntax File Definition

This is a specification of the Assembler Color Syntax file. Since there is no syntax
standard for assemblers, the syntax must be configured in a definition file specified
in the Edit/Options/Customize dialog (see “Further Customization” on page 43).

The dialog will list all syntax definition files located in the 'CCS' subdirectory of
winIDEA's installation directory.

CCS File Syntax

The definition file is a plain text file and must have the extension .CCS'.

IDENTIFIER CHAR FIRST: <list of characters that can start
an identifier>

IDENTIFIER CHAR: <list of characters that can be used in an
identifier after the first character>

KEYWORDS:
<keyword 1>

<keyword 2>

<keyword N>
KEYWORDS1:

<keywordl 1>

<keywordl 2>

<keywordl N>

COMMENT EOLN: <string that starts a comment valid until the
end of the line>

COMMENT OPEN: <string that starts a multi line comment>
COMMENT CLOSE: <string that ends a multi line comment>
STRING CHAR: <character that starts and ends a string>
CHAR CHAR: <character that starts a character definition>
CASE SENSITIVE: yes | no <selects case sensitivity>

The order of tags in the definition file is not important. If a certain tag is ommited,
the following default is assumed:

IDENTIFIER CHAR FIRST:
abcdefghijklmnopgrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ

IDENTIFIER CHAR:
abcdefghijklmnopgrstuvwxyzABCDEFGHI JKLMNOPQRSTUVWXYZ0123
456789

No keywords, comments and strings are recognized.
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Example (Keil A51 assembler):

IDENTIFIER CHAR FIRST:
abcdefghijklmnopgrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ ?$

IDENTIFIER CHAR:

abcdefghijklmnopgrstuvwxyzABCDEFGHI JKLMNOPQRSTUVWXYZ0123
456789 ?

KEYWORDS :
ADC
ADD

XRL
KEYWORDS1:

BIT

CODE

SEGMENT
COMMENT EOLN: ;
STRING CHAR: '
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Glossary of Terms

AUX

Auxiliary signals recorded by trace board

Bank-switching

Memory range expansion technique used mainly on 8 bit CPUs

BDM

Background Debug Mode - special debug aid module found on some Motorola CPUs

Breakpoint

Real-time condition that stops the CPU.

Browser

Symbol table navigation tool.

Build Manager

Program module, which interfaces third party compilers

Code Coverage

Execution analysis method which finds non-executed program code

Context Menu

A local menu holding commands that are specific to a window. Activated with right
mouse button.

Debug Areas

Emulated CPU's memory ranges covered by emulation memory. Full debugging is
not available outside these areas.
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Debug monitor

Program code residing in the target system’s memory, which communicates with
emulator and handles debug requests.

Download

Operation that initializes hardware, loads the program and starts emulation.

Download file

File holding symbolic and/or program information, loaded by winIDEA upon
download request.

Emulation memory

Memory provided by in-circuit emulator. Used instead of target's memory.

Evaluation period

A one-month period, where no license limits apply.

Group

Build Manager's organization structure. Groups project files.

In-Circuit emulation

CPU emulation technique, using target CPU replacement

Indirection file

Configuration file used by linker.

JTAG

Special on-chip debug aid module found on some CPUs

Link Order

Order in which object modules are passed to linker.

Memory mapping

In-circuit emulation memory configuration. Determines which memory requests are
serviced by emulator and which are passed to target.
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ONCE

ON-Chip Emulation

Output Directory

The directory where all files created in a build session are moved to.

Pattern generator

Programmable signal generator found on in-circuit emulation units

Performance analysis

Execution analysis method, which determines CPU time, spent in program functions

POD

In-circuit emulation adapter which plugs into the target's CPU socket.

Profiler

Performance analysis method, based on recording function entries and exits

Project configuration file

File which holds compiler interface configurations as well as a list of user source
files that participate in the build.

Project file

User's source file used in the build process.

PROM simulation
ROM, RAM, FLASH simulation

PROM system

Hardware and software that control ROM/RAM simulator operation

Pseudo device

A logical grouping of physical PROM devices and configurations. Facilitates
handling multi-device simulation.

Qualifier

Trace condition specifying what type of information is recorded.
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Real-time access

In-circuit emulation memory access method. Allows reading and writing of memory
without stopping the CPU.

REmulation

CPU emulation technique, using a combination of memory device replacement and
simulation

SFR

Special Function Register

Single chip

CPU without external memory.

Target

Build Manager's set of configuration options.

Target system

User hardware whose program is being debugged

Trace

Optional debug module, used for real-time program execution analysis

Trigger

Complex real-time trace condition which controls trace board activation.

Watchdog

A hardware timer, which resets the CPU, if not serviced periodically by the target
program.

Workspace

The full set of configuration, project and other files involved in one project.

Workspace file

The central file which holds all workspace configuration information, except for
Build Manager configuration.
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